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Abstract

Testing is one of the compulsory steps in developing software. Tools like a Hardware in the Loop (HIL) simulator are used when testing real-time embedded software. Océ Technologies, a company that manufactures and sells production printing and copying systems, wants to test among others the drivers of step motors used in their systems. For instance, they want to test error handling code for the event of a motor breaking down. With real motors, the cables of the step motors need to be physically disconnected to emulate such an error, making the test slow and tedious. Furthermore, continuous automatic testing is not feasible because the step motors may be overheated. For these reasons, Océ wants to investigate the emulation of a step motor in an FPGA. Such a solution allows continuous automatic testing and it allows fault injection when testing step motors through a HIL simulator.

Schulte et al. [39] develop a load inductive simulation, as a solution for emulating a brushless direct current (BLDC) motor. Adapting their work was considered for creating a step motor emulator and a fixed point differential equation solver was created using VHDL. The solver is needed to calculate the currents that should be flowing through the motor and consequently detect the number of steps the motor is moving. This solution has the disadvantages of being computationally expensive due to the operations needed for the differential equation solver and the big number of I/O ports needed for generating the inputs to the solver and the outputs of the emulator; on the other hand, the solution can emulate theoretically all kinds of inductive loads by parametrization and hardware changes.

A real time embedded system was eventually chosen as solution for the step motor emulator, where jointly electronics components and FPGA embedded components interact for emulating the step motor. The electronic components, an inductor and a resistor, help to recreate the behavior of the step motor, while the FPGA helps to identify the steps the motor should be moving, and to transmit the steps to the HIL simulator in the form of encoder signals. Less I/O port utilization and less FPGA processing are needed when comparing it to the load inductive simulation approach, making the parallel emulation of more than one step motor potentially easier in one FPGA.

The step motor emulator presented in this work is able to:

- generate a voltage sine wave signal similar to the generated current signal flowing through the coils when controlling the step motor with a driver using pulse wide modulated (PWM) voltages;
- identify the steps the motor driver requested; the FPGA performs parallel readings of the analog to digital converters, synchronizes them and processes them for the identification of the steps;
- generate an encoder signal as feedback for the HIL simulator; two signals simulating an encoder come out of the FPGA with the maximum resolution of one step;
- perform fault injection by allowing the simulation of the motor breaking down and the motor skipping steps; commands are read via the serial port from the HIL simulator or from a PC and executed by the FPGA.

The results show that the generated voltage sine waves of the emulator are analog to the current signals flowing through a step motor, and that the FPGA is able to recognize and distinguish the steps requested by the driver. There is still a challenge in the emulator when testing with higher frequencies; the coils generate a lot of spikes in the current signal that are reflected in the voltages read by the FPGA, giving as a consequence errors during the identification of the steps. Nevertheless, the step motor emulation turns to be a valuable tool by allowing continuous automatic testing and fault injection when testing step motors through HIL simulators when comparing it to traditional and manual testing.
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Chapter 1

Introduction

1.1 Motivation
Most of the products used in our daily lives related with entertainment, communications, and office appliances among others, have electronics in them, and the more complex they get, the more common that embedded software will play an important role in their functioning. Therefore, developing good software is a goal for companies developing professional high-tech systems or consumer electronics, and testing the software is a compulsory step in any software development process they use.

Océ Technologies is part of these companies, it is a company that manufactures and sells production printing and copying systems. It has facilities in Venlo where the prototypes for new products are being developed. Software, mechanical and electrical engineers work together to the design of these products, and the software group in Océ has simulators for the printers to be developed to test new software packages without the need of the final copier hardware.

One of these simulators is a Hardware in the Loop (HIL) simulator; HIL simulators (HILs) provide a powerful tool to simulate complex systems. According to [19], there exist three main differences between HIL simulations and normal computer simulations: the outputs in HIL simulators are real hardware signals not squiggly lines plotted on a graph, the HILs runs in real time and in a HILs the embedded software to be tested runs in the hardware that will be built into the products.

HIL simulators are used in Océ as test facilities to test the complete embedded control platform including target hardware and software, using simulated sheet behavior and simulated or real I/O without changing the target hardware or software. Step Motors contribute to these I/O signals by receiving voltages from the hardware under test, voltages that produce a movement by a certain number of steps in the motor shaft.

Automatic testing of step motors is a hard task; physical disconnection is the only solution for simulating a motor breaking down, an annoying noise is produced when running the steppers at frequencies higher than 2 KHz, a high risk of fire occurs when the motor gets overheated by performing continuous testing; all of these issues only increase when testing up to 10 step motors at the same time, as happens in a normal HIL simulator for printers.
The solution for these issues is a Step Motor Emulator, developed during this work, with the following goals:

- A step motor will be substituted from the HILs and an emulated step motor version on an FPGA will be placed instead.
- The emulated step motor in the FPGA will simulate the behavior of the motor and it will also allow simulation of errors of the step motor, for automatic and continued tests.

1.2 HIL Simulator for Testing Embedded Systems Applications

In the late ‘40s Jon Von Neumann conceived the idea of running multiple repetitions of a model, gathering statistical data to derive behaviors of the real system, an activity which can be considered according to [40] as one of the first main approaches for simulation. Nowadays simulations are everywhere, from computer to medical simulations; simulations are helping humanity to substitute physical objects with virtual, cheaper and/or smaller objects compared to the actual cost or size, and are helping to predict the behavior of the real systems.

Simulations are also widely used for model validation, performance prediction, bottleneck detection and more. Two types of simulators can be defined: Self-driven simulators where the goal is to predict the system performance or verify the system layout, which rarely define sensors or actuators and Software-driven simulators where the goal is to replace the actual environment and where sensors and actuators are driven by the simulator [21].

Both simulation types are used in Océ under the terms: Software in the Loop (SIL) and Hardware in the Loop (HIL) simulators. In SIL (figure 1), the target hardware is simulated and the software under test runs on that simulated hardware in a normal PC, while in HIL (figure 2), the software is tested in real-time using the real embedded hardware.

![Figure 1. SIL Block Diagram](image1)

![Figure 2. HIL Block Diagram](image2)
Considering the automotive industry to illustrate the concept of the HIL simulator vehicle testing can be expensive, time consuming and the results subject to poor repeatability [28]; for instance, if the control system for traction and braking needs to be tested, the complete functionality test will include testing on ice and snow, available only on certain times of the year. A big reason of why the manufacturers are turning to HIL as a technique is the ability to test in a laboratory environment under a full range of conditions.

The SIL simulator has been a great success for Océ but the need for a real-time simulator made it necessary to create HIL simulators, where flexibility, test repetitiveness, and visualization are characteristics inherited from the SIL simulators while real-time behavior with a real embedded platform are added.

The HILs in Océ is used to verify the correct functionality of the electronic control board (EC). This board is present in all the printers and it is where signals are read, processed and sent to the different modules of the printers (as shown in figure 3). These signals are used in the modules for activating tasks needed for copying, scanning or printing documents and images.

The HILs is generating all the I/O signals needed by the EC to verify its functionality, and step motors form part of these signals, as can be seen in figure 4; testing the hardware and software of the EC using simulated or real I/O, satisfying real-time constraints, allowing flexibility, project independency, and maintainability form part of the requirements for the HILs in Océ.
1.3 Step Motors

Direct Current (DC) motors are used everywhere: white goods, toys, cars; their most important parts are the stator and the rotor [23]. The stator is stationary and usually fastened to the frame of the motor, while the rotor is the revolving member used to move the motor load, using the output shaft.

![Figure 5. Cut Away View of a DC motor [27]](image)

Figure 5 shows the main components in a permanent magnet motor are presented; the stator has a housing and two permanent magnets. The rotor is equipped with copper windings uniformly placed on a cylindrical iron core. Current is supplied to the rotor windings via the commutator and two brushes. When a current is passed through the rotor, the current gives rise to a circular magnetic field around the rotor, and consequently, the rotor will rotate around the magnets (stator).

Step motors are considered a digital version of the DC motors; these motors can divide a full rotation into a large number of steps and the motor’s position can be controlled precisely, without any feedback mechanism.

Three types of step motors exist based on their complexity: variable reluctance (VR), permanent magnet (PM) and hybrid. As the name suggests, a PM motor consist of a permanent magnet rotor, while the VR consist on a toothed rotor made from a soft iron material. The hybrid step motor incorporates physical properties of both the VR and PM motors, hence the name hybrid; it combines the permanent magnet rotor from the PM step motor and the teeth in the rotor from the VR motor.

Step motors can also be grouped based on their winding arrangement: unipolar and bipolar step motors. Unipolar motors are composed of two windings, each one with a center tap that can be tied together or independently go out of the motor, giving as a result five or six wires. Current direction in unipolar motors depends on which half of a winding is energized, and based on the winding that is powered, they will be acting as North or South Pole. Controlling these motors is easy because the direction of the current through the windings will determine the movement of the step motors; there is no need to reverse the current through the windings, just energize the correct winding at the correct time [12].

In Océ the step motor of choice is the bipolar hybrid PM motor, so this motor is explained in more detail below.

In bipolar motors a single winding per phase is found. They are composed of two windings, consequently having two phases and have four wires going out of the motor. The current runs through the entire winding, producing more torque than unipolar motors of the same size. But the circuitry involved to control these motors is more complex than the one in unipolar motors [12]. The current needs to be reversed in order to reverse the magnetic pole, consequently changing the direction of the current and finally create a movement in the rotor. Movement in the rotor can only be done by changing the polarity in its windings.
In figure 6, a hybrid bipolar step motor is presented. Current will flow from left to right when \( V_A^+ \) is positive and \( V_A^- \) is negative. Current will flow in the opposite direction when changing the polarity using an “H-Bridge circuit” (see below).

Hybrid PM Step motors have a permanent magnet rotor, but like the VR motor, the rotor is toothed. With a magnet along the rotor axle, a mix of the standard PM motor and the VR motor is created.

![Figure 6. Hybrid Bipolar Step Motor [12]](image)

Winding 1 with terminals \( V_A^+ \) and \( V_A^- \) in the step hybrid bipolar motor in figure 6 is distributed between top and bottom stator poles, while winding 2 with terminals \( V_B^+ \) and \( V_B^- \) is distributed along left and right stator poles; the rotor is a permanent magnet with 3 souths and 3 norths around its circumference.

Hybrid Step motors can be single stepped with two different control sequences. Using + and - to indicate the power polarity applied to each terminal and 0 to indicate no power; the sequences are showed in table 1 below.

### Table 1. Control sequences [12]

<table>
<thead>
<tr>
<th>Time</th>
<th>Terminal ( V_A^+ )</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>8</th>
<th>9</th>
<th>10</th>
<th>11</th>
<th>12</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>+</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>-</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Time</td>
<td>==&gt;</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Terminal ( V_A^- )</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>0</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>0</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Time</td>
<td>==&gt;</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

The first sequence only supplies current to one winding minimizing the power consumption, and the second sequence maximizes torque since both of the windings are energized at the same time [12].

Stepper motors can be rotated to a specific angle with ease, and hence step motors were used in the pre-gigabyte era computer disk drives, where the precision they offered was adequate for the correct positioning of the read/write head of a hard disk drive; printers, computer numerical controlled machines and volumetric pumps are other examples of their application.
1.4 Step Motor Drivers

Commercial step motor drivers use microstepping to increase the performance and limit noise and resonance problems. Microstepping is a common technique when working with step motors. It divides a motor step in substeps since this allows smoother transitions between steps and a better step resolution.

With sine-cosine microstepping a constant torque is produced by controlling the current in the windings. The torque produced by both windings can be added linearly to calculate the net torque. As a result, to set the motor to a angle \( \theta \), the currents through the winding of the motor need to have according to [12] the values given by equations (1) and (2).

\[
I_1 = I_{\text{max}} \cos\left(\frac{(\pi/2)/S}{\theta}\right) \\
I_2 = I_{\text{max}} \sin\left(\frac{(\pi/2)/S}{\theta}\right)
\]

Where \( I_{1,2} \) current flowing through winding 1 or 2

\( I_{\text{max}} = \) Maximum current allowed to flow in the winding

\( S = \) Step angle, in radians

\( \theta = \) Shaft angle, in radians

The basic circuit for driving the currents that will flow through the windings of a bipolar step motor is the H-Bridge. An H-Bridge is a circuit that allows a current to flow in either different direction across a winding, as can be seen in figure 7. When transistors T1 and T4 are turned on and T2 and T3 are off, current will flow from left to right in winding 1; while when T3 and T2 are turned on and T1 and T4 are off, the current will flow in the opposite direction [12].

\[ \text{Figure 7. Bipolar Step Motor control circuit} \]

Instead of using a fixed voltage to create the currents that will flow through the windings, a technique called chopper is a way to limit the current in the winding of a step motor when using a voltage supply higher than the motor rated voltage.

The chopper technique uses a high voltage supply (\( V_{\text{BB}} \) in figure 7) to bring the current up to \( I_{\text{max}} \) very quickly and when \( I_{\text{max}} \) is flowing through the windings the voltage will be chopped (switched off). The result is a pulse-wide modulated waveform that is used to create an average voltage and consequently an average current equal to the voltage and current necessary to the windings in the step motor.

When a supply voltage is applied to the windings of the step motor the current rises exponentially until \( I_{\text{max}} \) is reached, modeling the winding as an inductive-resistive circuit (figure 16, considering \( V_{\text{EMF}} = 0 \) ) the current as a function of time is represented by
\[ I(t) = (V/R) \cdot \left(1 - e^{-\frac{L}{R} \cdot t}\right) = (V/R) \cdot \left(1 - e^{-\tau \cdot t}\right) \]  

(3)

where according to [12], \( V \) is the voltage applied to the winding, \( R \) is the resistance of the winding, \( L \) is the inductance of the winding and \( \tau = \frac{L}{R} \) is the time constant of the motor, representing the time it takes the step motor to reach approximately 63.2% of its final value after a step input (the voltage supply change from zero to a one in a very short time) is applied to the windings of the motor, as can be seen in figure 8.

![Figure 8. Current and Supply voltage comparison [12]](image)

Figure 8 presents also the current generated to flow in the winding based in the supplied PWM voltage over time. The voltage supply is switched off (all transistors are off) when \( I_{\text{max}} \) is reached. The voltage is modulated (PWM) to limit the current flowing through the winding to \( I_{\text{max}} \).

Microstepping drivers exist in the form of integrated circuits (IC). These circuits consist of circuitry allowing an easy implementation for applications where a complex microprocessor is unavailable or is overburdened. A simple input of one pulse (STEP) into a pin makes the motor to move one microstep, which can be either a full, half, quarter or sixteenth step, depending of the configured settings.

![Figure 9. Functional Block Diagram of an IC step motor](image)
A coarse block diagram of an IC step motor driver can be seen in figure 9. When a step command signal occurs on the STEP input, a built-in translator sequences the Digital to Analog converters (DACs) to the next level and current polarity based on the direction input pin voltage and the current-level sequence shown in figure 10.

For instance, when the motor is in the home position (figure 10) the current flowing through the winding 1 ($I_{OUT1A}$) is 70.71% and the current flowing through winding 2 ($I_{OUT1B}$) is 70.71% and a pulse is detected on the STEP input pin, the translator will modify the current in both phases to move the step motor one microstep forward (to move the step motor forward, the input pin “Direction” shown in figure 9 should be high) and the current in the phases will change to $I_{OUT1A} = 38.27\%$, $I_{OUT1B} = 92.39\%$ (figure 10).

The outputs values of the DACs with the information of the current values needed to move one microstep are compared with the current flowing through the windings of the step motor, the differences between these values are the inputs to the “PWM, Control Logic” block, where the values are processed and control signals are sent to the “Gate Driver” block, in charge of controlling the transistors in the H-Bridges, turning them on and off, increasing or decreasing the current flowing through the windings, to match the required values and move one microstep.

![Figure 10. Current-level sequence](image)

1.5 Incremental Rotary Encoders

Encoders are used in many applications, including controls, robotics, photographic lenses, mice, trackballs, etc., to convert the angular position of a shaft or axle to an analog or digital code, i.e. an angle transducer [49].

An incremental or quadrature encoder can be either mechanical or optical and are the most widely used of all rotary encoders due to its low cost since only two sensors are needed. They are used to determine position and velocity through two outputs signal called $A_{Encoder}$ and $B_{Encoder}$, called quadrature outputs as they are 90 degrees out of phase as can be seen in figure 11.
These signals are used to encode the shaft position based on table 2 for the clockwise direction and table 3 for the counter-clockwise direction. For instance, if the last value was 00 and the current value is 01, the shaft has moved one step in the clockwise direction, while if the current value is 10 after being in 00 the shaft has moved one step counter-clockwise.

<table>
<thead>
<tr>
<th>Phase</th>
<th>Encoder A</th>
<th>Encoder B</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>2</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>3</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>4</td>
<td>1</td>
<td>0</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Phase</th>
<th>Encoder A</th>
<th>Encoder B</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>2</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>3</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>4</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

In the HIL simulator of Océ, encoders are used as generators of feedback signals to verify that the movement of the motor shaft is the one requested by the control drivers.

1.6 Problem Statement

Exhaustive testing of a control system is one of the main reasons for the HIL simulator in Océ and it provides the context for the project described in this thesis. The HIL simulator available in Océ has some step motors in it, allowing the test of some of the control signals from the EC. It is not suitable for automatic verification because if the motors are tested for long periods, they produce heat, which may lead to overheating.

This problem together with the need for testing the motor for different faults, presents an opportunity to improve the current HIL simulators. The graduation project targets the development of a step motor emulator to be integrated in the printer HIL simulator, and, two main requirements can be specified:

1.6.1 Requirement 1

The purpose of this project is to substitute a step motor from the simulator and replace it with an emulated version implemented in an FPGA. In figure 12, the block diagram of this replacement can be found. The simulation of the behavior of the motor can be done because of the FPGAs natural characteristics of parallelism and high throughput programmable logic [36].

The emulated step motor in an FPGA, will not present overheating and testing different failures should be easy; for instance, instead of having to physically disconnect the power cable from the motor, the emulated version of it in the FPGA will do it virtually. Through serial communication commands, the HILs will tell the emulator which errors to simulate.

The step motors in the printers developed by Océ, do not have any feedback signal with the information about the position of the step motor; an encoder was placed in the HIL to verify the position of the shaft and whether the motor is moving the requested number of steps. This encoder will also be emulated in the FPGA represented as the output signal of the emulator.
When substituting the motors with the step motor emulator, the emulator will have to receive the voltage signals (which are the input signals to the step motor emulator and request a maximum step frequency of 9306 Hz from the step motor driver) as if the real motor was there and it will send outputs as if an encoder was there too.

1.6.2. Requirement 2
Océ wants the following errors to be simulated by the step motor emulator:

- **Motor breaks down.** For this fault, the emulator will stop sending the simulated signals of the encoder with the position of the shaft (representing the number of steps the motor has moved).
- **Skipping steps.** In this fault, the emulator will send the encoder signal that indicates, based on the actual simulated position of the motor, that it has moved less steps than required by the EC.

1.7 Thesis Overview and Contributions
The remainder of this report details this problem statement and sketches the approaches followed to achieve these goals. Chapter 2 presents the state of the art methods for HIL simulation, motor emulation and fault injection testing; Chapter 3 presents three different approaches to design a step motor emulator where only the last one is completely implemented and is satisfying all the requirements from Océ; Chapter 4 presents partial results of the first two approaches and the complete results of the third approach and Chapter 5 presents the conclusions and future work for improving the step motor emulator.
Chapter 2

State of the Art

This chapter presents the state of the art for the different components used for this graduation project. The HILs is helping software engineers to test their designs while the real hardware is being developed, or when it is difficult to do testing using the real hardware; the relation between the step motor emulator in the HILs in Océ with the HILs in the literature can be found in section 2.1. The state of the art techniques for emulating motors are presented in section 2.2, although, no work was found about emulating step motors. On the other hand emulating BLDC motors is an extensively researched topic due the extensive use of these motors in the automotive industry. Section 2.2.1 presents the design and implementation of a BLDC motor simulation for a HIL simulator used in the automotive industry, section 2.2.2 presents the work done for implementing and solving the state space representation of motors in FPGAs, with the objective of using it later in HIL simulators and section 2.2.3 presents the work available in the literature for the state space representation of step motors. Section 2.3 presents companies developing software and also devices for fault injection, that are used as guidelines for the fault injection in the step motor emulator. Finally section 2.4 presents how to use the state of the art techniques for the creation of the step motor emulator, identifying missing elements and open issues that are addressed in this work.

2.1 Hardware in the Loop Simulators

HIL simulation is not new; the aerospace industry has been using this technique ever since software first became a safety-critical aspect of flight control systems [28]. However, recently it has seen increasing its use because of:

- the intense pressure to reduce development cycles,
- safety requirements which mandate exhaustive testing of a control system prior to use on the real system,
- the need to prevent costly failures, either in-service or late in the design cycle,
- reduced cost and greater availability of off-the-shelf products.

Océ uses the HIL simulator for testing the final software in the EC board. To be able to do this a big number of I/O pins is required. Similar problems are present when testing the Electronic Control Units (ECU) in cars, where one of the tests includes the disconnection of
each one of its pins and the verification of the triggering of its corresponding diagnostic. This is a time consuming task when modules containing over 135 pins are verified. The task is greatly improved by automatic tests generated by the HIL simulators. In [25], King et al, present the HIL simulator as a flexible solution for these problems, an environment test in the automotive industry, that can be updated and modified as the vehicle and corresponding systems evolve throughout the development cycle. Temperature, pressure and physical links between the HIL system and ECU are issues needed to be considered while testing with HIL simulators and are discussed also in [25]; for instance, communication bus lengths and termination will be different when testing in HIL simulators and when testing in cars, ground shift effects, back-feeding voltages to the ECU via sensor paths are overlooked issues while testing with HIL simulators, but that are not present in the step motor emulator developed in this graduation project.

The HILs in Océ can also be used to test software while the mechanical and electrical teams are developing the new hardware; a situation similar to the one presented by Maclay in [28]: the Gemini Telescopes project, of which the goal was the construction of two high-performance, 8 meter aperture telescopes and where the actual telescope was not available during the controller development, so a HIL simulator was used for helping in its design.

The step motor emulator needed by Océ will substitute the step motor (actuator) and will simulate the encoder (sensor) signals for feedback to the HILs; Schuette et al present in [46] the sensor and actuator signals needed for testing the ECU for automotive applications through HIL simulators, the calculation of the sample time, the models for the I/O ports and a classification of different types of HIL simulators based on the interface with the ECU. For instance, the electronic throttle control unit controls the desired throttle angle by means of a DC motor, and Schuette et al, decided to use in the HIL simulator the real throttle system for testing the signals coming from the ECU, being able in this way to verify the correct positioning of the throttle after receiving the control signals; a similar approach is used in Océ where the real step and BLDC motors are used in the HILs; this situation that will change after this graduation project because the step motors will be emulated, adding flexibility and simplicity to automatic tests.

2.2 Real-Time Step Motor Emulation

Emulating a step motor in real-time includes reading the input signals (analog voltages) from the real world, calculating the number of steps the motor should have moved based on these voltages and generate the output signals (digital encoder signals) specifying this movement. All of these actions need to be finished in a specified and short time. No work was found in the literature about emulating step motors but literature exists about emulating brushless direct current (BLDC) motors. An overview will be given in the rest of this section because the ideas can also be applied for emulating step motors.

Emulation of BLDC motors is done by solving the state space equations of the model of the motor in real-time with the help of an FPGA. Two different approaches can be followed here. Both of the approaches solve the state space equations of the step motor in the FPGA but one of them uses Matlab to create auto-generated VHDL code and the other one uses normal VHDL coding.

Furthermore, only one BLDC motor emulator has been completely developed and it is done by using normal VHDL coding presented in section 2.2.1. The rest of the approaches have only reached the stage of solving the differential equations in the FPGA and through simulations the time to solve the differential equations is verified to satisfy the real-time constraints (section 2.2.2); but no further work has been done about reading the analog voltage signals, generating outputs, etc., where big issues are present as well.
2.2.1 Inductive Load Simulation

In [7] Bracker et al, performed the simulation of an inductive load. This simulation includes the realistic current waveforms of AC motors for the automotive industry. In this work they developed the simulation of the load for HIL simulators, for testing the Electronic Control Unit (ECU) in cars, by using the normal plug used in any real environment. They develop the simulation of the inductive load by measuring the voltages at the output stage of the controller, calculating the current in real time through an FPGA, and by generating a current in the output stage (in case the motor is working in generator mode) with DAC converters.

In [39], Schulte et al, who work in the same company as Bracker, present the simulation of a BLDC motor, a solution where only the model of the three-phase windings is implemented in an FPGA, while the remaining part of the electric motor is simulated on a conventional real-time processor (calculation of the torque and the back-EMF). It is claimed that their emulator allows testing, by connecting the electronic units for cars as they are, without manipulations. Furthermore it is stated that it is also suitable for testing control units using sensorless control techniques.

2.2.2 FPGA Induction Motor Simulation

Solving the state space model of the motor in FPGAs is presented in this section as a solution for emulating motors in HILs. Simulation time constraints are verified to satisfy real-time constraints allowing these solutions to be used in HIL simulators.

In [36] a real-time emulation of an induction motor is done in an FPGA; in this work Jaztrzebski after having the state space model of the motor, uses integral methods programmed by a fixed point representation in the FPGA, to solve the differential equations in less than $1\mu s$, allowing testing and evaluation of very fast motor controllers in real time.

In [15] Duman et al, present a real-time implementation of a three-phase induction machine for HIL simulators. In this work, the state space representation model of the system is represented by matrices using floating point numbers. The model is solved in less than $1\mu s$ by using matrix multiplication algorithms studied by Prakhya [37] and the design is downloaded into a PCI FPGA development kit using Quartus-II.

The approaches by Jaztrzebski and Duman are intended to work for HIL simulators. In both works the model of the motors is implemented in the FPGA and in both works it is verified that the FPGA is solving the model equations in less than $1\mu s$, but no work is done for reading the signals and to generate the output signals to close the loop with the HIL and have a real-time motor emulator.

If thinking about auto-generating code in Matlab for implementing the state space model of the motor in an FPGA, Delli Colli et al. [13], present a speed and position observer for a non-salient permanent magnet synchronous motor; three different simulations were done in their work with successful results. The work is developed by using the Altera DSP builder Simulink library allowing them to download VHDL code in an FPGA. After finishing their work they realized the importance of checking the code for bugs, after it is generated by Matlab.

2.2.3 Step Motor State Space Representation

The state space representation of motor is needed when testing control laws. Several models are available in the literature for this purpose. The most common model consist of four state variables: the currents in the phases represent two state variables, the angle of the rotor is the third state variable while the angular speed is the fourth one. Different motors are able to be
simulated with the same state space equations by only replacing constant parameters, like the inductance in the windings, the resistance, the inertia of the load, etc.

Most of the research papers related with to step motors are talking about the description of and methods to control the steppers and not about how to emulate them; [1], [47], [41] have a description of step motors, their functioning, their design and types. In [24] modeling and calculating the nonlinear magnetic fields in linear step motors is discussed for step motors that control the rod of nuclear reactors. The magnetic fields that are found here can be useful if the state model of the step motor has as parameters these magnetic fields, but based on the requirements by Océ, the measurements of the electromagnetic field will not be used; consequently no further information is presented in this document.

In Océ there are already studies about the behavior of the step motor, the state space model, its basic behavior, the behavior under friction and different load, etc.

2.3 Fault Injection Testing

While developing software systems, the necessity for testing them also appears, and throughout the years different techniques have been appearing to help software engineers to test the software that they are developing. While testing is being performed several questions pop up automatically: what are the causes of defects? how to avoid them in the future? when is testing enough?. Solving these questions is a decision needed to be made in every company developing software.

Fault injection is a technique for improving the coverage of a test by introducing faults in order to test code paths. Particularly three benefits can be found according to [9]: an understanding of the effects of real faults, feedback for system correction or enhancement, and a forecast of expected system behavior.

The step motor emulator developed in this project needs to be able to perform fault injection of errors; these errors are defined based on previous experience when testing the motor, for instance if the step motor is skipping steps then a lower frequency will be inferred from the encoder and the code will erroneously calculate the new speed for moving the paper. This kind of test fits in the “Experienced-based techniques” for testing defined by Müller et al in [29], where a standardized qualification for software testers is presented. This standardization defines the “Experienced-based techniques” as a class of test, where experienced testers design tests based on their skills, intuition and experience with the software. A list of possible errors is enumerated and design tests are designed to attack these errors and use them for software testing.

Software of third party companies like DevPartner [11] helps to test error handling routines by simulating application errors in software. This software tool helps developers and quality assurance engineers to write, test and debug the software responsible for handling fault situations. DevPartner allows developers to work in a predictable and repeatable environment to analyze and debug application error-handling code; characteristics that with the step motor emulator will be available when testing the EC board in Océ. The EC board can then also be tested using fault injection testing, allowing repeatable tests, helping the engineers to test and to debug the software.

As mentioned before, the automotive industry counts a large number of HILs and companies different from DevPartner, of which solutions are more software oriented, are developing hardware solutions for doing fault injection; ETAS, for instance, is a company headquartered in Germany [17] that offers integrated tools and tool solutions for the development and service of automotive ECUs. Some of these solutions are devices for fault injection; these devices have the ability of doing simulation of failures in real time through current or voltage
channels. The failures that the devices can simulate are: cable breaks, short circuits (to ground, to the battery and pin-to-pin), leakage currents, contact corrosion, bouncing or a combination of all these failures.

Vector is another company providing fault injection devices, it is a company developing software components and engineering services for the networking of electronic systems in the automobile and related industries. Figure 13 shows how the faults are injected: switches are placed between the sensor, the actuator, or both, and the ECU for making short circuits to ground, to battery or to open the lines coming and leaving the ECU ports.

![Figure 13. Fault Injection by Vector [43].](image)

National Instruments also provides devices for testing the response of systems tested under HIL simulators. These devices are switching modules that insert faults and are able to vary the load for the systems under test [30]. Similarly, Pickering Interface [33] and dSPACE [14] are also companies developing devices for failure simulation through switches, for the automotive industry; in [22], Karpenko et al present a HIL simulator of an F-16 aircraft. An experimental hydraulic system with two independent fluid power circuits was developed. The first hydraulic is the flight control actuator, while the second one enables failures modes (fluid leakages, changes in actuator friction and hydraulic supply pressure, among others). The HIL simulation used here support future experimentation in the presence of flight control actuator faults giving an example of HIL fault injections out of the automotive area.

The step motor emulator developed for the HILs in Océ can be classified among all these fault injection tools, since the types of errors that Océ needs to simulate are errors between the EC and the motors. However, because of the step motor driver behavior (that needs to read the current flowing through the windings of the motor as a feedback signal) it is not possible to just use switches for introducing errors as most of the companies presented in this section do.

Océ is not interested in the efficiency, the temperature, the rotor voltages with load or without load that are the tests defined using IEEE standards [16] for induction motor testing. Neither is Océ interested in inductor motor fault diagnosis, where tests are performed to obtain reduction in maintenance costs and to prevent unscheduled downtimes of the motor [26], [38]; this is an area of intensive research since induction motors are widely used in industrial processes in industry presenting a significant cost in some cases. Océ’s interest is the effect of motor faults on the printer behavior, in particular on the embedded control software.

### 2.4 Step Motor Emulation and the State of the Art

In the aerospace and the automotive industry HIL simulators are the preferred option when testing software embedded in electronic control units; they are the preferred option because with HIL simulators it is possible to test the software when the final hardware is still not available, it is possible to test the software when testing conditions are not easily reproduced or when it is needed to test the software in the target platform as Océ is doing it, increasing with it the coverage of the test in HIL simulators.
The need to generate in real-time voltages or currents to interact with the control unit present a lot of difficulties when trying to generate emulators of valves and motors in HIL simulators, this is why using real valves and/or of real motors is still a common practice in the HIL simulators in the automotive industry. However, because automatic testing and fault injection are greatly improved when using emulators in HIL simulators it is worth it to invest in their creation.

Automatic testing and fault injection are the reasons for Océ to generate a step motor emulator; these motors are used in all the processes in the printers and developing an emulator for them represents a great improvement for testing the software using HIL simulators; similarly to the automotive industry where BLDC motors are used in big amounts in cars, and where BLDC motor emulators already exist to help in the process of testing the software using HIL simulators.

The BLDC motor emulator generated for the automotive industry reads the analog voltages coming from the EC in the cars, solves the state space equations of the motor in real-time with the help of an FPGA, and with these results generates the currents that should be flowing through the motor. The procedure for the creation of this BLDC motor emulator represents one of the possible solutions for developing the step motor emulator requested by Océ.

How to solve the state space model of a motor in real time is also a topic of research for creating motor emulators for HIL simulators. If the state space equations are solved fast enough to simulate the behavior of the motor then it is assumed that they can be used in HIL simulators. Different solutions exist for solving the state space models of motors in FPGA: integral methods programmed by fixed point representations, matrix multiplications using floating point numbers or through Matlab auto generated VHDL code after developing algorithms in Simulink to solve the state space model of the motors; solutions intended to create motor emulators and use them in HIL simulators but besides the BLDC motor emulator for the automotive industry there is no other complete motor emulator available in the literature.

Fault injection as stated before is one of the reasons for generating the step motor emulator in Océ; fault injection is done in the automotive industry for improving the test coverage for the EC and different alternatives are available to select the faults to be introduced in the system; several third party companies are developing fault injection software for testing error handler routines and some others are developing fault injection through hardware devices. The step motor emulator in Océ belongs to these kinds of fault injection devices, since the faulty signals are generated in the emulator and then sent to the HIL simulator.

To sum up, no literature was found about emulating step motors but ideas where taken from the BLDC motors emulators where a lot of work has been done since they are widely used in different industries and fault injection that will be used in the step motor emulated is presented as an alternative for increasing the tests coverage using software or hardware devices.
Chapter 3

Design

This chapter starts by describing the input and outputs signals in the step motor emulator by considering it as a black box. The chapter continues with three different approaches for generating the step motor emulator. In section 3.2 the “Constant Frequency step motor emulator” presents a solution for emulating step motors when only constant frequencies are requested from it; section 3.3 presents an adaptation of the work by Schulte et al. [39] about emulating BLDC motors and a fixed point differential equation solver programmed in VHDL is described for the creation of the step motor emulator; finally section 3.4 presents an easier and cheaper solution where by reproducing the electrical model of the step motor the emulator was generated.

3.1 General Description

Seeing the step motor emulator as a black box helps to get an overview of the signals that will be read and the signals that will be generated when designing the emulator; figure 14 shows this black box scheme for the step motor emulator, the input signals being:

- four PWM voltage signals ($V_{A+}$, $V_{A-}$, $V_{B+}$ and $V_{B-}$) coming from the EC board; these signals are generated by the H-bridges and they will generate the average currents flowing through the windings of the step motor,
- one serial line ($R_X$) coming from the HILs for reading commands and activating the fault injection

and the output signals being:

- two currents flowing through the windings of the step motor one for A and one for B; in figure 14 the current in A is flowing in the positive direction while the current in B is flowing in the negative direction; with dotted arrows the currents are shown when flowing in the opposite directions,
- two square wave signals ($A_{Encoder}$, $B_{Encoder}$) simulating the behavior of an encoder,
- and one serial line ($T_X$) for sending information to the HILs.
After the definition of the input and output signals, the rest of the chapter presents two different approaches for the creation of the emulator that lead in section 3.4 to the final step motor implementation.

3.2 Constant Frequency Step Motor Emulator

3.2.1 Overview

The first approach for the creation of the emulator was to reproduce the time constant of the step motor with an RC filter, but after implementing the idea the result was a step motor emulator for only constant frequencies that is not good for Océ since changing frequencies are needed while testing.

A modular design was considered for the emulator structure to have a distinction between electronics components and FPGA components; each one of the blocks performs self-related and independent tasks allowing high flexibility and maintenance. Figure 15 presents the different blocks of the emulator design and they are:

1. The Motor Behavioral Simulation block in charge of simulating the sinusoidal current behavior of the step motor (consequently the change in direction of the currents, in figure 32 the currents flowing in the positive direction are shown). The nominal value of the time constant $\tau$ per phase of the step motor is reproduced in this block with the help of RC filters as an attempt to reproduce the behavior of the step motor.

2. The Signal Conditioning and Data Acquisition block in charge of transforming the analog voltages coming from the EC board into digital values for interaction with the FPGA (where the data will be processed).

3. The Step Detection and Fault Injection block in charge of reading the digital signals in the FPGA from the A/D converters; of detecting the steps requested by the driver and of injecting the faults asked by the HILs.

4. The UART Controller block in charge of controlling the serial communication between the HILs or a computer and the emulator for receiving the fault injection commands.

5. The Encoder Signal block in charge of generating the encoder signals based on the information coming from the Step Detection and Fault Injection block.

Electronics and FPGA components can now be distinguished from figure 15. The motor behavioral simulation and the signal conditioning/data acquisition blocks are electronics
components while the step detection and fault injection, the UART controller and the encoder signal generator are generated in the FPGA development board.

3.2.2 Motor Behavioral Simulation

This block is in charge of generating a current ($i_a$) with a similar sinusoidal (positive or negative currents) behavior to the one in the step motor. The behavior is expected to be reproduced by having a time constant in the emulator equal to the one in the step motors; an RC filter is used in the emulator to reproduce the time constant in the step motor. This block needs to convert also the generated current into voltages, with the purpose of use them in the next blocks of the emulator.

![Figure 16. Electrical motor model phase A](image)

![Figure 17. Resistor and RC filter](image)

The time constant of the step motor is calculated with equation (4), which is derived from the electrical model of the motor presented in figure 16; the values of the circuit components are taken from the specification of the step motor.

$$
\tau = \frac{L}{R} = \frac{2.8\text{mH}}{1.65\Omega} = 1.7\text{ms}
$$

Equation (4)

Once that the time constant of the motor is known, formula 5 presents the calculation of the RC filter with a time constant equal to the one of the electrical model of the step motor.

$$
R_f = \frac{\tau}{C} = \frac{1.7\text{ms}}{0.22\mu\text{F}} = 7.73\Omega
$$

Equation (5)

The step motors are controlled by the current flowing through them but the currents can not be read in the FPGA; a current to voltage converter is needed to transform currents into voltages, the voltages are then converted in digital values that can be read by the FPGA. The current to voltage converter is done with $R_Y$, in figure 17; using $R_Y = 1\Omega$ allows the driver to change the current value from 0 until $I_{\text{max}}$ with the help of the PWM voltages.

3.2.3 Signal Conditioning>Data Acquisition

This block is divided into three parts needed to transform the voltages representing the currents requested by the driver, into digital values that can be read by the FPGA.

The first part is a voltage divider used to reduce the input voltages into smaller values so they can be used in the instrumentation amplifier. The instrumentation amplifier is the second block in charge of merging the two voltages controlling the current flowing through the motor and the third block is used to convert the analog voltages into digital signals to be read in the FPGA board.

The electronics components of the circuit are energized by the FPGA with a positive power supply with a maximum voltage of $3.3V$. Creating a constraint on the electronics circuit of using voltages only between 0V and 3.3V.
The voltage divider is used to reduce the voltages coming from the step motor driver \( (V_{A1} \leq 24V) \) to a lower level \( (V_{Ao1} \leq 1.6V) \) to be able to use them in the rest of the electronics circuits. The voltage divider is shown in figure 18 and it has to be placed in all the inputs coming from the step motor driver, for instance \( V_{A1} \) and \( V_{A2} \) in figure 19.

![Figure 18. Voltage Divider](image)

Having a low current flowing through this branch of the circuit is the reason of choosing \( R2 \) to be \( 10K\Omega \) in the RC filter; considering \( V_{A1} = 24V \) as the maximum voltage applied to the circuit (Océ specifications) and \( V_{Ao1} = V_{R4} = 1.6V \) as the maximum output voltage (for connection with the next stage), \( R4 \) can be calculated with formula 6, giving as a result \( R4 = 714.29\Omega \) and \( R4 = 680\Omega \) by choosing the closest commercial value.

\[
V_{R4} = \frac{V_{A1}}{R2 + R4} (R4)
\]

The instrumentation amplifier (figure 19) used to merge the two input voltages into one, computes the difference between the reduced PWM voltage signals coming from the driver \( V_{o1} = V_{Ao1} - V_{Ao2} \) and \( V_{o2} = V_{B01} - V_{B02} \). \( V_{o1} \) the output of the instrumentation amplifier will be changing between \( -V_{Ao2} \) and \( V_{Ao1} \), by choosing these values to be \( 1.6V \) \( V_{o1} \) is changing between \(-1.6V \) and \( 1.6V \).

The electronics components are not able to handle negative voltages due to the power supply used by them and an offset is necessary to shift the negative voltages into positives values. If the offset voltage is \( 1.6V \), the output of the instrumentation amplifier will be shifted to the positive quadrant and the range of \( V_{o1} \) will be \( 0V \leq V_{o1} \leq 3.2V \) that can be used in all the electronic components.

\![Figure 19. instrumentation Amplifier](image)

The analog to digital converter is the next stage in this block and it will convert the analog voltage values of \( V_{o1} \) and \( V_{o2} \) varying from \( 0V \leq V_{o1} \leq 3.2V \) and from \( 0V \leq V_{o2} \leq 3.2V \) to digital values using 8 bits that will be read with FPGA for the detection of the steps.

The output of these first two blocks is not the expected sinusoidal voltage signal similar to figure 10, instead as can be seen in section 4.1 only under constant frequencies the steps can be detected. This approach was stopped after implementing these two first blocks since the
step motors in Océ are varying its frequency, making this approach not good for the creation of the emulator.

3.2.4 Step Detection and Fault Injection
The two 8 bit digital signals values representing the voltages in the windings will be compared by using the current level percentages in figure 10 for the identification of the steps requested by the driver. This block is also in charge of reading the commands coming from the UART controller and to execute the faults received through the serial ports.

3.2.5 Encoder Signal Generator
This block will receive a pulse signal for every step the motor is requested to move and will receive commands from the serial port for the fault injection operation. The encoder signals will be generated based on the pulse signal and on the fault injection commands.

3.2.6 UART Controller
This block is in charge of the communications with the HILs or a PC through the serial port. It will read commands to execute fault injection and it will return the number of steps detected by the emulator.

3.3 Load Inductive Simulation for Step Motor
3.3.1 Overview
Adapting the solution by Schulte et al. [39] for a load inductive simulation for BLDC motors was the second approach to the creation of the Océ step motor emulator. In their work Schulte et al [39] created a simulator for different electric motors: permanent-magnet synchronous motors, BLDC motors and induction motors, where all can be simulated in the same electronic test bench, but the BLDC motor was the only one tested.

An introduction to their approach is given now to understand the construction of the BLDC emulator to be able to modify and to adapt this solution for creating the step motor emulator. Different from step motors to rotate the BLDC motor only 2 windings need to be energized at any time in a predefined sequence, leaving the third winding with a non-energized condition (floating phase). During the floating phase a voltage is induced to this line by the other two energized windings and by measuring this induced voltage sensorless control techniques can be applied to the motor.

The BLDC motor simulation can be explained coarsely with figure 20 and the following steps:
1. **PWM voltages conversion** situated in the converters module. Receives the PWM voltages from the driver and with sampling frequencies of 10 MHz convert them into digital values with the help of fast analog to digital (A/D) converters.
2. **Current calculation** situated in the FPGA block. Using the Forward-Euler integration method a 2 degree-of-freedom stator-oriented state space of the three-phase windings is solved in the FPGA. Parameters needed to solve the model like the inertia of the load, the coulomb friction, the torque, the back-EMF etc., are calculated or read from a conventional processor (processor board).
3. **Torque and back-EMF calculation** situated in the processor board. Based on the drawback that tool chains for implementing FPGA-based models are less flexible and maintainable compared with tools for normal processor based-implementations like Simulink. Schulte et al., decide to calculate the torque and the back-EMF in a conventional processor with a much lower sampling frequency comparing it with the one
in the FPGA, having as a result a simulator with a compromise between flexibility (in the processor board) and performance (FPGA board).

4. **Electronic Load Control/Current Sensor** situated in the voltage/current sources and switches block. To use sensorless control, the driver needs to read the back-EMF in one of the lines and currents in the other two lines; a state machine controlled by the generated currents will switch each one of the current lines between current source mode (when current is flowing through the winding) and voltage source mode (when there is no current flowing through the winding and the induced voltage needs to be generated (floating phase).

The simulation of the BLDC motors is still more complicated:
- the PWM phase voltages need to be read and the state space model of the motor needs to be solved to produce the output currents. A voltage needs to be generated in the floating phase to be able to close the loop every $1\mu$s. These calculations implied fast A/D and D/A converters per voltage line, switches and a state machine for control,
- the BLDC simulation needs to work sometimes as a current sink, current source or as a voltage supply,
- the switching is done with the help of state machines that are difficult to design because of the difficulty to define appropriate transition conditions,
- fixed or floating point operations inside the FPGA needs to be used for solving the state space model in real-time,
- the current supply needs to be faster than the PWM signals to accurately simulate the alternation of the current and a slew rate (current delivered by the power supply per unit of time) of $4A/\mu$s is needed in the current supply for the BLDC emulator,
- auxiliary power supplies are used to maintain the current flowing during the freewheeling phase (transistors are off),
- a heat sink for dissipating up to 350 W when working in high current mode.

are issues that need to be solved when using this approach for emulating BLDC motors.

Adapting this solution for a step motor emulator was one of the ideas of this project and section 3.3 shows how to derive the state space design for a step motor and presents a
differential equation solver using the Euler method for solving the equations representing the model of the step motor.

### 3.3.2 Tools Solving the State Space Model of the Step Motor

Solving the state space model of the step motor will give as output the simulated currents flowing through the windings of the step motor, making it possible to identify the steps by using figure 10. Different from the design of Schulte, the solution of the state space model of the step motor was designed to be calculated completely in the FPGA.

#### 3.3.2.1 Step Motor State Space Modeling

A schematic representation of a step motor connected to a mechanical load is presented in figure 21 to derive the dynamics of the step motor according to [6]; equations (7) and (8) represent the relation between current and voltage in the windings based on the electrical model of the motor in figure 16.

![Figure 21. Step motor connected to a load](image)

Considering \( w_r \), the rotor angular speed, \( J_L \) is the inertia of the load, \( T_L \) the dynamic load torque and \( b_f \) the viscous friction we have,

\[
\frac{di_A(t)}{dt} = \left( V_{A,\text{PWM}} - V_{A,\text{EMF}} - Ri_A(t) \right) \frac{1}{L} \tag{7}
\]

\[
\frac{di_B(t)}{dt} = \left( V_{B,\text{PWM}} - V_{B,\text{EMF}} - Ri_B(t) \right) \frac{1}{L} \tag{8}
\]

\[
V_{A,\text{EMF}} = -k \sin(p \Theta_r(t)) w_r(t) \tag{9}
\]

\[
V_{B,\text{EMF}} = k \cos(p \Theta_r(t)) w_r(t) \tag{10}
\]

Where \( \Theta_r \) represents the rotor angle, \( J_R \) the rotor inertia of the step motor, \( T_f \) the friction torque, \( c_f \) the coulomb friction, \( i_A \) and \( i_B \) represent the currents flowing through winding A and B respectively and \( V_{A,\text{PWM}}, V_{B,\text{PWM}} \), are the PWM voltages coming from the driver; these voltages are generated in the step motor emulator by the “Signal Conditioning” block in figure 15, two instrumentation amplifiers (one per phase) are the ones in charge of generating these two voltages.

Using the values of the holding torque \( T_{pk} \) of \( 4.4 \text{kg \cdot cm} \) given by the supplier and \( I_o \) representing the rated current per phase equal to 1.68A; it is possible to calculate the value of \( k \) used in equations (9) and (10).

\[
k = \frac{T_{pk}}{I_o} = 26.190476 \cdot 10^{-3} \tag{11}
\]

Equations (9) and (10) need the value of \( p \), which represents the number of rotor teeth and can be found from equation (13).
\[ \text{step size} = \frac{360^\circ}{200 \text{ full steps}} = 1.8^\circ \]  \hspace{1cm} (12)

\[ \text{step size} = \frac{360^\circ}{4 \cdot p} \Rightarrow p = 50 \]  \hspace{1cm} (13)

The electrical model of the motor (equations (7) and (8)) is related with the mechanical part of the motor through the electric torque \( T_e \) produced by the step motor,

\[ T_e = -k \left( i_a \sin \left( p\theta_i(t) \right) - i_b \cos \left( p\theta_i(t) \right) \right) \]  \hspace{1cm} (14)

The relation between the electric torque \( T_e \) and the mechanical dynamics of the load are given by,

\[ \frac{dw_r(t)}{dt} = \frac{1}{J_L + J_R} \left( T_e(t) - T_f(t) - T_L \right) \]  \hspace{1cm} (15)

\[ \frac{d\theta_i(t)}{dt} = w_r(t) \]  \hspace{1cm} (16)

\[ T_f = b_f w_r(t) + c_f \text{sign}(w_r(t)) \]  \hspace{1cm} (17)

The model of the motor represented by equations (7), (8), (15) and (16) will be solved in the FPGA in less than \( 1 \mu s \) to be able to use it in the HIL simulator. The Euler method was chosen for this purpose based on its simplicity, the lack of accuracy of the Euler method is compensated by oversampling the PWM voltage input signals.

### 3.3.2.2 Euler Method

Using numerical methods for calculating the solutions of differential equations has been studied for a long time, and the Euler method presents the easiest implementation algorithm while showing a small error if choosing a small step size.

To explain the Euler Method consider the ordinary differential equation,

\[ y'(t) = f(t, y(t)), \quad 0 \leq t \leq b, \]  \hspace{1cm} (18)

with \( y(t_0) = y_0 \) representing the initial condition. Formula 18 represents the change of function \( f \) in time.

In [50] the Euler method is presented as a method to solve numerically differential equations using the knowledge that any point in a curve can be calculated by having the equation of that curve and another point on it. Considering that formula 18 represents the tangent of function \( f \) and the initial condition represents the point in the curve, it is then possible to calculate another point in the tangent curve that can be considered to be also in \( f \) if the distance between the points \( (h) \) is small.

Rewriting equation (18) as

\[ y'(t) = \frac{y(t+h) - y(t)}{h}, \]

\[ y(t+h) = y(t) + hy'(t) \] and by using (18)

\[ y(t+h) = y(t) + hf(t, y(t)) \]

The step size \( h \) indicates how far we want that point to be calculated and by using the initial conditions as starting point, the rest of the solution can be calculated with:
\begin{align*}
y_{n+1} &= y_n + hf(t_n, y_n) \quad \text{(19)} \\
t_{n+1} &= t_n + h \quad \text{(20)}
\end{align*}

To use these equations in the FPGA, \( t_n \) is replaced by \( k \) to represent discrete time, and the equations of the step motor to be used with the Euler method are,

\[
\frac{i_A[k+h] - i_A[k]}{\Delta k} = L^{-1}U_{A,PWM} - L^{-1}U_{A,EMF} - R \cdot L^{-1}i_A[k]
\]

\[
\frac{i_B[k+h] - i_B[k]}{\Delta k} = L^{-1}U_{B,PWM} - L^{-1}U_{B,EMF} - R \cdot L^{-1}i_B[k]
\]

\[
\frac{\theta[k+h] - \theta[k]}{\Delta k} = w_r[k]
\]

\[
\frac{w_r[k+h] - w_r[k]}{\Delta k} = (J_L + J_R)^{-1}T_e[k] - (J_L + J_R)^{-1}T_f[k]
\]

where \( T_L = 0 \) since there is no load in the motor when using the HILs; from these equations solving them for the \([k+h]\) terms, we have,

\[
\frac{i_A[k+h] - i_A[k]}{\Delta k} = \frac{i_A[k] + \left(L^{-1}U_{A,PWM} - L^{-1}U_{A,EMF} - R \cdot L^{-1}i_A[k]\right)}{\Delta k} \quad \text{(21)}
\]

\[
\frac{i_B[k+h] - i_B[k]}{\Delta k} = \frac{i_B[k] + \left(L^{-1}U_{B,PWM} - L^{-1}U_{B,EMF} - R \cdot L^{-1}i_B[k]\right)}{\Delta k} \quad \text{(22)}
\]

\[
\frac{\theta[k+h] - \theta[k]}{\Delta k} = \frac{\theta[k] + w_r[k]}{\Delta k} \quad \text{(23)}
\]

\[
\frac{w_r[k+h] - w_r[k]}{\Delta k} = \frac{(J_L + J_R)^{-1}T_e[k] - (J_L + J_R)^{-1}T_f[k]}{\Delta k} \quad \text{(24)}
\]

Equations (21) to (24) are the equations to be programmed in the FPGA. These equations will give as a result the currents flowing through the windings, the angle and the speed of the rotor.

There are still some challenges after finding all the constant values for the step motor: the FPGA cannot use real numbers. So an algorithm needs to be developed to calculate the addition and multiplication for fixed point numbers in the FPGA as well as an algorithm to calculate the sine and cosine values for the arguments generated while solving the Euler equations. Difficulties are solved and described in the next sections.

3.3.2.3 Fixed Point Numbers Representation

There are already libraries by the IEEE to work with fixed point or with floating point [4]. Unfortunately these libraries work only under version 8.1 of the ISE XST software from Xilinx that comes with the FPGA and is used to codify applications for the FPGA, and only if using Synplicity to synthesize code, which was the reason for developing our own algorithms.

Using the Euler method for solving differential equations means implicitly the use of real numbers. Using VHDL to program the FPGA means describing hardware, making it impossible to describe real numbers with hardware elements. Two solutions exist for this problem: using floating or fixed point numbers. Fixed point numbers were chosen for being easier to implement than floating point numbers and because less computational effort is required when comparing them with floating point operations.

A fixed point number representation means that numbers will be represented with a certain number of bits and a virtual radix point that will be fixed and virtually placed somewhere in this number. For instance considering the 4 bit binary number 0b1111 without fixed point representation its value is,

\[0b1111 = 1 \cdot 2^3 + 1 \cdot 2^2 + 1 \cdot 2^1 + 1 \cdot 2^0 = 15\]

When using a fixed point representation, the radix point can be placed anywhere in the number but the interpretation given to the number is different. For instance, considering the
same 4 bit binary number, placing the virtual radix point to have two bits for the integer part and two bits for the fractional part, we have a different interpretation in its value,

\[ 0b11.11 = 1 \cdot 2^3 + 1 \cdot 2^2 + 1 \cdot 2^{-1} + 1 \cdot 2^{-2} = 3.75 \]

The model of the step motor described with equations (21) to (24) is represented with a 32 bit number, having 1 bit for the sign, 6 bits for the integer part and 25 bits for the fractional part.

The 6 bits (maximum value of 63 in decimal) for the integer part are enough to represent the values of the currents flowing through the step motor since they will never exceed 4 amperes in the step motor, the angle of the shaft is as maximum \( 360^\circ \rightarrow 2\pi = 6.2832 \) radians, and based on the simulation of the motor by Océ the angular speed of the motor oscillates between 1 and -1. None of these values exceed 63. In other words because of physical restrictions the numbers representing the integer part will not exceed the 6 bits assigned to them and 6 bits were chosen to use powers of two terms.

On the other hand, 25 bits are necessary in the fractional part since the sampling time is fixed to 5\( \mu \)s (the time to read the digital values from the A/D converter) causing results of some of the multiplications to be numbers with a factor of \( 10^{-9} \); these numbers can be represented using 25 bits in the fractional part, having as a minimum value to represent \( 29.8023 \cdot 10^{-9} \).

A function in Matlab that reads decimal numbers and convert them to hexadecimal 32 bits fixed point representation is shown in figure 22. This function is called “dec2hxfp” and it is used to represent the numbers in hexadecimal form and use them in the Euler method.

**Figure 22. Decimal to Hexadecimal Fixed Point**
A function to generate decimal numbers from a hexadecimal 32 bits fixed point number is shown in figure 23 and it is designed to transform the hexadecimal result values of the Euler method into decimal numbers.

**Figure 23. Hexadecimal Fixed Point to Decimal.**

The parameters and constant values for the equations (21) to (24) are taken from the motor specification and will be substituted in the equations (21) to (24). After having the equations with decimal numbers they will be transformed into hexadecimal 32 bits fixed point numbers for solving the Euler method into the FPGA.

After having the equations in this format the following sections will indicate the procedure to calculate the solution of the Euler equations where two packages in VHDL were created, one for the addition and multiplication and the other one for the sine/cosine calculation.

### 3.3.2.4 Addition of Fixed Point Numbers

After converting the decimal numbers to hexadecimal 32 bits fixed point numbers, a normal addition operation with the standard IEEE libraries can be performed, since the numbers are hexadecimal values. The difference will be in the interpretation of the results, the 32 bit hexadecimal numbers represent a decimal number when the virtual radix point is placed on them.

When doing addition operations of hexadecimal numbers the results can be 1 bit more than the maximum length of the numbers being added. In the present algorithm the result is stored
in a 32 bit variable, while the summands are also 32 bit, this is done because the values will not exceed the 6 bits assigned to the integer part due to the physical restrictions presented in section 3.3.4.

\[
\text{result} = \text{summand1} + \text{summand2}
\]

\[
\text{result} = \text{add} (\text{summand1}, \text{summand2})
\]

Figure 24. Addition

3.3.2.5 Multiplication of Fixed Point Numbers

Three different algorithms for multiplying two numbers are introduced; the three algorithms are to simplify the operations for solving the state space model of the step motor with the Euler method.

The first algorithm does the multiplication of two 32 bits numbers:

\[
\text{result} = \text{factor1} \times \text{factor2}
\]

\[
\text{result} = \text{mulit} (\text{factor1}, \text{factor2})
\]

Figure 25. Multiplication
The second algorithm gives the result of the multiplication between $p$ and $\theta$, this result is used as argument for the sine and cosine functions. If the argument is negative, then the number will not be transformed to 2’s complement only the bit sign will be set and the sine/cosine function will calculate the correct value of the functions using the identities:

$$\sin(-\alpha) = -\sin(\alpha)$$
$$\cos(-\alpha) = \cos(\alpha)$$

$$result = p \times \theta$$
$$result = p \_\_times \_\_theta(factor1, factor2)$$

![Figure 26. Argument calculation](image-url)
Finally the third multiplication algorithm is for the multiplication of a number times the sign of another one.

\[
\text{result} = \text{factor1} \times \text{sign(factor2)}
\]

\[
\text{result} = \text{mult \_sign(factor1, factor2)}
\]

![Diagram](image)

Figure 27. Multiplication of a number times the sign of another one.

3.3.2.6 Sine/Cosine Function Generator

This function generator will give the result of the sine and cosine mathematical functions A ROM of 800 positions is created to store 800 values for the sine and for the cosine mathematical functions. 800 values were chosen because the motor has 800 steps when working in a 1/4 step mode. Using quarter steps for microstepping means that every step will be subdivided in four microsteps, the step motor moves a total of 200 steps per revolution, this is 800 steps after dividing the steps into microsteps.

Addressing the 800 values is done by splitting the calculated argument in 2 parts the “high argument” ranging from 0 to 200 and the “low argument” ranging from 0 to 3; as shown in figure 29, by multiplying the high argument by 4 and then adding the lower argument it is possible to address 804 values.

![Diagram](image)

Figure 28. Addressing algorithm

Table 4 shows how to derive the high and low argument from 32 bit fixed point numbers representing angles. For each one of the angle values in table 4 the corresponding sine and cosine value is stored in the ROM. Looking at bits 16 to 19 the hex values 0x0,0x4,0x8,0xC
are repeated through the entire table. From this series bits 18 and 19 will form the low argument as shown in table 5, while the high argument will be formed from bit 20 to bit 27 as showed in table 6.

Table 4. Sine/Cosine addressing

<table>
<thead>
<tr>
<th>Degrees</th>
<th>Radians</th>
<th>32 bit Fixed Point HEX value</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td>bits</td>
</tr>
<tr>
<td>0</td>
<td>0.00</td>
<td>0x</td>
</tr>
<tr>
<td>1</td>
<td>0.45</td>
<td>0x</td>
</tr>
<tr>
<td>2</td>
<td>0.90</td>
<td>0x</td>
</tr>
<tr>
<td>3</td>
<td>1.35</td>
<td>0x</td>
</tr>
</tbody>
</table>

Table 5. Low Argument values for addressing, bits 18 and 19 form the Low Argument

<table>
<thead>
<tr>
<th>Hex</th>
<th>19 18</th>
<th>17 16</th>
<th>19 18 decimal</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>0 0</td>
<td>0 0</td>
<td>0 0</td>
</tr>
<tr>
<td>4</td>
<td>0 1</td>
<td>0 0</td>
<td>0 1</td>
</tr>
<tr>
<td>8</td>
<td>1 0</td>
<td>0 0</td>
<td>1 0</td>
</tr>
<tr>
<td>C</td>
<td>1 1</td>
<td>0 0</td>
<td>1 1</td>
</tr>
</tbody>
</table>

Table 6. High Argument values for addressing, bits 20 to 27 form the High Argument

<table>
<thead>
<tr>
<th>27-24</th>
<th>23-20</th>
<th>decimal</th>
</tr>
</thead>
<tbody>
<tr>
<td>0x</td>
<td>C 8</td>
<td>200</td>
</tr>
<tr>
<td>0x</td>
<td>C 8</td>
<td>200</td>
</tr>
<tr>
<td>0x</td>
<td>C 8</td>
<td>200</td>
</tr>
<tr>
<td>0x</td>
<td>C 8</td>
<td>200</td>
</tr>
</tbody>
</table>

Using the fact that \( \sin(-\alpha) = -\sin(\alpha) \) and \( \cos(-\alpha) = \cos(\alpha) \) the sine/cosine function will only look at the sign bit for the sine algorithm to transform it to negative using 2’s complement representation.

In the ROM memory of the FPGA eight hundred values for the sine and eight hundred values for the cosine are stored for calculating the sine and cosine functions needed in the solution of the differential equations.
3.3.3 Solving the State Space Equations of the Step Motor

Equations (21) to (24) will be solved in the FPGA with the Euler method, and to have a better performance they are divided in eight states (see figure 31). Each one of the states is computing independent arithmetic operations the results of these operations are needed in the next state and the results of the new state are needed in the next state and so on until reaching the last state where the final values are calculated.
The operations in each state are independent and can be executed in parallel while the states need to be executed sequentially due to data dependencies. For instance in state 0 the operations calculated are,

- \( \text{iaterm1} = (R \times L^{-1}) \times i_A \), where \( (R \times L^{-1}) \) is calculated with the help of Matlab and it is introduced in the multiplication as a constant value,
- \( \text{iaterm2} = L^{-1} \times U_{A,PWM} \),
- \( \text{argument} = p \times \theta \),
- \( \text{ibterm1} = (R \times L^{-1}) \times i_B \), where \( (R \times L^{-1}) \) is the constant value calculated before,
- \( \text{ibterm2} = L^{-1} \times U_{B,EMF} \)

All of these operations can be executed in parallel since their parameters are either constant values or input values, all the operations calculated per state are independent from each other, and their results are needed in the next states. For instance, state 1 needs the result of argument calculated in state 0 to calculate the high arg and low arg (see below) needed to find the sine and cosine values of the argument in state 2.

- \( \text{high.arg} = \text{argument}(27 \ \text{downto} \ 20) \);
- \( \text{low.arg} = \text{argument}(19 \ \text{downto} \ 18) \);

After eight states all the operations needed to solve the equations are calculated and the currents flowing through the windings, the angle and the speed of the rotor results are available. The state machine is receiving as input values the PWM voltages every 5\( \mu s \), the time it takes to the A/D converter to convert new values.

### 3.3.4 Current Generation

After the currents are calculated in the FPGA a switching block needs to be designed. This switching block will change between current sink and current source mode.

- Current Sink mode, the current is flowing to the step motor emulator and the identification of the steps will take place in the FPGA.
- In Current Source mode, the calculated currents need to be fed back to the step motor driver. This is necessary since the step motor driver has the current flowing through the step motor as a feedback signal. Based on the current in the step motor the driver knows if it has to increase or decrease the current flowing through each one of the windings and move the step motor one more step (the current values are shown in figure 10).

In the present work after finishing the design and the implementation of the differential equation solver and while designing the switching block and the current sources, this approach was stopped since the approach shown in the next chapter presented a breakthrough to the creation of the step motor emulation, since needs less electronic components and it is not necessary to solve the differential equations as the Load Inductive method making it an easier alternative for the development of the step motor emulator.

This section is presented as reference for future work to someone who would like to continue implementing the step motor emulator or another inductive load emulator with Schulte’s approach; since by using Schulte’s approach is possible to emulate all kind of inductive loads not only step motors and where emulated real currents and voltages are generated for testing all kind of motor controllers in HIL simulators.
3.4. Real-Time Step Motor Emulator

3.4.1 Overview

In section 3.2 an RC filter was placed in the output lines coming from the EC, this filter was unable to reproduce the sinusoidal behavior of the current flowing through the step motor (figure 10). An inductor is present in the electrical model of the motor shown in figure 16; the value of the inductor affects the current flowing through the motor. Therefore, placing an inductor across the outputs of the voltage signals coming from the EC is presented as the third approach for simulating the sinusoidal behavior of the current in the step motors.

A modular design similar to the one proposed in section 3.2 is used also in this approach; inheriting the advantages of a modular design by implementing independent tasks in each block results in high flexibility and maintenance for the emulator.

The block diagram is presented in figure 32 and it consists of the following components:

1. The Motor Behavioral Simulation block in charge of simulating the behavior of the step motor; it includes two inductors of $mH$ to generate the sinusoidal current similar to the one flowing through the phases in a step motor; in figure 32 the currents are flowing in the positive direction, when they flow in the negative direction the arrows will be in the positive voltage lines with a negative sign; the currents need to flow in both ways to simulate the sinusoidal current wave; this block also has a resistor to convert the currents into voltages and together with the inductors form the load for the voltage signals coming from the EC.

2. The Signal Conditioning and Data Acquisition block, which is in charge of transforming the voltages coming from the EC board into smaller signals to use the A/D converters and for processing them into the FPGA. This block is necessary to read the analog PWM voltages from the EC into the FPGA where they will be processed.

3. The Step Detection block in charge of reading the digital signals from the A/D converter; these voltage levels are compared with the current levels in figure 10, the maximum voltage read by the FPGA will represent $I_{\text{max}} = 100\%$ from where the rest of the voltages will be calculated, this block will generate 2 signals, a pulse signal that with a rising edge will announce a one step change and the second signal that will be high when the step motor is moving forward and will be low when the motor is moving backwards.

4. The Encoder Signal Generator block in charge of generating the two encoder signals that will be seen in the output based on the information coming from the Step Detection block.

5. The Fault Injection block receives the encoder signals from the encoder signal generator block and receives commands from the UART controller with the faults to be injected, based in these commands this block will modified or not the encoder signals before sending them out of the emulator.

6. The UART controller block in charge of managing the serial communications between a computer or the HILs and the emulator. This block will send commands to the fault injection block requesting the injection of faults.

![Figure 32. Step Motor Emulator Block Diagram](image-url)
The Electronic and the FPGA components can also be distinguish from figure 32, the motor behavioral simulation and the signal conditioning/data acquisition blocks are electronic components while the step detection, the fault injection, the UART controller and the encoder signal generator are generated by the FPGA development board.

The rest of this section will explain the purpose and the behavior of each one of the blocks for the creation of the step motor emulator.

3.4.2 Electronics Design

3.4.2.1 Motor Behavioral Simulation

This block is reproducing the sinusoidal behavior of the current through the windings of the step motor. Based on the electrical model of the step motor (figure 16) the circuit shown in figure 33 is composed of two $1mH$ inductors and a $1.2\Omega$ resistor in series. The inductors are reproducing the sinusoidal behavior of the current flowing through the windings of the step motor and the resistor is used to transform the current into voltages to be read in the next blocks.

When a positive voltage is applied to the terminal $V_A^+$ the current $i_A$ will flow to the terminal $V_A^-$ and it is called $i_A^+$; current $i_A^-$ (dotted line in figure 33) will flow when the positive voltage is applied to terminal $V_A^-$; making the change in the direction of the current. The change in direction of the currents is needed in the step motor to move step by step and it is handled by the step motor driver.

![Figure 33. Electronic circuit for the behavioral simulation of the Step Motor](image_url)

The nominal inductance according to the step motor specification per phase of the motor is $2.8mH$. Based on this nominal value three $1mH$ inductors with a total inductance of $3mH$, were placed in the circuit. After increasing the frequency requested by the step driver to $9KHz$ (the maximum frequency asked by Océ) a steep current is seen flowing through the circuit a better performance for high frequencies is obtained by using only two $1mH$ inductors.

Having a better performance with the two $1mH$ inductors could be caused because the change in the current is faster for smaller inductance values as can be deducted from equation (25). If the current is changing fast (lower inductance values) then the voltage levels at the output of the instrumentation amplifier also are changing fast, making it easy to distinguish between voltage levels representing the steps. On the other hand, when two consecutives voltage levels, representing two consecutive steps are close to each other and the change from one step to the other is slow, then the emulator step identification algorithm will be detecting the two consecutive steps alternatively until the voltages are different enough from each other.
The resistance $R_1$ was chosen to be 1.2Ω to let the driver swing along all the currents and to have less power consumption while working in high current mode (in consequence less heat is produced by the resistor). Calculating the power for $R_1$ during high current mode ($i_{\text{peak}} = 1.62\, \text{A}$) we have,

$$P_{R1\omega} = i_{\text{RMS}}^2 R = 1.5746\, \text{W}$$

Since heat was one of the main concerns for the step motor emulator, a resistor of 11W is used in the design, because it satisfies the power requirements and because it was available at Océ.

### 3.4.2.2 Signal Conditioning / Data Acquisition

This block is similar to the one presented for the constant step motor emulator in section 3.2.3; a voltage divider to reduce the voltages coming from the step motor driver and being able to use them in the electronics components part; an instrumentation amplifier to calculate the difference between the voltages per phase; and the digital to analog converter to allow the FPGA to read the digital voltage values representing the current flowing through the behavioral simulation circuit.

The voltage divider shown in figure 18 will also be used in this module and will also be placed in all the inputs coming from the step motor driver ($V_+ , V_- , V_+ , V_- )$ and it has the same task, to compute the difference between the voltage signals coming from the driver.

$$V_{\text{out1}} = V_{\text{out1}} - V_{\text{out2}} \quad \text{and} \quad V_{\text{out2}} = V_{\text{out1}} - V_{\text{out2}}$$

The value of 1.6V for $V_{\text{out2}}$ and $V_{\text{out1}}$ is also used because it is also needed to have the same maximum variations for $V_{\text{out1}}$ and $V_{\text{out2}}$ ($0V \leq V_{\text{out1}} \leq 3.2V$ and $0V \leq V_{\text{out2}} \leq 3.2V$) since the rest of the electronics components are powered up by a 3.3V positive power supply from the FPGA development board.

The output voltage $V_{\text{out1}}$ of the instrumentation amplifier has the sinusoidal behavior of the current flowing through phase A of the step motor (figure 34) but $V_{\text{out1}}$ change based on the current selection from the EC (high or low). When the EC is in low current mode (appendix A) $V_{\text{out1}}$ never reaches 0V nor 3.3V. For this reason a variable resistor of 100kΩ (chosen from the specification datasheet of the instrumentation amplifier) is used in the gain selection pins of the instrumentation amplifier (R6). This variable resistor allows to change the gain of the amplifier and have $V_{\text{out1}}$ varying through the entire voltage range $0V \leq V_{\text{out1}} \leq 3.3V$.

![Figure 34. Signal conditioning circuit.](image-url)
An RC filter is placed in the input pins of the amplifier to reduce the spikes produced by frequencies higher than 10 kHz, since the maximum frequency requested by Océ is 9 kHz. Calculating the constant time $\tau$ of the RC filter, the input pin of the instrumentation amplifier sees a resistance value of $R_2$ in parallel with $R_1$ so,

$$\tau = (R_2/R_1) \cdot C_1$$  \hspace{1cm} (26)\]

The maximum frequency requested by the driver is 9 kHz, which means a period of 100 $\mu$s making this value 4 times smaller we have $\tau = 25 \mu$s and the value of $C_1$ is calculated using equation (25), giving as a result $C_1 = 39.26nF$. A capacitor of 47 nF was chosen from commercial values for these filters.

The next step is the analog to digital converter. The IC chosen for this purpose is the AD7819 from Analog Devices. This circuit has a conversion time of 4.5 $\mu$s, enough for an oversampling factor of 23 times when the maximum frequency 9.306 kHz is requested from the step motor driver (107.46 $\mu$s seconds per step).

The analog to digital converter has four control signals that are handled by the FPGA to do the analog to digital conversions and to read the generated digital value from the conversion. Information about the state machine to control this IC is found in section 3.4.3.2.2 and the specification of the IC is found in [3].

It is important to notice that the CONVST pin, which is the pin to control the start of a conversion, needs to be low when powering up the IC. This can not be done in the FPGA because powering up the FPGA means powering up the rest of the electronic components since the power supply for the electronic components is taken from the FPGA development board. The output ports of the FPGA are in their initial state (generally the initial state of the ports is high impedance or a logic one) when powering up the board, causing the CONVST pin of the converter to have an incorrect initial state.

To satisfy the requirement of having the CONVST pin low when powering up a switch is placed on this pin; the switch will change between ground and the FPGA port dedicated to it. Care should be taken to have the switch connected to ground (switch off) when powering up the converter and to turn the switch on (FPGA port) before starting to use the emulator.

3.4.3 FPGA Components Design

3.4.3.1 Top-Down design

A top-down approach was used for designing the components that will be placed in the FPGA. In figure 35 the top level is presented.

![Figure 35. General Block Diagram with the FPGA Blocks](image-url)
Figure 35 shows the FPGA block top level design and figure 36 presents one level below of the top one. Each block has a specific task for helping in the creation of the emulator: one for detecting the steps requested by the step motor driver, one for communication with the HIL simulator through the UART port and one for doing the fault injection.

The blocks in figure 36 are explained in more detail in the following sections, but a general description is:

- Two A/D controllers (A/D_1 and A/D_2) for controlling the two external analog to digital converters. These blocks are running at 12.5MHz. This clock signal is received from the Clk12.5Mhz block.
- A Passivator block [18] (Passivator_1) used to synchronize the A/D control blocks that provide digital values at a slower frequency than the Identify Steps block (all the blocks but the A/D control ones are running at 100MHz, the FPGA development board frequency). The passivator uses the 4-phase handshake protocol explained below.
- The Identify Steps block where the steps are identified based on the digital values coming from the A/D converters. It will send a pulse every time a step is detected and a signal with the movement direction of the step motor.
- The Encoder block where the encoder signals are generated based in the pulse coming from the block making the identification of the steps. This block sends the number of steps counted to the fault injection block to transmit them through the UART port and the generated encoder signals to the fault execution block.

- The Fault Injection block is in charge of controlling the UART blocks developed at Océ for using the UART communication protocol, it is in charge of the input and output communication with the HILs through the serial port.
- The Fault Execution block is in charge of sending the output signals out of the FPGA development board. This block receives the correct encoder signals and also the fault injection commands from the fault injection block; in here is where the fault injection will be executed.
- Another Passivator [18] (Passivator_2) is used for the synchronization of the UART received commands and the fault execution block.
- Finally reused code for the UART communication is used for read/transmit serial data.

The passivators shown in figure 36 are needed to solve the problem when two hardware components connected together with a single wire want to communicate between them, the
problem of knowing when one of them is ready to transmit and when the other one is ready to receive is solved with the passivators.

To understand better the problem, let's consider an active component (producer) and a passive one (consumer), with the help of hand-shake lines to control the transmission (figure 38) the problem can be solved [53].

![Diagram of 4-phase hand-shake protocol](image)

**Figure 37. 4-phase hand-shake protocol**

Four phases can be distinguished in this hand-shake protocol,

1. When C is ready to receive a value, it will send a request(request='1')
2. If C has sent the request and P received it, it will send an acknowledge signal back to C (acknowledge = ‘1’)
3. When C receives the acknowledge, it will read the data from P and it will make the request line ‘0’ to indicate that the communication was done.
4. When P detects the change of the request line from high to low it will change the signal acknowledge to ‘0’ finishing the communication between the blocks.

Using this protocol, there is no need of a global clock to synchronize the elements, allowing synchronization of modules working at different speeds.

In the presented configuration, one of the sides is active and the other one is passive. By adding another element between two components (a passivator), both components may become active. The new block diagram is presented in figure 39 making both the producer and consumer active and the passivator controlling the hand-shake lines for both sides.

![Diagram of 4-phase hand-shake protocol](image)

**Figure 38. 4-phase hand-shake protocol**

The 4-phases hand-shake protocol is used in the passivator modules explained before to help in the synchronization between the elements.

### 3.4.3.2 Analog/Digital circuit controller

#### 3.4.3.2.1 Block Diagram

![Diagram of A/D Control Block Diagram](image)

**Figure 39. A/D Control Block Diagram**

#### 3.4.3.2.2 Description

This block controls the A/D circuit, after receiving data from the A/D converter; it will transfer the data to the next block with the help of the passivator. After the read data is sent to the passivator, it will request a new digital value from the A/D converter.
3.4.3.2.3 State Machine

![A/D State Machine Diagram](image_url)

**Figure 40. A/D State Machine**

3.4.3.3 Clock 12.5 MHz
3.4.3.3.1 Block Diagram

![Clock 12.5 MHz Block Diagram](image_url)

**Figure 41. Clock 12.5 MHz Block Diagram**

3.4.3.3.2 Description
This block generates a 12.5 MHz clock signal using the clock in the FPGA development board of 100 MHz. This clock signal is only used in the A/D converter blocks since using this slower frequency helps to facilitate the control of the A/D circuits.

3.4.3.3.3 Flow Diagram

![Clock 12.5MHz Flow Chart](image_url)

**Figure 42. Clock 12.5MHz Flow Chart**

3.4.3.4 Passivator 1
3.4.3.4.1 Block Diagram

![Passivator 1 Block Diagram](image_url)

**Figure 43. Passivator 1 Block Diagram**
3.4.3.4.2 Description
This block helps to synchronize the A/D control blocks and the Identify Steps block since they are running at a different clock frequency.

3.4.3.4.3 Logic Block Diagram

3.4.3.5 Step Detection
3.4.3.5.1 Block Diagram

3.4.3.5.2 Description
This block reads the digital values of the voltages and based on figure 10 compare these voltages to distinguish the steps. Every time a step is detected a pulse will be generated in the step_out pin. The step_direction pin will indicate with a ‘1’ that the motor is moving forward, while with a ‘0’ it will indicate that the step motor is requested to move backwards.

3.4.3.5.3 State Machine/Flow Diagrams
3.4.3.6 Encoder Signal Generator
3.4.3.6.1 Block Diagram

3.4.3.6.2 Description
This block will generate the encoder signals based in the step_in pulse and the step_direction input generated in the step detection block. The encoder signal has a resolution lower than the encoder used now in the HIL simulator, but the encoder resolution is one step, causing no difference in the accuracy.

The resolution in the encoder used in the HIL simulator is of 300 counts per revolution (CPR) with a resolution of 1.2° or 0.3° if counting all the rising edges of the quadrature signals.

\[
\frac{360°}{300} = 1.2°, \quad \frac{1.2°}{4} = 0.3°
\]

While the resolution of the encoder signal generated in the emulator can be either of 1.8° or of 0.45° if counting all the rising edges of the quadrature signals.

\[
\frac{360°}{800} = 0.45° \text{ but the encoder signal is composed of 4 steps giving us } (4)0.45° = 1.8°
\]

One period of the encoder signal is generated as shown in figure 50 by four steps; every two steps there is a change in the encoder signal.
This block is also counting the number of steps the emulator has moved, and how many steps the step driver has requested. The counter is implemented with a 32 bit variable representing the maximum value for the counter.

3.4.3.6.3 Flow Diagram

Figure 50. Encoder signal generator description.

Figure 51. Encoder signal generator
3.4.3.7 Fault Injection
3.4.3.7.1 Block Diagram

![Fault Injection Block Diagram](image)

3.4.3.7.2 Description
This block is controlling the UART re-used code from Océ for using the serial communication with the HIL simulator or with the PC. It will receive fault injection commands and it will send through the serial port the total number of steps the emulator has moved with and without faults when the “East” or the “West” switches in the FPGA development board are pressed.

3.4.3.7.3 Flow/State Machine Diagrams

![Counting the Received Faulty Steps](image)

![Sending Faulty Real Steps](image)

![Sending the data read](image)

![Reading from the Serial port](image)

3.4.3.8 UART Controller
3.4.3.3.2 Description
Reusable code from Océ is used in this block; it is the implementation of the UART communication protocol.
3.4.3.9 Passivator 2
3.4.3.9.1 Block Diagram

![Passivator 2 Block Diagram](image)

Figure 55. Passivator 2 Block Diagram

3.4.3.9.2 Description
It is used for synchronizing the fault injection block with the fault execution block, using the 4-phase protocol explained before.

3.4.3.9.3 Logic Block Diagram

![Passivator 2](image)

Figure 56. Passivator 2

3.4.3.10 Fault Execution
3.4.3.10.1 Block Diagram

![Fault Execution Block Diagram](image)

Figure 57. Fault Execution Block Diagram

3.4.3.10.2 Description
This block will receive the encoder signals and the step pulse and direction signals from the encoder block. If a fault injection command is requested by the user, this block will execute the fault injection and faulty encoders and step pulse signals will be sent out.

3.4.3.10.3 State Machine/Flow Diagrams

![Fault Execution](image)

Figure 58. Fault Execution
Chapter 4

Results

This chapter presents the results for each one of the approaches explained in chapter 3. The results of the third approach include also a section with the device utilization parameters of the FPGA, helping us to see how many step motor emulators can be placed be in the same FPGA; finally this chapter finishes with a comparison between the three different approaches.

4.1 Constant Frequency Step Motor Emulator

- $V_A$ and $V_B$ were expected to have the sinusoidal behavior that the current has when flowing through the step motors (figure 10), but after testing the output voltages of the instrumentation amplifier, the output signal was not good enough to identify all the steps (figure 59). Furthermore, the frequency of the steps is only visible at 2 points per period of the signal, as can be seen in figure 59 where the small vertical lines represent the frequency requested by the driver; in this case 1 ms, i.e. 1 KHz.

The RC filter helps to reproduce the time constant of the motor but it does not help to reproduce the behavior of the current flowing through the inductor in the step motor, making...
it impossible to reproduce the sinusoidal behavior in the current of the step motor with only the RC filter.

To see all the steps it was considered to have four different resistor values to generate all the current levels (±38.27%, ±70.71%, ±92.39%, ±100%) from the step motor driver. The problem with this idea is that by changing the resistors with the help of the FPGA all current levels will be generated, but there is no possibility to detect a change in the frequency of the steps; the same result occur when having only one resistor value demanding only two current levels, as in figure 60 where the nominal value of the frequency is 2 KHz, and 0.5ms can be read from the graph.

Figure 60 presents the voltage levels representing the current levels after the instrumentation amplifier. The dotted line in the figure represents the zero of the graph that was moved to 1.6V due the offset included in the instrumentation amplifier.

As a result this approach works only for constant frequencies since interpolating all the steps can be done by using the only two steps that can be detected.

4.2 Load Inductive Simulator for Step Motors

A script in Matlab was done to verify the results of the differential equation solver in VHDL. The Euler method is applied in Matlab to the converted numbers and the results compared with the results of the simulation using VHDL code.

The test was done by changing the voltages during a period of 0.004705sec, a really short time but having a sampling time of 5µs (the step size \( h = 5\mu s \)) gives a total of 941 different values. Figure 61 shows the result of the Matlab simulation with the operations calculated using the 32 bits fixed point numbers. The y axis is the decimal value corresponding to this binary representation of the current \( I_a \). This value needs to be converted to the real current value following 2 steps. The first one is to convert this number to a hexadecimal form and then from the hexadecimal form to a decimal representation using the “hx2dcfp” function.

For instance the number 100000000 in the graph using the “dec2hex” predefined Matlab function to transform it into hexadecimal,

\[
\text{dec2hex}(100000000) = \text{0x}5\text{F}5\text{E}100
\]

And then using the hx2dcfp function for finding the real current value,

\[
\text{hx2dcfp}(\text{‘5F5E100’}) = 2.98A
\]

The x axis represents the number of samples used in the simulation, 941 samples in this case.
When comparing the VHDL results with the Matlab fixed point results, a difference of 0.66% is present in the initial values but at the end of the calculations after the 941 values the difference between them is 4.5%. The conclusion is that the error is increasing in the calculations done in VHDL can be found out as a conclusion.

The Matlab solution using fixed point numbers was then compared with a step motor model simulation available in Océ using Simulink shown in figure 62. The difference between the step motor model in Simulink and the Matlab fixed point number results is of 0.5%, and this error percentage remains during all the test.

The calculation of the input vector containing the PWM voltages is a difficult task for feeding the VHDL simulation since the PWM voltages in the step motor change based on the currents flowing through the step motor and the desired currents (based on the sine wave in figure 10).

To calculate the PWM voltages to test the VHDL design it is needed to simulate also the driver of the step motor to generate these PWM voltages. Instead of also simulating the step motor driver, input voltages from the step motor simulation available in Océ were used instead of generating our own input voltages. A total of 941 values were used for the VHDL simulation, the results were then compared with the simulation results for the step motor emulation in Matlab.

That is why only 941 values were calculated using the voltages generated for the simulation in Matlab.
Further work is needed here to correct the error of the VHDL calculation of $i_A$ against the Matlab simulation; for $i_B$ and consequently for $w$ and $\theta$ there is even a bigger difference between the values. This work was stopped after having these results because the approach presented in section 3.4 started to work.

The difference in the values between the VHDL solution and the Matlab simulation can be related in the use of signed numbers. A solution for the difference in the values could be to increase the 32 bits variable to bigger number to verify if the problem is in the bits assigned to the integer part; other solution is to use the fixed point libraries already available by the IEEE. These IEEE libraries works not only for 32 bits numbers with 25 bits as the presented algorithm does, it is possible to use numbers with different sizes, signed or unsigned and the main difference between the libraries and the algorithms presented in this work is that they have been tested already a lot.

4.3 Real-Time Step Motor Emulator

4.3.1 Motor Behavioral Simulation Block Results

After the motor behavioral simulation block the current has a sinusoidal behavior thanks to the effect the inductors cause in the currents. High or low current modes are available in the EC for controlling the step motor; using higher currents means increasing the torque of the step motors.

Figures 62 and 63 show the current flowing through the circuit when frequencies of 1 and 9 KHz are requested by the step motor driver. The distance between steps is consequently 1 milliseconds for 1 KHz and 0.111 milliseconds for 9 KHz; in both graphs the current is varying between $-0.8\, \text{A}$ and $0.5\, \text{A}$ because the EC is in low current mode.

Having a high current flowing through the behavioral simulation circuit means a higher torque in the motor. Figures 64 and 65 show the high current flowing through the circuit when frequencies of 1 and 9 KHz are requested by the step motor driver.
4.3.2 Signal Conditioning Block Results

The current flowing through the behavioral simulation circuit is formed by the interaction of the voltages $V_{A+}$ and $V_{A-}$ as explained before. These two voltages are reduced to lower values with the voltage divider and then combined in the instrumentation amplifier into one voltage signal; the offset added in the instrumentation amplifier to this signal makes the voltage signals to have only a positive variation.

The design of the step motor emulator was implemented by considering that it should always work in low current mode. This decision was made because the commands to accelerate the step motor work always in low current mode. Even if the EC is working in high current mode when commands to accelerate the step motor are requested from the EC, the EC will change to low current mode before accelerating (this is not a correct behavior of the EC board, but the EC used for the development of this project has old software and old hardware causing probably this erroneous behavior).

The output voltage in the instrumentation amplifier using a unitary gain in the amplifier will not vary through all the voltage range (0 to 3.3V) when the EC is in low current mode. To make the sinusoidal voltage output of the instrumentation amplifier vary through the entire voltage range, the potentiometer (R6, in figure 34) is used to increase the gain of the amplifier and have a better voltage range for the analog to digital conversion.

The gain used when working in low current mode is such that the low part of the voltage signals is chopped because the amplifier makes the signal go below 0 and saturation occurs in the amplifier (0V in this case), making it impossible to distinguish the steps in that part of the signal, but making the voltage levels before reaching saturation easily distinguishable (figure 67 and 68).

Using the voltage signals in both phases to do the step identification makes the identification of the steps an easier tasks, for instance, if the voltage in phase A is in saturation (0 volts) the voltage of phase B will be used to make the distinction between steps and when phase B is in saturation then the voltage level in phase A will make the step distinction.

Figure 66 and 67 shows the output of the instrumentation amplifier using the necessary gain to chop the lower voltage levels of the voltage signals. The steps are easily distinguishable when working with frequencies of 1 KHz as can be seen in figure 67 but the step identification gets complicated when identifying steps at frequencies higher than 7 KHz. This happens because of the steep sinusoidal voltage signals when working under higher frequencies. The step motor emulator works for frequencies below 7 KHz but starts to miss steps if higher frequencies are requested.

A solution for missing the steps in higher frequencies could be to increase the voltage range in the analog to digital conversion, using a voltage range of 0V to 5V instead of the one using now of 0 to 3.3 V.
If tests are needed in high current mode, the first thing to do is to make sure that the current asked by the EC when accelerating is indeed high current.

Having a high current flowing through the behavioral simulation block will be reflected as a higher voltage signal in the output of the instrumentation amplifier, and consequently a smaller gain (the value of the resistance in R6 figure 34) will be needed to make the variations of this output voltage being between 0V and 3.3V (to use all the voltage range in the A/D converter and have a better step identification).

After the signal conditioning function generates the sinusoidal output voltages to vary between all the voltage range (0V to 3.3V) this voltage is sent to the analog to digital converter for converting the voltage levels into digital values that are read by the FPGA.

4.3.3 Step Detection Block Results
In figure 10 the current levels for each step were presented as a percentage of the maximum current \( I_{\text{max}} \) flowing through the step motor. After the instrumentation amplifier the voltage levels can also be identified as a percentage of the maximum voltage. These voltages levels are read by the FPGA from the A/D converter to perform the step identification.

For instance in figure 69 when the voltage in phase A is above 2.5 V the voltage in phase B will be used for identifying a change in step since it is changing from 2.6 V to 2.1 V to 1.6V and so on facilitating the step identification.
Figure 69 also shows the step out spiky signal. Every time a new step is requested by the driver the step_out will show a pulse in the signal. The step_out signal is the output of the step detection block. This block is generating a spike every time the voltage levels change to a new step and this spiky signal is used in the encoder signal generator block for the creation of the encoder signals.

Figure 70 shows the same spiky signal but when the step motor driver is requesting 7 KHz, the detection of the steps becomes harder due to the steep voltage signals.

4.3.4 Encoder Signal Generator Block Results
The outputs of the encoder signal generator block are two lines simulating the encoder signals as presented in figure 71. These signals are generated based on the spiky step signal generated in the step detection block, where as explained before (section 3.4.3.6) every two steps represents a change in the encoder signals as can be seen in figure 71 or in figure 72.

4.3.5 Fault Injection Block Results
The encoder signals pass through the fault execution block (figure 36) where they will be modified if a fault injection command has been received from the HIL simulator or a PC through the serial port.

Figures 73 and 74 show the result of the fault injection in the generated encoder signals; in figure 73 both encoder signals were high when the fault injection command to skip steps was read, between 4 and 5 milliseconds the motor goes to normal function and the encoder signals starts to run again until the time 12 milliseconds when the command to simulate the step motor breaking down is received, leaving the encoder signals in the last position they were when the fault injection command was received. In this case, one of the encoder signals is high and the other one is low.

Figure 74 presents another example of the behavior of the encoder signals when doing fault injection in the step motor emulator.
4.3.5 Device Utilization

This section will help us to determine how many resources the step motor emulator is using in the FPGA to know how many step motor emulators can be placed in the same FPGA.

Table 7 shows the summary of resources used by the step motor emulator in the FPGA and figure 75 shows a graph based in table.

Table 7. Device Utilization for the step motor emulator

| Step Motor Emulator. | Number of Slices: 427 out of 5472 7.8% | Number of Slice Flip Flops: 419 out of 10944 3.82% | Number of 4 input LUTs: 813 out of 10944 7.42% | Number of bonded IOBs: 46 out of 320 14.37% | Number of GCLKs: 2 out of 32 6.25% |

Considering that the number of resources has a linear increase if more step motor emulators are emulated in the same FPGA, we can conclude from table 7 and figure 75 that there is enough number of slices and LUTs for creating up to 10 step motors in the same FPGA.

The limitation is the number of ports needed for the emulation of the step motor (IOBs); the FPGA development board only allows the use of 32 single ended ports plus another 14 ports.
assigned to switches and LEDs but that can be used for the step motor emulator), the rest of the pins are assigned to other components like VGA outputs, mouse and keyboard connections, etc. The number of available ports represents 14.37% of the entire number of ports as can be seen in figure 75. From those 14.37% available ports only 28 of them are used for the step motor emulator (representing 69.56% of the available ports) making us conclude that with this approach only one step motor can be emulated with the current design.

A solution for this problem is to use serial A/D converters that will reduce enormously the usage of I/O pins, since the data is read through only one communication line instead of using the eight lines in the parallel case used in this emulator. Also if not using a development board but wiring the FPGA by ourselves will give us the flexibility of use the ports available in the FPGA as we want for emulating a higher number of step motor emulators.

4.4 Comparison between the three approaches

In this section a comparison between the three presented approaches will be presented, during this section the first approach, the constant frequency step motor emulator will be denoted as CFSME_1, the second approach which is the load inductive simulation for step motors will be denoted as LISSM_2 and the third approach the real-time step motor emulator will be denoted as RTSME_3.

Varying frequencies. CFSME_1 is not able to emulate step motors under varying frequencies, while LISSM_2 and RTSME_3 are. LISSM_2 has an advantage over RTSME_3, since it is able to emulate motors running at frequencies that RTSME_3 can not emulate. (RTSME_3 can emulate until 7 KHz)

Simplicity. CFSME_1 and RTSME_3 are easier to implement than LISSM_2 because they do not need to solve the state space equation of the step motor model in the FPGA, do not need to generate the currents in an external power supply to feed them back to the step motor driver, less number of ports are necessary and no switching electronic controls need to be implemented.

Generalization. LISSM_2 will be the approach with the more generality since it can emulate all kind of inductive loads running at all kind of frequencies, RTSME_3 can emulate different step motors by only changing the gain in the instrumentation amplifier and probably the number of inductors in the motor behavioral simulation block. CFSME_1 is able to simulate different step motors but with the big constraint of not allowing changes in the frequencies.

Number of I/O ports needed. RTSME_3 and CFSME_1 need less number of ports to emulate one step motor than LISSM_2, since there are less electronic components to control.

Working for low/high current modes. The EC is able to work under high or low currents mode (appendix A). RTSME_3 and CFSME_1 will need to change only the gain in the instrumentation amplifier to match the voltage sine waves in figure 67. LISSM_2 needs that the external power supply in charge of generating the current can generate these higher currents.

Fault Injection. The three approaches are able to generate fault injection into the step motor emulator.

Accuracy. RTSME_3 is sometimes one step of difference when comparing with the counting from the EC, the other two approaches were not finished but theoretically both of them should have a good accuracy.
Table 8. Comparison between approaches

<table>
<thead>
<tr>
<th></th>
<th>Constant Frequency Step Motor Emulator</th>
<th>Load Inductive Simulator for Step Motors</th>
<th>Real-Time Step Motor Emulator</th>
</tr>
</thead>
<tbody>
<tr>
<td>Varying frequencies</td>
<td>0</td>
<td>+</td>
<td>+</td>
</tr>
<tr>
<td>Simplicity</td>
<td>+</td>
<td>0</td>
<td>+</td>
</tr>
<tr>
<td>Generalization</td>
<td>0</td>
<td>+</td>
<td>0</td>
</tr>
<tr>
<td>Number of I/O ports</td>
<td>+</td>
<td>0</td>
<td>+</td>
</tr>
<tr>
<td>Low/High current nodes</td>
<td>0</td>
<td>+</td>
<td>0</td>
</tr>
<tr>
<td>Fault Injection</td>
<td>+</td>
<td>+</td>
<td>+</td>
</tr>
<tr>
<td>Accuracy</td>
<td>0</td>
<td>+</td>
<td>+</td>
</tr>
</tbody>
</table>

Table 8 presents a graphical interpretation of the comparisons explained above between the three different approaches, where “+” represents the highest option, “0” is a medium high and “-” represents the low option.
Chapter 5

Conclusions

In the literature as far as we know, there is no research about step motor emulation. A step motor emulator will be of great help for the simulators at Océ, and at other companies using step motors, because of their capability to do fault injection.

The step motor emulator developed in this graduation project is a new asset for the HIL simulator in Océ. It represents a new option for automatic testing (there is no need of physical interaction); it is able to do fault injection by receiving commands through the serial port, increasing the test coverage by simulating the motor breaking down and the motor skipping steps faults.

The step motor emulator is also an easier solution when comparing it with the Load Inductive simulation approach for step motors, since there is no need to solve the differential equations representing the state space model of the step motor, there is also no need to generate externally the currents that the driver needs and less electronics components are needed; but there is the problem of detecting the steps at frequencies higher than 7 KHz.

Theoretically more than one step motor can be emulated in the same FPGA if there are enough ports. Furthermore, emulation is not noisy at all when compared to a normal step motor and it does not produce the same amount of heat than a normal step motor when testing for a continuous and long period of time.

Future Work

Testing error handling code is included in future work, with the help of the fault injection capability of the step motor emulator this task will be easy to perform.

There is an issue with the emulator of counting one more step when comparing the counter in the emulator with the counter from the EC (Section 5.4). The board used for the development of this project counts with an old hardware and with old software revisions; the error was investigated in the emulator and there is no reason to have a different count; so the emulator needs to be tested using a newer board and software to verify whether the error is still present, to see whether it is coming from the emulator or from the EC.

The resolution of the encoder signal in the emulator is less than the one from the encoder used now in the HIL simulator, but it is a maximum resolution of one step, being accurate enough.
The tables with the walked distance based in the encoder values need to be change in the HIL simulator code to have the resolution of the encoder from the emulator.

There are problems when the emulator is used to emulate the step motor at frequencies higher than 7 KHz. The problem can be solved by increasing the voltage range in the A/D converter from 3.3V to 5V, having a bigger range, making it easier to distinguish between the voltage levels of the steps.

And finally to emulate a different step motor there are some changes needed in the step motor emulator it is presented in section 5.2.

5.1 One more step error analysis

This section will explain more in detail the difference of one step between the number of steps counted in the emulator and the numbers of steps counted in the EC. This one step difference does not occur always, moreover, if the counter is 1000 steps or if the counter is 20000 steps the difference of one step remains to be only one step, when it occurs.

The EC board is not capable of asking the motor to move only one step or only a couple of steps. The tests consist in asking the motor to move from a velocity $k$ to a final velocity $l$ using an acceleration $m$. (where $k$, $l$ represent velocities in Hz and $m$ represents acceleration in Hz/sec).

Because there is no possibility to ask the motor to move only a couple of steps it is difficult to debug the emulator. A test consisted in reading the initial conditions of the motor (the voltages) and the final conditions of the motor (the voltages) allows us to see how many steps the driver has requested.

The voltages at the output of the instrumentation amplifier are read when the motor is not moving (0 Hz) before doing a test, these voltages represents the current levels presented in figure 10 and allow us to see which is the step number corresponding to those voltages. After the initial step number is identified the command to move from 0 Hz to 2 KHz with an acceleration of 5 KHz is sent to the EC and also a command to move from 2 KHz to 0 Hz with the same acceleration of 5 KHz; after these commands the motor is moving from 0 Hz to 2 KHz and it is going back to 0 Hz through a number of steps. The voltages at the output of the instrumentation amplifier are read again and the step number that corresponds to those voltages is identified.

A program in Matlab with input parameters the initial step number, the counter from the EC and the counter from the emulator was programmed to give as results the final step numbers after adding to the initial step number the steps counted.

Once the final step number is given by the Matlab program, the voltages corresponding to this final step number are identified and compared with the voltages in the output of the instrumentation amplifier (final conditions of the motor after the test).

The initial conditions for each test are the final conditions of the previous test and the results shown that:

1. When the counters are the same in the EC and in the emulator: The final voltages (the final conditions) read in the oscilloscope match with the final step calculated in Matlab.
2. When the counters are different. The final read voltages correspond to the counter in the emulator and the counter from the EC is one step less than the voltages read.
Drawing as a conclusion that the counter in the emulator is counting correctly the steps by reading the voltages and the EC is counting sometimes one step less based in the same voltages.

5.2 Emulating different step motors

In this project only one step motor was emulated, to emulate a different step motor there are some changes needed in the step motor emulator as explained below.

The inductance value of the step motor to be emulated needs to be reproduced physically in the motor behavioral simulation block, but as explained in section 3.4.2.1 there exist the probability that there is no need to add more inductance to the emulator if the steps can be recognized with the 2mH inductance value used during this project; if needed it is possible to do so even for the higher inductance values in the windings considering the specifications of the step motors in Océ by adding more 1mH inductors in the circuit.

If voltages higher than 24V are supplied by the EC, the voltage divider will need to be changed and new resistors values will have to be calculated to reduce the new voltage supply values to a lower voltage levels to be able to use them in the instrumentation amplifier (section 3.4.2.2).

The instrumentation amplifier is one of the most important components in the development of this project, the sinusoidal voltage signals generated in its output need to reproduce the voltage levels from figure 67, avoiding in this way any change in the VHDL code if a quarter step increment step motor is being emulated. By modifying the resistor R6 in figure 34 the gain of the instrumentation amplifier can be change and the voltage levels can be adjusted to handle low or high currents.

In the FPGA components, the Identify Steps block will have to be change if the step motor to be emulated does not have quarter step increments; the values for the comparison conditions will have to be changed if emulating full, half or sixteenth step increments to match the new voltage levels.

Finally because there are so many comparisons to detect the steps, the use of a normal microcontroller is also suggested as future work, the maximum requested frequency of 9.3 KHz can be handled with a fast microcontroller, but a trade off between the number of step motors to be emulated and the use of a normal microcontroller will have to be evaluated, because probably the lack of parallelism in a normal microcontroller could limit the number of emulated step motors in the same microcontroller.
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Appendix A

Step Motor Specifications

<table>
<thead>
<tr>
<th>Specification</th>
<th>Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Rated voltage</td>
<td>2.8 V</td>
</tr>
<tr>
<td>Current/phase</td>
<td>1.68 A</td>
</tr>
<tr>
<td>Resistance/phase</td>
<td>1.65 Ω</td>
</tr>
<tr>
<td>Inductance/phase</td>
<td>2.8 mH</td>
</tr>
<tr>
<td>Holding Torque ( T_{pk} )</td>
<td>4.4 kg · cm</td>
</tr>
<tr>
<td># of Leads</td>
<td>4</td>
</tr>
<tr>
<td>Rotor Inertia ( J_R )</td>
<td>68 g · cm²</td>
</tr>
<tr>
<td>Viscous Friction ( b_f )</td>
<td>( 5 \cdot 10^{-6} ) N · m · s/ rad</td>
</tr>
<tr>
<td>Coulomb Friction ( c_f )</td>
<td>0.007 N · m</td>
</tr>
<tr>
<td>Number of steps per revolution</td>
<td>200 steps</td>
</tr>
<tr>
<td>Number of steps per revolution in ¼ microstep</td>
<td>800 steps</td>
</tr>
</tbody>
</table>

EC Specifications

- The maximum frequency requested from the EC to the step motor is of 9306 KHz
- The EC has two current modes for driving the step motors, can be working in low or high current modes.
  
  High Current: \( I_{\text{max}} = 1.69 \text{A} \rightarrow I_{\text{RMS}} = 1.2 \text{A} \)
  
  Low Current: \( I_{\text{max}} = 0.6 \text{A} \rightarrow I_{\text{RMS}} = 0.42 \text{A} \)

Higher current flowing through the motor windings will develop higher torque in the step motor.
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