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Abstract

With the increasing reliance on software to perform everyday tasks, software risk management is becoming a more and more important research topic. Banking software is no exception, so SNS BANK is interested in limiting the risks associated with changes to software. Since manual risk reduction techniques such as testing and code review are costly, automated tools may be used to reduce risks without significant cost increases.

We use mixed-methods research to determine what risks associated with changes to software are most important to SNS BANK. Based on this information, we develop a series of tools intended to reduce effort as well as increase quality.

One of these tools is an automated code review system, which integrates with the code review process that was already present. Findings are automatically inserted for certain problems that were discovered during the first part of our research.

Using interviews and experimental results, we validate that this code review system indeed contributes to the development process in a positive way. Based on this result, we make several recommendations to further develop the code review system.
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Chapter 1

Introduction

This document is the public version of my Master’s thesis [27]. The full version of this thesis is not publicly available due to confidentiality agreements.

During recent years, banking software has become more and more complex. This is partly due to the introduction of new features such as electronic banking via websites and smartphones, but also due to changing regulations. For instance, the recent migration to IBAN and SEPA has required banks to quickly change existing functionality and implement new functionality. In 1996, Lehman claimed that “as an evolving program is continually changed, its complexity, reflecting deteriorating structure, increases unless work is done to maintain or reduce it” [24]. This claim is known as Lehman’s law. Increasing complexity can lead to various problems such as bugs, difficulty implementing new features, testing a system becoming too difficult or labour-intensive, and technical debt [30].

These risks can be reduced using techniques such as automated and manual testing, code reviews, refactoring, and good work practices [4]. However, all these techniques have a high cost associated with them both in terms of money and in terms of time. As the ever-growing demand for new features and improvements continues, it becomes necessary to reduce these costs without causing an increase in these risks.

To reduce the risks without increasing the cost associated with these common risk-reduction techniques, SNS BANK is interested in developing an automated system that detects problematic changes as soon as possible.

By detecting problems earlier, they become faster and cheaper to fix [15]. By using automated tools, scarce human resources can instead be applied in more productive pursuits. This, in turn, will decrease the turnaround time on implementing new features and fixing issues.
Hence, the research goals for this thesis are as follows:

1. Identify which kinds of problems associated with changes to software are most important to SNS BANK;
2. Determine where automated tools should be applied to resolve these problems, or reduce the amount of effort required to resolve these problems;
3. Implement a tool or a set of tools;
4. Validate that this tool or set of tools indeed resolves some of the problems associated with changing software at SNS BANK.

1.1 Context

SNS BANK is a Dutch financial institution which is the parent company of several banks such as SNS, REGIO BANK and ASN BANK. SNS BANK is headquartered in Utrecht (the Netherlands). In total, approximately 6000 employees work at SNS BANK.

SNS BANK has hundreds of distinct software products which are developed in-house. The software development department at SNS BANK currently (July 2014) consists of approximately 470 employees.

While software development is not the core business of SNS BANK, software plays a crucial role in the business. For this reason, the reliability of the software is critical for the functioning of the business. Customers of SNS BANK expect their banking services to work correctly and reliably. Outages or bugs that are visible to end-users can significantly damage the brand image of SNS BANK.

My thesis was performed at the SNS BANK office in ’s Hertogenbosch. We worked in the Electronic Banking team, which is part of the ITC V&O group (IT & change, verander- en ontwikkelbedrijf). V&O develops and maintains the IT systems that are necessary for the functioning of the bank, including back-end systems, the websites for the various labels, mobile applications, and various internal applications.

1.2 Methodology

Because this thesis is created in an industrial context, we have to choose a methodology that allows us to focus on providing value to SNS BANK. This is related to the philosophical stance that we adopt while performing this research, since the philosophical stance dictates the methodologies that can be used. Easterbrook et al. [8] provide an overview of philosophical stances as they apply to computer science.
Given the industrial context in which this thesis is developed, we take *pragmatism* approach during this research. The purpose of this research is to develop tooling that aids SNS BANK in developing software, and to achieve this we must do what is required. This naturally leads to a *pragmatism* approach. The pragmatism approach allows us to use qualitative methods such as interviews, surveys, and brainstorm sessions as well as empirical methods, all with the end goal of building tools that are useful to SNS BANK.

The *pragmatism* stance also influences how the developed tools can be validated. The tools are considered acceptable if (and only if) they are useful to SNS BANK. If the tools work in theory, but are not used in practice, then they have no value. This then implies that we must take human factors into account. For instance, we must ensure that the ease of use of the tools is such that they are indeed used by the right people, at the right time, and in the right way to help them achieve their goals more effectively.
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Exploratory analysis

The first major part of the thesis was to determine what exact problems are faced by developers when making changes to software. Based on our pragmatist stance, we use mixed research methods which provides insight in both the current state-of-the-art in the literature as well as the software development as it happens at SNS BANK.

2.1 Literature study

A large amount of research has been done regarding risks such as bug-proneness [2, 3, 7, 10, 13, 16, 33, 39], maintenance difficulty [5, 9, 18, 20, 26, 34], reduced comprehension [14, 19, 23, 28, 36, 38], technical debt [6, 11, 12, 21, 22, 31, 37] and testing difficulty [29, 32]. This research provides inspiration on how to manage various risks that may arise when making changes.

Especially the aforementioned research area of bug-proneness has seen a large amount of research, much of it concentrating on various metrics. A study by Nagappan and Ball [33] compares various bug prediction approaches and is summarised in Table 2.1. From these results, it is clear that the models that are most predictive are also hardest to influence by automated tools.
<table>
<thead>
<tr>
<th>Model</th>
<th>Precision</th>
<th>Recall</th>
</tr>
</thead>
<tbody>
<tr>
<td>Organisational structure</td>
<td>86.2%</td>
<td>84.0%</td>
</tr>
<tr>
<td>Code churn</td>
<td>78.6%</td>
<td>79.9%</td>
</tr>
<tr>
<td>Code complexity</td>
<td>79.3%</td>
<td>66.0%</td>
</tr>
<tr>
<td>Social network/combination measures</td>
<td>76.9%</td>
<td>70.5%</td>
</tr>
<tr>
<td>Dependencies</td>
<td>74.4%</td>
<td>69.9%</td>
</tr>
<tr>
<td>Code coverage</td>
<td>83.8%</td>
<td>54.5%</td>
</tr>
</tbody>
</table>

Table 2.1: Results of the study by Nagappan and Ball [33]

2.2 Interviews

Using a semi-structured approach [17, 35] we interviewed five employees of SNS BANK that are involved in the software development process. These interviews took approximately half an hour each. While this is relatively short for an interview, it seemed quite possible to extract large amounts of information in this period without asking too much of the participants with respect to scheduling.

As prescribed by Seaman and Hove and Anda, the interviews were designed as follows: Interviews were conducted in a private room and recorded. Interviewees were assured that the notes and recordings made during the interview would only be used in anonymised form and only for this study. All interviewees consented to the recording. Before the interview the interviewer introduced himself and gave a very short summary of the purpose of the interview. Interviewees were encouraged to ask questions if something was unclear. Due to time constraints, it was chosen not to hold a trial interview, but instead leave some time after the first interview to transcribe and critically evaluate it. If modifications to the interview design were needed after this evaluation, the results of the first interview would be discarded.

Based on these interviews, we have found that post-release bugs are considered the worst risk associated with code changes. For this reason, we decide to focus the rest of this thesis on developing tools that improve the quality assurance process. More specifically, we focus on the code review process.

2.3 Review finding categorisation

All changes that are made to the systems we studied must first be reviewed by a team member. The reviewer will read through the ‘diff’ of the changes made by the developer and look for problems. When the reviewer finds a questionable piece of code, a review finding is created that describes the problem, the location of the problem, and possible ways to fix it. Often, the reviewer will also ask questions to the developer regarding
design decisions and architecture. The developer can respond to review findings by fixing the issue, or by explaining why the finding is not an issue. When the review process is completed and all findings have been resolved, the changes can be applied to the main development branch.

Since we are interested in improving the code review process, we have manually categorised all these code review findings that were created since May 2011 into 75 categories. This has provided us with several ideas for tools that may be implemented.

2.4 Email survey

We sent an email survey to several employees to obtain more information on the code review process and possible areas of improvement. The email survey produced a number of findings that were not found during the review finding categorisation. These new findings are considered to be important by the email survey participants. We now have a reasonably complete list of ideas of where tooling may aid the review processes.

Many of the findings reported by the email survey participants were not present in large numbers in the review finding categorisation. This means that these findings are either infrequent, or hard to detect. If they are infrequent but considered to be important nonetheless, these findings probably have a large impact. If they are hard to detect, tooling may provide great benefit for these findings. In both cases should we take the reported findings seriously and further investigate them, even if the findings have not yet showed up in an earlier section.

2.5 Brainstorm session

The ideas generated have all been discussed in a brainstorm session and ranked according to their frequency and impact. With this, we have a complete idea of the exact problem statement as well as possible solutions. While there may in fact be other problems that are more important than the ones we have discussed so far, there is very little we can do at this point to find them.

The purpose of the brainstorm session was twofold. Primarily, we wanted to determine what kinds of issues that are associated with a change are considered most important by the session participants. Secondly, we wanted to obtain more background and explanation of some of the findings. This background information may be important for later design decisions, and when deciding how, when and to whom the tool output should be presented.

During the brainstorm session the participants openly discussed the various problems that they face and how important they consider them to be. By using a brainstorm
session we were able to eliminate misunderstandings that might have lead to wrong frequency or effort estimates.

For many of the findings the participants were able to provide detailed explanations of the findings and why they are (or are not) considered to be important. Based on these explanations, the participants were generally able to reach consensus on the frequency and impact of each finding.
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Tool development

We have developed eleven tools based on the results of the brainstorm session.

Presenting the output of these tools in a useful way is very important. Our pragmatic stance [8] dictates that our research should be conducted in such a way that it is the most useful to SNS BANK. According to this stance, a set of tools that is not used by the developers in practice has no value. For this reason we should try to integrate the tooling into the existing development process.

Most of the tools we implemented integrate with the code review process. When the changes made in a pull request introduce a problem that is detected by the tools, these tools will insert a finding into the code review process. This way, the result presentation is done in such a way that it has all three desirable characteristics described by Lewis et al. [25].

3.1 Test effort reduction

We have developed a relatively simple tool to estimate the number of modules that have changed between each release of two software systems. This tool is uses a dependency graph between modules to transitively detect changes. Testing effort can be reduced by only testing those modules that have changed.

Applying the developed tool to the releases of two large systems does not result in a considerable testing effort reduction. Developing more complex tools may produce more promising results, but will take considerable effort. We expect that the effort reduction will increase as projects moves towards continuous deployment, but this expectation cannot currently be validated.
3.2 Change coupling

Change coupling occurs when two artifacts often change at the same time [5, 26]. For instance, when a header file changes one expects the corresponding implementation to change also. In some cases, change coupling may indicate the presence of undesirable dependencies between code artefacts. For instance, when a piece of code is cloned then it may be the case that bug fixes applied to one instance of the clone are also applied to the other instances. If one instance is changed but the other is not, it may be useful to alert the developer of this fact.

By applying association rule mining [1] to files in a commit, one can detect change coupling between files. Additionally, by parsing the changed files in a commit it is also possible to extract association rules on smaller artefacts (e.g. classes or functions).

Change coupling has been shown to correlate to various issues that may exist in source code [5, 26], but this preliminary analysis has not produced promising results. Based on association rule mining on a file level, only 40 potentially useful rules were generated that only apply to a small number (2.3%) of commits.

3.3 Automated review

Nine of the tools have been developed to aid the reviewing process. The goals of these tools are as follows:

Reducing code review effort  If common review findings are automatically detected, then the human reviewer does not have to create tickets for these findings.

Speed up code review  By providing feedback to programmers sooner, the time required to fix the problems may be lower than if feedback had been provided later.

Improving code quality  Some types of problems are easily overlooked during review. By automatically detecting these, code quality is improved.

Promote deeper code reviews  One complaint about code reviews that we heard during the interviews was that reviews are sometimes too shallow. That is, some reviews only look for superficial problems. By automatically detecting some of these superficial findings, the human reviewer is encouraged to go more in-depth to find deeper problems.

To achieve these goals we integrated these tools into an automated code review system, that attempts to have the same external behaviour as a human reviewer. When a developer pushes a change to the repository, this change is automatically scanned for problems and these findings are inserted into the issue tracker similar to how a human would do this.
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Automated review evaluation

The automated code review system was developed and integrated into the standard development process. To validate the usefulness of the system, we enable it on two projects and gather data about the findings that are produced. Afterwards, we use semi-structured interviews [17, 35] with developers to further validate whether or not the tools provide value to SNS BANK.

4.1 Experimental evaluation

The review system was enabled for four weeks. The produced findings and they way in which they were resolved were stored in a database. All human-created review findings during the same period were also categorised according to the same categories that were used before.

Half of the automatically generated findings were closed as “Won’t fix”, especially those created by metrics-based tools (i.e. lines of code, cyclomatic complexity [29], and query cost). However, the other tools created much fewer findings. There were three “false positives”.

4.2 Interviews

From the interviews, we conclude that the automated code review system is considered useful by most interviewees. There is a large degree if disagreement between interviewees regarding the usefulness of various tools. These differences can partially be explained by their functions and their previous experiences of problems that have occurred in the past.

Most interviewees are interested in adding more tools to the automated code review system, as well as improving the existing tools.
4.3 Conclusion

We have concluded that the system accomplishes several of its goals, while there is not enough evidence to draw conclusions on some other goals. Since the interviewees generally considered the system to be useful, we have nonetheless achieved our overarching goal of providing value to the team, and hence to SNS BANK.
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Future work

There are several known issues in the tools which could be addressed in future work. Some of these issues have been mentioned before, such as the test effort reduction tool that may benefit from a call-graph based approach.

Adding tools to the automated code review system may be one of the most important parts of future work. In this thesis, we have shown that the automated code review system is beneficial to the team, despite the fact that not all desirable tools have been implemented. Implementing these tools as well as discovering new tools that are beneficial to SNS BANK may significantly increase the value of the automated code review system.

Although we have performed some statistical validation by demonstrating that some found issues are eventually resolved, many issues were closed as “Won’t fix” and there was not sufficient data to make strong claims. Statistically validating that the tools prevent bugs or improve code quality in the long run would be very beneficial as evidence for the usefulness of the tools.

Additional validation could be performed by applying these tools to more projects (within or outside SNS BANK), keeping in mind that not all tools may be useful to all projects.

Based on the experience gained during this research, we make several recommendations to SNS BANK regarding further development of the tools. This includes implementing new automated review tools, running the tools periodically on the entire code base, extending the code review system to support different projects, and revisiting the test effort reduction tool once the transition to continuous deployment has been completed.
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Threats to validity

6.1 Construct validity

Given our pragmatic stance, validating this research happens based on the usefulness to SNS BANK. We have shown that the findings created by the code review tools were often missed by human reviewers, and we have shown that some of the developers who have used the automated review system found it useful. This alone is strong indication that the tools are useful to SNS BANK and hence the research is valid.

Although the results seem to imply that the tools are useful to SNS BANK, we cannot be sure that we implemented the tools that provide most benefit. For some tools, the false positive and false negative rates have not been analysed, and this may affect the validity of the tools.

6.2 Internal validity

We have shown that the automated code review system does indeed produce findings, some of which are resolved by the developer. Developers also closed some findings as “Won’t fix”, indicating that they are not afraid to “contradict” the tools. However, for example, they may only have resolved the findings because giving the reason for not resolving them (which is required when closing as “Won’t fix”) is more work than resolving them. If this would be the case, then we cannot claim the effectiveness of the automated code review system based on our obtained data.

However, we have used mixed methods research precisely because we cannot rely purely on the experimental data for reasons such as the one mentioned above. From the interviews, we did not get the impression that they resolved findings for any other reason than the fact that the findings were viewed as correct by the developers.
There are various threats to the internal validity of our research, but by using mixed-methods research we have reduced these threats somewhat. Since this research heavily relies on interviews and other human input, there are a few threats that are difficult to eliminate.

6.3 External validity

The external validity of the tools has not been determined, and it has been shown in the literature that bug prediction models are not transferable between projects. However, we believe that our approach of automatically adding findings to code review is valid in most projects that use a development process that includes code review.
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Conclusion

Software risk management is a complex and broad field of study. In this thesis, we have focused on a very narrow aspect of this field, namely detecting specific kinds of problems that may arise when a developer makes changes to code.

In the introduction of the thesis, we proposed the following research goals:

1. Identify which kinds of problems associated with changes to software are most important to SNS BANK;
2. Determine where automated tools should be applied to resolve these problems, or reduce the amount of effort required to resolve these problems;
3. Implement a tool or a set of tools;
4. Validate that this tool or set of tools indeed resolves some of the problems associated with changing software at SNS BANK.

We have achieved these goals as follows:

1. We have determined that the most important problem is that changes may lead to customer-facing bugs. Especially bugs that affect customer privacy or limit the access that customers have to their money are considered very important;
2. Automated tools can be applied during the code review process, since that is where a large amount of the risk-reduction effort goes. Additionally, applying automation at this stage in the development process is timely for both the developer as well as the reviewer. By integrating the tools with the existing development process there is very little added friction for the users of the tools;
3. We have implemented a set of nine automated code review tools, as well as two auxiliary tools that are not used in the code review system;

4. Several of the automated code review tools are considered useful by the participants, and do indeed detect problems in the source code. Some code review tools do not produce findings or the findings are not considered to be important. The two auxiliary tools have not produced promising results.
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