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Abstract

Internet of Things (IoT) systems and the corresponding network architectures are complex due to distributed services on many IoT devices collaboratively fulfilling common goals of IoT applications. System requirements for different types of IoT application domains are still not well-established. The life cycle view is one of the views used for system architecting, showing different stakeholders’ concerns at every stage of the life cycle to derive system requirements. We employ the life cycle view to understand IoT systems in different IoT application domains. Our contribution is the definition of a generic life cycle model for IoT, which is specified by observations on life cycles of existing IoT solutions and generalizations taking into account important IoT functionalities and quality attributes. Such generic life cycle model for IoT was non-existent.
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1. Introduction

An Internet of Things (IoT) system consists of services distributed in distinct devices, collaborating with each other to fulfill common goals of IoT applications. To build a robust and effective IoT system, one has to initially derive the right architectural requirements of the system. As IoT is a young and complex technology domain, insights into its system requirements are not widely available and therefore not well understood.

As with other system architecting methods\textsuperscript{123}, a life cycle view helps turn ill-defined problems into a well-articulated and structured understanding of the problems and their potential solutions which embody an architecture description\textsuperscript{4}. The life cycle view is particularly important in architecting IoT systems due to the many collaborating elements involved, each with its own unique life cycle. The life cycle view helps to identify the non-obvious problems entailed in a system’s life cycle. The life cycle of a product or system is the series of stages it goes through from inception to decline. As an example, a typical life cycle for a software system consists of six stages: analysis, design, implementation, testing, deployment and maintenance. Through the life cycle view of a system, we gain insights into the activities involved in each stage of the life cycle, the stakeholders responsible for and affected by these activities and the problems that come with them. We can use these insights to identify the life cycle needs\textsuperscript{5} of a system which will turn into system requirements realizable by certain system and software architectures.
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Fig. 1. (a) A user interfaces with the system through an IoT application. An IoT application is established by collaborating IoT services. IoT services and applications are delivered by software components, i.e., service and application components that reside in IoT devices. An IoT device hosts and runs system components that are used by both service and application components to perform system-related tasks. A system component also manages, i.e., installs, starts, stops, uninstalls service and application components. (b) System components in an IoT device include management, security, discovery, access and networking components. The management component manages services and applications, and monitors the system. Other system components are used by services and applications to enforce security, discover, publish and access services and to communicate with other nodes in the network.

Our contribution in this paper is the proposal of a generic life cycle model for IoT which answers the question: how are life cycles of IoT systems structured? The generic model can be instantiated into concrete life cycle views of specific IoT systems in any specific domain. Such generic life cycle model for IoT was non-existent. The goal of our life cycle model for IoT differs from that of Product Lifecycle Management (PLM). PLM seeks to improve business models through shared data between people and processes in a product life cycle, whereas our life cycle model is used for understanding the requirements of an IoT system.

We define the generic life cycle model for IoT by first observing IoT life cycles of existing IoT solutions including Amazon Web Services (AWS) IoT, Works with Nest, Apple HomeKit, Philips Hue, and Open Architecture for Intelligent Solid State Lighting Systems (OpenAIS). We observed the problems that need to be solved in their life cycles and the various stakeholders involved. Secondly, we generalize by taking into account the realization of important functionalities and quality attributes in IoT. For example, an update stage exists in the IoT device life cycle so that the system can adapt to future requirement changes; a bootstrapping activity exists in the commissioning stage of the generic IoT device life cycle to realize secure communication within the network. Finally, we verify the universality of the generalized life cycles by evaluating how existing IoT solutions instantiate these life cycles. This step also helps us to complete or adjust the stages and their relevant activities in the life cycles.

2. Generic Life Cycle Model for IoT

As IoT systems adopt the Service Oriented Architecture (SOA), we identify three main elements of an IoT system: IoT device, IoT service and IoT application. We model their relationships in Fig. 1. Our generic life cycle model for IoT represents the stages that any IoT device, IoT service and IoT application go through from construction to destruction. Inside each stage are relevant activities necessary for fulfilling the objective of the stage. The objective can be expressed as quality attributes that the stage help to satisfy, such as modifiability, interoperability, security, functional appropriateness, availability, usability, performance, deployability and adaptability. Based on these objectives and the activities in the life cycle stages, we can draw the life cycle needs of an IoT system.

2.1. Generic Life Cycle for IoT Device

As shown in Fig. 1, an IoT device hosts software components that are categorized into system, service and application components. A generic life cycle for IoT device describes the stages that an IoT device goes through from (re)construction to decommissioning (Fig. 2). The stakeholders responsible for or affected by these stages can vary from one system to another. The (re)construction stage pertains to the construction of a device hardware and its initial
software (factory default software components), and to the reconstruction of device firmware and the initial software. Both of these activities should follow the common product development life cycle of specification, design, implementation and testing to ensure functional appropriateness. Consideration on standard specifications, plug-fest testing and certification during software and hardware development help to achieve the desired levels of interoperability. Once construction is done, an IoT device goes to the production stage, while the reconstruction activity starts its iteration independently, parallel to the rest of the device life cycle. One iteration of reconstruction results in a software component or firmware update, which can then interrupt the device life cycle to go from operation to the update stage.

The production stage pertains to the large scale production of the device. This includes manufacturing the hardware and mass deploying the initial software onto the hardware. During this stage, mass deployment of cryptographic materials can also be performed.

The installation and commissioning stage prepares the device for operation and secure communication within the network. Fig. 2 shows the activities involved in installation and commissioning. Configuring the location and group information for the device during commissioning allows the realization of functionalities that require this information. Many IoT use cases depend on such information, e.g. controlling the temperature in a certain area or controlling the lighting in a certain room. Configuring operational parameters during commissioning enables the device to operate as desired. Configuring keys and certificates for bootstrapping can be done during commissioning if they are not yet deployed during production. Bootstrapping in IoT relates to the process of acquiring configurations and secret keys for authentication and secure communication with other devices in the network. To summarize, the activities during the installation and commissioning stage play a role in achieving functional appropriateness and security. The stakeholders should also be able to perform these activities in a simple manner in order to increase usability.

The operation stage supports the execution of IoT services and applications by running relevant system components. The performance of the system depends on how well these system components perform their functions. For example, the use of a light-weight application protocol for accessing the services would decrease message latency and consequently increase the performance of application execution. The choice of overall system architecture and network technology would also affect the performance of these system components. The management component monitors the system components’ run-time during this stage in order to achieve high availability.

The device goes into the update stage when it needs to run management functions for updating the device. These updates come in different formulations as shown in Fig. 2. All of these updates should be done via the network (as opposed to an expert manually deploying the update on each node) as IoT systems typically consist of a high number of devices, distributed in remote places. This is important for modifiability of IoT systems, as IoT services and applications evolve continuously over a long period of time.

Fig. 2. Generic life cycle for IoT devices.
The last stage in the device life cycle is decommissioning. In some cases, an IoT device needs to be decommissioned, for example because it will be commissioned in another network, or because it is due for replacement which is the case when the device reaches its end of life. If the device is to be commissioned in another network, resetting the device to its factory configuration is an important activity so that the device can be perceived as a new device which enables bootstrapping and joining the new secure network. This activity should be handled properly to improve usability. Another important activity in decommissioning is to disconnect the device from servers. This is to notify the system that the device is no longer available, therefore the system can adapt quickly to this change. Allowing the device to perform decommissioning properly will help usability and adaptability.

2.2. Generic Life Cycle for IoT Service

A service is a contractually specified overall functionality (semantics) of an entity. As shown in Fig. 1, an IoT service is used by IoT applications to achieve their goals. Any IoT service should follow the generic life cycle for IoT service as shown in Fig. 3. However, the realizations of the activities inside the life cycle stages and the corresponding stakeholders concerns vary from one system to another.

The (re)construction stage pertains to the construction and reconstruction of service components for commissioned devices. One iteration of reconstruction results in a new update for the service component and such iteration is in parallel with the rest of the service life cycle. When this update is available, the currently running service goes to the deployment stage, following the path of the service life cycle. Both construction and reconstruction follow the common software development life cycle of specification, design, implementation and testing to ensure functional appropriateness. By taking into account certain standard specifications and plug-fest test during service development, we can ensure that the service is interoperable with applications and other services during run-time. The goal of the (re)construction stage is therefore to develop services and ensure their functional appropriateness and interoperability with applications and other services during run-time.

When a service is ready for install, it goes to the deployment stage. Fig. 3 shows the activities inside this stage. The goal of this stage is to realize service deployment via the network, as once IoT devices are installed and commissioned, physical deployment is no more feasible due to their high number and remote placement. If the deployment stage is properly implemented, service deployability for the system will be achieved. A proper realization of the deployment stage also allows for cost-effective service update during system run-time which is important for modifiability.

The next stage is execution. During execution, the service is published for discovery and is ready to serve requests from applications or other services. The service discovery can be disabled from and reactivated for discovery. The goal of this stage is to enable the service to be used by a growing number of applications and other services while maintaining acceptable performance, or in other words, to achieve service scalability. Certain architectural decisions, such as the use of proxy and caching or the implementation of the publish and subscribe architectural style can help to achieve this goal.

The reconfiguration stage allows the service parameters to be adjusted via the network. This is supported by the device management functions during the update stage of the device life cycle (Fig. 2). A proper implementation of this stage helps modifiability as service parameters can be adjusted during run-time.
The last stage of the service life cycle is termination. Two cases are possible for service termination: first, service component update is available and ready to be deployed; second, the service is no longer used or developed, which is the case when the service reaches its end of life. Proper termination of the service is important for maintaining adaptability of the system, as removal of the service from the system needs to be detected quickly.

2.3. Generic Life Cycle for IoT Application

IoT applications provide abstractions for users from the network and platform details of an otherwise very complex IoT system. To that end, it is important to understand the life cycle for IoT application as shown in Fig. 4. Construction and reconstruction of an IoT application are normally done by users who are not experts in software development. Application development in this stage should therefore be a simplified process of software development. It entails orchestrating available services to fulfill a desired goal. In the simplest case, this is restricted to inspecting collected data. In more advanced cases this entails the configuration of complex sensor/logic/actuator connections in the lower layers of the system. Possible means for developing IoT applications include: a graphical user interface (GUI), a domain specific language (DSL), advanced APIs or voice commands. Therefore, a proper choice of process and means to develop IoT applications is required to achieve usability.

When users develop an IoT application, they do so without full knowledge of the target platform. Such knowledge is to be added during deployment. For that reason, the deployment stage entails generating application components, distributing the components via the network, installing the components to target devices and starting the components. An application source code, e.g. represented in a DSL, can be compiled into a specific programming language code, such as C, C++ or Java, or into scripts, such as Python or JavaScript. In the first case, the code is further compiled into either a machine code, a byte code or an executable. An IoT device that hosts the application may need an interpreter for executing scripts or byte codes; or a link-loader for generating executables from machine codes. The goal of the deployment stage is to enable application deployment via the network as users have no physical access to nor knowledge of the target devices. The realization of automatic application deployment via the network improves modifiability. Other than that, a proper realization of this stage is important for achieving application deployability.

Once deployed, the IoT application goes into execution stage. At this point, the application is ready to perform its expected behavior. It does so by first discovering available services identified in its instructions. Once discovered, the application accesses these services and uses them to execute its specified application logic. During execution, the application can also be switched on and off. When it is off, the application still exists, but it stops executing temporarily until it is switched back on. During execution, users experience the behaviors and functionalities that they expect from the application. Therefore, a proper realization of this stage is important for achieving functional appropriateness.

The reconfiguration stage allows users to adjust application parameters via the network. Users require an easy-to-use interface to reconfigure the application. A proper realization of this stage will improve usability and modifiability.

The last stage in the generic IoT application life cycle is termination. Two cases are possible for termination. First, an update of the application is available and ready to be deployed. In this case, the application goes to termination and
then goes to deployment stage. Second, the application is no longer used or developed. In this case, the application reaches its end of life. In the termination stage, the application should stop accessing services, stop executing and remove itself from its host devices. A proper realization of these termination activities helps adaptability as the system can recognize application removal in a timely manner and synchronizes its state accordingly.

3. Conclusion

Our proposed generic life cycles for IoT devices, IoT services and IoT applications provide better understanding on the problems that need to be solved by IoT systems throughout their life cycles. As an example, through the generic life cycle for IoT applications, we understand that IoT applications are not restricted to orchestrating collected data from some database services, as presumed in many IoT discussions. Instead, they can also be configurations in the lower layers of the system, i.e. combining sensing and actuating services with application logic on the lower layer devices. Our proposed generic life cycles shed light on the problems entailed for realizing these types of IoT applications. We conclude that our proposed generic life cycles for IoT can help system architects specify and design robust and effective IoT systems. Without taking into account the life cycle needs of an IoT system, desired functionalities and quality attributes for the system are in danger of becoming unrealizable.
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