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Executive Summary

The semiconductor fabrication process is getting more and more complex. The industry is moving towards a so-called ‘holistic’ manufacturing approach, in which traditionally different manufacturing steps (e.g., IC design, lithography, metrology) are incorporated in one complex, tightly integrated process [1]. ASML makes multiple systems that are needed in this process. Hence, systems at ASML are getting more and more complex.

One of the consequences of the complex system is that the number of tests is growing exponentially. However, the resources to execute and maintain these tests are not growing exponentially. Moreover, the tests might contain a lot of duplication. Hence, it is not feasible and beneficial to execute all the tests at all times. Currently, at ASML, the tests to execute are selected manually. Manual test selection becomes unscalable and inaccurate when the number of tests grows. Hence, this requires a solution that can enable efficient test selection.

In this project, we develop a framework that can be used to automatically select the tests to run within a given amount of test time. Tests are selected based on their coverage. The framework allows the user to define the notion of coverage that is used to select the tests.

It is beneficial for ASML to do test selection using the proposed framework (as opposed to doing it manually) because it based on a uniform, formalized definition of coverage (as opposed to a tester’s experience and domain knowledge). The benefit of having a uniform and formalized definition of coverage is that it can be reviewed and agreed upon a priori by internal and external stakeholders. Previously this was not the case. Therefore, the overhead of the proposed solution does not outweigh its benefits.

Moreover, the solution is scalable: the test selection currently can work with 100,000 tests, and this limit can be increased further. It is also generic enough to be used for other domains.
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1. Introduction

The semiconductor fabrication process is getting more and more complex. The industry is moving towards a so-called ‘holistic’ manufacturing approach, in which traditionally different manufacturing steps (e.g., IC design, lithography, metrology) are combined in one complex, tightly integrated process [1]. ASML makes multiple systems that are needed in this process.

With an increased number of systems and inter-systems interactions, the number of tests is also increasing. The rate at which the number of tests is increasing is causing a test explosion. Here, we refer to the test explosion as a phenomenon where the number of tests is increasing exponentially, but the resources to handle the tests are not increasing equally. For any industry dealing with complex systems, there can be three primary reasons for an exponential increase in tests [2], all of which apply to ASML:

1. **The pace at which the technology is changing:** The technology is changing exponentially. This can easily be inferred from Moore’s Law [3], which states that: “The number of transistors in a dense integrated circuit doubles every two years.”

2. **The devices and services are ever more inter-connected:** With technological advancements, the new devices and the services need an interface with each other so that the systems can work together. These interconnections need to be tested well to ensure the systems are working correctly with each other.

3. **The need to release software updates more often:** For a certain domain, the pace of updating or releasing the software is quite high. This can be due to new changes coming up rapidly, or to stay ahead in the market, one needs to add new features and updates. With new features and updates, the software needs to be well tested for all the changes.

There is no direct relation between the (increasing) number of tests and test efficiency. We hypothesize that exponential growth in the number of tests has a negative impact on test efficiency because the resources to execute these tests cannot grow exponentially. As a result, we have to make a test selection.

Currently, the test selection is carried out manually. However, manual test selection is neither scalable nor accurate, because it is based on the experience and domain knowledge of the tester. Moreover, there is no uniform definition of coverage to base the test selection. As a result, the outcome of the test selection process is ambiguous.

The goal of this project is to develop a framework that can be used to define a notion of coverage and automatically select tests based on their coverage, such that their combined coverage is as high as possible. We cannot yet quantify ‘high’ here, but we expect that our solution leads to a coverage that is at least as high as the current one (manual test selection).

By defining the notion of coverage a priori, it can be reviewed and agreed upon by internal and external stakeholders (e.g., those who request the tests to be executed). This also allows uniformity of the definition of coverage over time.
1.1 Outline

The remainder of this report is structured as follows. In Chapter 2, we briefly discuss the domain of ASML and the VirtualFab group for which this project is carried out. In Chapter 3, we discuss the problem in more detail and define the scope of the project. Chapter 4 gives an overview of the different stakeholders and their system requirements and design criteria. This is followed by Chapter 5, which gives an insight into the high-level design and architecture of the proposed system. Chapter 6 discusses the system design in detail. Design decisions and technological choices are explained in this chapter. Chapter 7 consists of the implementation and validation of the proposed system based on the system design mentioned in previous chapter. This chapter also consists of an analysis of the results of this project. Chapter 8 provides conclusion of the project. Chapter 9 discusses the future work, extensions, and recommendations that can be carried out in future. Chapter 10 briefly describes project management plan and project risks. Chapter 11 is retrospective of the project, reflecting upon the entire project experience and revisiting the design criteria.
2. Domain Analysis

To understand the problem further, it is essential to understand the primary work domain of ASML. This section gives a brief introduction to the lifecycle of creating semiconductor wafers using ASML systems. Furthermore, we explain the role of the Virtual Fab group, in which this project is carried out.

ASML is the world-leading manufacturer of lithography systems for the semiconductor industry. Lithography is an essential step in the process of creating integrated circuits or microchips. Lithography systems or scanners are complex machines that print fine structures on silicon wafers. These wafers are eventually diced and packaged as microchips. ASML’s scanners are called TWINSCAN.

The error margins for lithography are getting smaller and smaller, to a point where data is needed from other steps of the process to be able to improve the performance of the scanner. Most importantly, it is required to measure the quality wafer at different steps in the process. For this purpose, ASML has developed a system called YieldStar.

The measurements of the wafer that are performed on YieldStar are used to calibrate or correct the scanner for the next batch of wafers. ASML has developed several different solutions for calculating such corrections. These solutions are called applications that are deployed on a system called the Litho Computing Platform (LCP).

This cycle of measuring wafers and calculating corrections for the next lithography step is called the holistic control and monitoring loops within ASML. An example of a holistic control loop can be seen in Figure 1.

In the past, these holistic control and monitoring loops were integrated for the first time at the customer’s fabrication plant or fab. As a consequence, the interoperability between ASML systems was left untested until deployment at the customer site. As a result, some issues with interoperability were found too late.

As a response, the Virtual Fab group was introduced to tests the holistic control and monitoring loops in-house. Virtual Fab does both the test development and test execution for the holistic test cases. Test execution is done before the ASML systems are integrated at customer fab to ensure the integrated systems work as intended at customer fab. The testing is also carried out in case of any change or update in the ASML systems.
*Formal data & control interfaces* are extremely important in testing interoperability between systems because ASML systems and the customer fab interact via formal data interfaces & control interfaces.

![Figure 2 Data & control interfaces](image-url)

Figure 2 Data & control interfaces
3. Problem Analysis

Testing holistic control and monitoring loops involve testing a combination of systems. The number of possible combinations of systems grows exponentially because each system and product has different versions and configurations. As a result, the number of tests is also growing exponentially.

It is not feasible to run all the tests because it is not possible to exponentially increase the resources to execute all the tests. Currently, as a solution to this problem, the Virtual Fab group manually selects the tests to be executed instead of executing all the tests. However, manual test selection is neither a scalable nor an accurate solution to the problem, because it relies on the experience and domain knowledge of the tester (which may vary).

The underlying problem is that ASML has no quantitative way of establishing the quality of the tests that are executed. This is the first problem that we will address. Once such a notion of quality is established, we want to use it to select tests. However, currently, there’s no systematic way of doing this. This is the second problem that we will address.

Problem 1 There is no way to quantify the quality of the test that are executed.

3.1 Quantify the quality of tests that are executed

Problem 2 There is no systematic way of selecting tests based on their quality.

One way of quantifying the quality of a test is by measuring it is coverage. Coverage can refer to a number of things, but in our case, high coverage means the test was able to check features that the test was intended to. This section presents our definition of coverage.

In order to define the coverage, the application domain to be taken into consideration, i.e., it is essential to base the notion of coverage on the purpose of testing. For example, if the goal of testing is to check the code, then the notion of coverage, in this case, can be code coverage. The notion of coverage should be such that it is expressible by the user and quantifiable in nature.

In order to define coverage for this project, it is essential to base the notion of coverage on domain knowledge available within ASML. For the Virtual Fab group, for example, it is important to test formal data interfaces and control interfaces, and therefore their notion of coverage should revolve around that.

There are different sources that capture the domain of tests performed by the VirtualFab group.

![Figure 3 Test domain](image)
Figure 3 shows that the various sources capture the domain in a different capacity. The blue area refers to the actual domain that needs to be tested. The yellow area shows the domain as captured in the documentation. It can be seen that the domain mentioned in the documentation[3] does not capture the entire domain. The grey area represents the domain that is actually covered by existing tests. The existing tests are not able to cover the whole domain. There does not exist any documentation or formal knowledge repository that captures the entire domain shown in blue. This leaves two choices to base the notion of coverage on. The first is to rely on the test case to formulate the notion of coverage or, second, rely on the documentation to formulate the notion of coverage. The notion of coverage is based on the available documentation [4] as it is a more reliable source as compared to the actual tests. The coverage of each test is calculated based on this notion of coverage. However, in order to check if a test has covered particular features mentioned in the notion of coverage, the test logs are checked. Looking into test logs confirm if a test has covered a feature or not because test logs reflect the actual behavior of a test. This leads to define coverage as follows:

**Coverage:** If a feature is tested and hence observed from the test log, that marks the coverage of that feature.

### 3.2 Selecting tests based on their quality

Currently, there is no uniform quality measure to base the test selection on. As a result, the outcome of the test selection process is ambiguous. If test selection is made based on the quality of tests, higher test efficiency can be achieved. Section 3.1 mentions that the quality of tests is quantified by the coverage of the tests. Hence, to increase the test efficiency, test selection should be made based on the coverage of tests. This leads to the definition of efficient testing as follows:

**Efficiency:** Given the available time for test execution, select a test set that achieves high coverage.

### 3.3 Scope

The following is in scope for this project:

1. A solution to represent the notion of coverage.
2. Calculate the coverage and store it for future use.
3. A solution to parse the test logs.
4. An algorithm that for a given amount of available time, selects tests that achieve high coverage.
4. Stakeholder Analysis and System Requirements

4.1 Stakeholder Analysis

This project will be used by the VirtualFab team at ASML. The stakeholders' group can be primarily divided into two groups, organizational and technical.

<table>
<thead>
<tr>
<th>Name</th>
<th>Role</th>
<th>Task</th>
</tr>
</thead>
</table>
| Paul Van Gorp      | Manager, Virtual Fab Group, ASML       | Ensure that the project brings the added value to the Virtual Fab group and thereby to ASML.  
• Reviewing the final project report and presentation. |
| Yanja Dajsuren     | Program Director, PDEng - Software Technology | Ensure that the project meets the quality requirements for PDEng-Software Technology |
| Tim Willemse       | Project supervisor – TU/e              | • Supervising the project                                           
• Monitoring the progress of the project and checking if it meets the PDEng standards. 
• Evaluating the progress and providing regular advice and feedback to the trainee. 
• Reviewing the final project report and presentation. |
4.2 System Requirement

System requirements were gathered from the ASML stakeholders. In order to gather the requirements, meetings, and brainstorming sessions were conducted. Based on these meetings and brainstorming, the two main business requirements (BR) for this project are as follows:

1. **BR1**: There should be a solution for measuring the test coverage.
2. **BR2**: There should be a solution for the test selection.

### 4.2.1. Functional and non-functional requirements for BR1

**BR1**: There should be a solution for measuring the test coverage.

<table>
<thead>
<tr>
<th>Requirement ID</th>
<th>Stakeholder Role</th>
<th>Functional/Non-Functional</th>
<th>Requirement</th>
</tr>
</thead>
<tbody>
<tr>
<td>R1</td>
<td>Model Creator</td>
<td>Functional</td>
<td>The user should be able to create their own notion of coverage.</td>
</tr>
<tr>
<td>R2</td>
<td>Model Creator</td>
<td>Functional</td>
<td>The user should be able to change/edit the existing notion of coverage.</td>
</tr>
<tr>
<td>R3</td>
<td>Tester</td>
<td>Functional</td>
<td>The user should be able to see the coverage decomposition of the test, i.e., the user should be able to see what coverage is composed of.</td>
</tr>
<tr>
<td>R4</td>
<td>Tester</td>
<td>Functional</td>
<td>The user should be able to see the coverage value of the test.</td>
</tr>
</tbody>
</table>
The notion of coverage can be made using domain-specific key-words. (Ease of use)

The solution for defining and measuring the coverage should be adaptable to changes in the definition of coverage. (Adaptable)

The solution for measuring coverage should be scalable to an increasing number of tests. (Scalability)

The solution for calculating coverage should be reusable to find coverage for different types of tests. (Reusability)

The solution for defining and measuring coverage should be modular in nature. (Modularity)

The test coverage module should be independent of the Test selection module. (Loose coupling)

The functional and non-functional requirements are further divided into tasks as follows:

4.2.1.1 Tasks for achieving the requirements

<table>
<thead>
<tr>
<th>Requirement ID</th>
<th>Task ID</th>
<th>Task</th>
</tr>
</thead>
<tbody>
<tr>
<td>R1, R2</td>
<td>T1</td>
<td>Create a Domain Specific Language (DSL), which can be used to describe and modify any notion of coverage.</td>
</tr>
<tr>
<td>NFR1, NFR2, NFR3</td>
<td>T2</td>
<td>Create coverage models using DSL.</td>
</tr>
<tr>
<td>R3</td>
<td>T3</td>
<td>Generate code to display the decomposition of the coverage</td>
</tr>
<tr>
<td>R4, NFR6</td>
<td>T4</td>
<td>Parse the test logs</td>
</tr>
<tr>
<td>R4, NFR6</td>
<td>T5</td>
<td>Provide coverage values to the generated code of coverage models</td>
</tr>
<tr>
<td>R4, NFR6</td>
<td>T6</td>
<td>Enable coverage models to calculate coverage based on data from test log parse.</td>
</tr>
<tr>
<td>R4, NFR6</td>
<td>T7</td>
<td>Store the coverage values in the database</td>
</tr>
<tr>
<td>R4, NFR6</td>
<td>T8</td>
<td>Retrieve the coverage values from the database to display to the user.</td>
</tr>
<tr>
<td>NFR4, NFR5</td>
<td>T9</td>
<td>Enable coverage models to reference other coverage models.</td>
</tr>
</tbody>
</table>
4.2.2 Functional and non-functional requirements for BR2

**BR2** : There should be a solution for the test selection.

<table>
<thead>
<tr>
<th>Requirement ID</th>
<th>Stakeholder Role</th>
<th>Functional/Non-Functional</th>
<th>Requirement</th>
</tr>
</thead>
<tbody>
<tr>
<td>R5</td>
<td>Tester, manager</td>
<td>Functional</td>
<td>The user should be able to input the maximum time available to conduct tests.</td>
</tr>
<tr>
<td>R6</td>
<td>Tester, manager</td>
<td>Functional</td>
<td>The user should be able to see the set of selected tests.</td>
</tr>
<tr>
<td>R7</td>
<td>Tester, Manager</td>
<td>Functional</td>
<td>The user should be able to see the time taken to select the test set.</td>
</tr>
<tr>
<td>R8</td>
<td>Tester, Manager</td>
<td>Functional</td>
<td>The time required to select tests should be non-exponential in nature.</td>
</tr>
<tr>
<td>NFR7</td>
<td>-</td>
<td>Non-Functional</td>
<td>The test selection should be in a way so as to achieve coverage that is at least as high as that for manual test selection.</td>
</tr>
<tr>
<td>NFR8</td>
<td>-</td>
<td>Non-Functional</td>
<td>The solution for the test selection should be able to handle the increasing number of tests. (Scalability)</td>
</tr>
<tr>
<td>NFR9</td>
<td>-</td>
<td>Non-Functional</td>
<td>The solution for calculating coverage should be adaptable to the change in the notion(definition) of the coverage (Adaptability)</td>
</tr>
<tr>
<td>NFR10</td>
<td>-</td>
<td>Non-Functional</td>
<td>The test selection module should be independent of the test coverage module.(Loose coupling)</td>
</tr>
</tbody>
</table>

Table 5 Functional and non-functional requirements for BR2
The functional and non-functional requirements are further divided into tasks as follows:

### 4.2.2.1 Tasks for achieving the requirements

<table>
<thead>
<tr>
<th>Requirement ID</th>
<th>Task ID</th>
<th>Task</th>
</tr>
</thead>
<tbody>
<tr>
<td>R5</td>
<td>T11</td>
<td>GUI to allow inputting the maximum time available to execute tests.</td>
</tr>
<tr>
<td></td>
<td>T12</td>
<td>Implement the test selection algorithm.</td>
</tr>
<tr>
<td>R6,NFR7, NFR10</td>
<td>T13</td>
<td>Feed the coverage values from the coverage database to the test selection algorithm.</td>
</tr>
<tr>
<td></td>
<td>T14</td>
<td>GUI to display the results of the test selection algorithm.</td>
</tr>
<tr>
<td>R7, NFR8, NFR9, NFR10</td>
<td>T15</td>
<td>GUI to display the time taken to execute the test selection algorithm.</td>
</tr>
<tr>
<td></td>
<td>T16</td>
<td>Enable test selection algorithm to be independent of the notion of coverage by making algorithms take input as any kind of coverage expressed in bitstream from the coverage database.</td>
</tr>
<tr>
<td>R8</td>
<td>T17</td>
<td>Implement a test selection algorithm using dynamic programming to ensure that execution time is non-exponential.</td>
</tr>
</tbody>
</table>
4.2.3 Design criteria

This section describes the design criteria for the proposed system. These criteria are revisited in chapter 11 to verify how well the proposed solution satisfies the intended design criteria.

**Loose coupling:** The proposed solution is mainly divided into two modules, defining and calculating coverage and test selection. Loose coupling here means that both the modules should be independent of changes in another module. Both of these modules should be such that these modules can be used independently of each other.

**Ease of use:** The proposed solution should be such that the domain experts (model creators) can use the solution with their domain knowledge, and the testers should be able to use the solution with their current skill set with Python. For this to work, it is essential that the solution exhibits both abstract levels for the domain experts and also allows testers to work on lower abstraction without getting involved in higher abstraction. So by separation of concerns, the solution can have ease of use for all the users.

**Scalability:** The solution is proposed so as to deal with the problem of exponentially increasing tests which cannot be manually selected to be executed. This makes it essential to have a solution such that it is easily scalable to the increasing number of tests.
5. System Architecture

The software architecture of a system gives direction to the design, the realization, and the evolution of the software in its environment. The proposed system has two main use cases:

The proposed solution is mainly intended to give a solution for:
1. Defining and calculating coverage.
2. Selecting tests.

![Diagram of primary use case of the proposed solution]

The high-level use case in figure 4 is according to business requirements BR1 and BR2, as mentioned in chapter 4. So the proposed system has primarily two modules, module for defining and calculating coverage and module for test selection.
Figure 5 shows the typical use case of the proposed system. The user of the proposed solution can have the role of a model creator, tester, and manager. Each of the user roles can perform different tasks as follows:

**Model creator:**
The model creator is a user with the domain knowledge who intends to create the notion of coverage, which can be later on used by testers to calculate coverage.

- **Defining and calculating coverage.**
  1. Create a coverage model. This intends to satisfy requirements R1, NFR1, and NFR2 as mentioned in table 3
  2. Change coverage model. This intends to satisfy requirements R2 and NFR3, as mentioned in table 3.
Tester:
Tester is a user who intends to use the coverage models created by the domain expert or model creator and calculate the coverage of the test.

• **Defining and calculating coverage.**
  1. View coverage decomposition for the test. This intends to satisfy the requirement R3 as mentioned in table 3
  2. The view coverage value of the test. This intends to satisfy the requirement R4 as mentioned in table 3

• **Test selection:**
  1. Input maximum time available for executing tests. This intends to satisfy the requirement R5, as mentioned in table 5.
  2. View selected test set. This intends to satisfy the requirement R6 as mentioned in table 5
  3. View execution time for making test selection. This intends to satisfy the requirement R7 as mentioned in table 5

Manager:
The manager should be able to see the time taken to select the tests and the selected test set. The manager is a user who wants to look if the performance of the test selection algorithm, in terms of execution time, is acceptable or not. This intends to satisfy the requirement R7 and R8.

• **Test selection:**
  1. Input maximum time available for executing tests. This intends to satisfy the requirement R5, as mentioned in table 5.
  2. View selected test set. This intends to satisfy the requirement R6 as mentioned in table 5
  3. View execution time for making test selection. This intends to satisfy the requirement R7 as mentioned in table 5
The system architecture is created for two modules, namely, measuring coverage and test selection. The tasks associated with each module is represented in the use case diagram in figure 4.

To accomplish the tasks mentioned in the use case, the following architecture is designed, keeping in mind the non-functional requirements. The decisions pertaining to the system architecture are as follows:

**Architecture decision 1:**

*“The two modules of the proposed solution, namely, defining and calculating coverage, and test selection, are loosely coupled.”*

**Rationales:**
1. The modules should be loosely coupled so that these modules can operate independently as a system on their own.
2. The change in one module will not affect the other module. This makes it easy to be able to use the test selection algorithm with a different notion of coverage.
3. This independence of modules is achieved by connecting two modules using a database. Hence, as long as coverage data is provided in the bitstream, the test selection algorithm can operate independently of the notion of coverage.

**Requirement:** This architecture decision is taken to satisfy non-functional requirements NFR6, as mentioned in table 3 and NFR10, as mentioned in table 5.

**Architecture decision 2:**

*“The design of the proposed solution should not be dependent on the domain. However, the design should enable the user to capture the domain.”*

**Rationales:**
1. The proposed solution should be applicable to the different testing environments where coverage and test selection are intended. This makes it important to design a solution that is independent of the domain of testing.
2. The proposed solution, however, should enable users capturing their domain of testing in order to define coverage.

**Requirement:** This architecture decision is taken to satisfy non-functional requirements NFR1, NFR2, NFR4, as mentioned in table 3 and NFR9, as mentioned in table 5.
Based on the design decision 1 and 2, the system architecture for the proposed system is as follows:

![System Architecture Diagram]

**Figure 6 System architecture**

The following are the steps that need to be followed in order to use the system with the above-mentioned architecture.

1. Parse the data of test logs.
2. Create coverage models.
3. Provide parsed test log data to the coverage models. The coverage models have a data filter that filters only required data from the parse test logs and propagates the filtered data to its child node.
4. Store the value of coverage calculated by models in the coverage Database.
5. Provide the coverage Database to the test selection algorithm.
6. System Design

System design focuses on giving details about the lower-level design, which is based on the architecture mentioned in chapter 5. This chapter briefly explains the system design for two main business requirements mentioned in chapter 4. In order to propose the system design for the proposed solution, certain design decisions were taken. Section 6.1 and section 6.2 describe the system design, design decisions, rationale behind the design decisions, and requirements, which lead to taking a particular design decision for modules: 1. Defining and calculating coverage 2. Test selection, respectively.

6.1 Defining and calculating coverage.

For defining and calculating coverage following design, decisions were taken:

<table>
<thead>
<tr>
<th>Design decision 1:</th>
</tr>
</thead>
<tbody>
<tr>
<td>“Follow the model-driven approach to define coverage.”</td>
</tr>
</tbody>
</table>

Rationales:

i. Model-driven is a methodology that focuses on creating domain models. The domain models are conceptual models pertaining to specific problems. The domain models intend to represent domain knowledge through abstract representations instead of using computing concepts. This means one can use the model-driven approach to represent the domain using domain-specific keywords, which are high abstraction as compared to using a general-purpose programming language, which is a lower abstraction.

ii. Models allow expressing a solution in the level of abstraction that adheres to the problem domain. This makes it easy for domain experts to understand, create, validate, or modify the models.

iii. Models make the solution concise, uniform, and easily adaptable to changes since one does not need to write the code in traditional programming languages; one can generate code for the models.

iv. Models allow the validation of concepts at the domain level itself.

v. Models capture domain knowledge. Hence, this makes it possible to preserve the domain knowledge and reuse it or even extend it.

Requirement: This design decision is taken to satisfy the NFR1 and NFR2 as mentioned in table 3

Discarded Alternative:

i. Programming Language: By using a programming language, users can describe the notion of coverage. The coverage tools mentioned in [5] are implemented using a general-purpose programming language instead of the model-driven approach. However, the problem with this approach is users need to be very well acquainted with the programming languages to create, use, and update this solution. Also, it would be a bit difficult to make the solution abstract enough to be adapted to changing or different notions of coverage. Hence a layer of abstraction is needed on top of any programming language to make it more understandable for the domain experts. Therefore this approach was discarded, and instead, a more abstract approach of creating models is chosen.
Design decision 2:

“Coverage shall be represented in a decomposable tree-like structure.”

Rationales:

i. The notion of coverage should be decomposable from a higher abstraction level to more concrete observable parameters. By doing so, it can be confirmed that a certain feature has been covered or tested by the test, and also this can help to understand what is coverage composed of.

Requirement: This design decision is taken to satisfy the requirement R3, as mentioned in table 3

Discarded alternative:

i. Flat representation of coverage: In this approach, the hierarchical nature of the coverage model would not be preserved. This would make it difficult to understand the decomposition of coverage. It would be difficult for users to understand what the mentioned coverage is composed of.

Based on design decisions 1 and 2, the notion of coverage is described using a domain-specific language to create the coverage models in a decomposable tree-like structure. These models, in turn, can reference other models which finally creates a directed acyclic graph-like structure. The tree-like structure has different types of nodes in a tree. Since it is a tree and eventually a directed acyclic graph, there should not be any cycles in the graph. The nodes in meta-model of DSL are described below:

Figure 7 shows the meta-model of the DSL. The coverage model is composed of exactly one root node. The root node can have many child nodes. The child nodes are of type category node. A category node can further have one or more observable nodes or reference node. The observable nodes are the leaf nodes; hence, they do not have any further child nodes. The reference nodes are reference to another tree that has root node at its top. The detailed relevance of each type of node is explained below:
1. **Root node**: The root node represents the most abstract level of the coverage. This node shall have the child nodes.
   a. **Constraint**: There can be only one root node per coverage tree.

2. **Child node**: The child node describes coverage in finer granularity. There can be different types of child nodes. The child node has a category which is called a category node.

3. **Category node**: A category node is used to describe the category of the coverage a particular model is representing.
   a. **Constraint**: None.

4. **Observable node**: The observable nodes are the leaf nodes of the tree. These nodes hold the actual observable event for the coverage tree.
   a. **Constraint**: An observable node cannot have a child node. Also, an observable node cannot be a root node. An observable node will always have a category node as its parent.

5. **Reference node**: Reference nodes are used to reference other coverage models. The reference nodes are root nodes of other cover models that mean the reference node refers to another tree with its own root node, and this tree would, in turn, have category nodes, reference nodes, observable node, and reference nodes. Reference nodes are always intermediate nodes in the whole directed acyclic graph.
   a. **Constraint**: The reference node cannot reference itself.

---

The tree structure in figure 8 is an example of the coverage tree with the root node, category nodes, and observable nodes. One tree can reference multiple other trees. The example of the same is shown below in figure 9.
The coverage models shown in Figures 8 and 9 are like placeholders for the concept of coverage. The coverage models are used to calculate the coverage of each test. These placeholders need to be instantiated for the coverage models to be able to calculate the coverage. Where instantiating the coverage models for the test means the values for each test needs to be filled in the coverage models to that the final coverage value for the tests can be computed. In order to do so, the test logs are looked into to check if a feature is covered by the test or not. Accordingly, the value is filled in the coverage model to finally compute the coverage values of the test. Following design decisions were taken for the same:

**Design decision 3:**
"The coverage models shall have a data filtering capability."

**Rationale:**
1. The root node gets the data from the parsed test logs. Each node should be able to filter out the required data from the preprocessed data and pass on the data that is required by its child node. This results in a faster solution, as unnecessary data is not propagated further for data processing.

**Requirement:** This design decision is taken to satisfy the requirement R4, as mentioned in table 3.
**Design decision 4:**

"The value of coverage is calculated bottom up to the root of the coverage tree."

**Rationale:**

i. Each observable node populated with appropriate data should confirm the observance of a feature. With the observance of a feature, a value shall be assigned to the observable node. The presence of the feature is marked by bit 1, and absence is marked by bit 0. Each observable node should pass this value to its parent node. This passing of value should be done up until the root node. The final bitstream value at the root node is the coverage of the coverage model.

**Requirement:** This design decision is taken to satisfy the requirement R4, as mentioned in table 3.

Based on design decision 3 and 4, the data is provided to the coverage model as follows: The test logs contain the logs of every event that has been observed by the intended test case. Hence, the test logs are checked to see if there is any data corresponding to the node in the coverage tree. If the data is present in the test log, it is provided to the model. Each node of the model has a data filter. This data filter enables filtering out the data for the child node. Only the data needed for the child node is passed to the child node. The rest of the data is discarded. This passing of data occurs until the leaf node of the tree. If the data is left with the leaf node, it is concluded that the particular feature has been observed from test logs. If the feature has been observed from the test log, a binary 1 is assigned to the observable node in the coverage model. If the feature is not observed, then a binary 0 is assigned to the node in the coverage model. Finally, the coverage tree has all its leaf nodes with either value 1 or 0, depending on whether a feature has been covered or not. The coverage of the root node is represented as the bitstream of 0’s and 1’s. Figure 8 shows the process of instantiating coverage model with values from the test log.

![Process of instantiating the test coverage models with the data from the test logs](image)

Figure 10 shows the process of instantiating the test coverage models with the values from the test logs. Instantiating the coverage models with values from the test log mainly involves 3 steps, which are mentioned below.

1. The test log parser reads the test logs and tokenizes the plain text statements from the log. The log parser generates the abstract syntax tree (AST) from the tokenized test logs. This AST can be crawled to read the data.
2. The transformation should be performed on the abstract syntax tree to group the nodes of the AST. Each group consisting of the nodes of AST corresponds to one observable in the test coverage model. This grouping of the nodes of AST into logical chunks requires intensive domain knowledge. Due to the lack of intensive domain knowledge, AST transformation is out of scope for this project. However, it can be developed as part of future work. As for now, the AST transformation does not exist, and hence, manual data is provided to the test coverage models.

3. After the AST transformation, the data is provided to the coverage model. Each node of the coverage model has the filtering capability. Hence, each node takes data that is needed by its child nodes and discards the rest of the data. This filtering and passing of data are done until the leaf node that is an observable node of the coverage tree. If the data for the observable node exists, then the observable node in the coverage model is assigned the value binary 1. If the data is missing, then the value binary 0 is assigned to the node in the coverage model. These bit strings for the observable nodes helps to determine the coverage of the root node of each coverage tree. A test can be represented by the coverage models. The coverage bit streams of each individual coverage model, when propagated to all the way up to the root node, gives the coverage of the test in terms of the bit streams. These coverage values are stored in the database in the form of bit strings.

Figure 10 shows an example of the above-mentioned process of assigning values from the test log to the coverage model. Let us say we have a scenario that we want to observe. This observable scenario is an observable node in the coverage tree SECS communication.

**Scenario:** “The host Attempts to establish communication via SECS.”

**Goal:** To parse the test logs and check if a given scenario has been covered.

![Sample Test Log and Output of Parser: AST](image)

**Coverage Tree for SECS Communication**

- **SECS Communication**
  - System attempts to establish communication
  - Observable Node
    - Host attempts to establish

**AST Transformation**

- Val = 1
  - If message and variable present in AST

**Figure 11 Process for assigning values to the coverage model.**
In figure 11, the test log is taken as an input for the test log parser. The test log parser is converted to an AST by the parser. This AST is create based on grammar rules in the parser. The AST should be fed to the AST transformation module. However, the implementation of the AST transformation module is out of scope for this project. Hence, currently, the user has to manually enter the coverage values to the observable node. If the feature is covered, then the observable node has to be assigned value 1 otherwise value 0.

6.2 Test Selection Algorithm

The test selection algorithm takes three inputs: maximum time available to run the tests, coverage values of the tests, and test time. With this input, the test selection algorithm does computations to give the selected test set as an output. The test selection is made to achieve high coverage in the given time. The high-level design of the test selection process can be seen in figure 12.

![Figure 12 High-level design of Test selection](image)

The coverage values are calculated by the coverage models and are stored in the database. The test selection algorithm reads the coverage values of tests from the coverage database. The algorithm selected here is a modified 0-1 Knapsack with dynamic programming. The following are the design decisions for the test selection algorithm.
Design decision 5:

“Use a modified 0-1 Knapsack algorithm with dynamic programming for test selection.”

Rationale:

i. The time and resource consumption of executing an actual test is quite high. Hence, it is essential to select the tests as accurate as possible. A random or manual selection of tests might not guarantee high coverage. The chosen algorithm is such that the time and resource required to execute the algorithm for test selection is less than the time and resources required to execute the actual tests.

ii. 0-1 Knapsack with dynamic programming is an exact algorithm. Exact algorithms are the ones that give optimal results. However, since the algorithm is modified to fit the current domain, it does not guarantee optimal results, but it gives good enough results for test selection.

Discarded alternative:

i. Machine learning: The machine learning algorithm learns over a period of time from the inference and training data. However, machine learning requires to train the algorithm, and in this case, having a consistent training data is a non-trivial problem. Hence this option was ignored.

ii. Evolutionary algorithm: The evolutionary algorithm uses the concepts from biological evolution like reproduction, mutation, recombination, and selection, to find the solution. An evolutionary algorithm requires multiple runs in order to reach the solution. This was not required in this case. Therefore this option was discarded.

iii. N-SAT: n-SAT algorithm, also known as Boolean satisfiability, is used to determine if there exists a solution that satisfies a given Boolean formula. The ‘n’ -SAT refers to the number of literals in the Boolean formula. For solving the test selection problem, n-SAT would have to be adapted to the domain. In this case, choosing an encoding for the n-SAT to be adapted to the problem domain is a non-trivial task. This makes it challenging to use n-SAT for test selection. Also, the time complexity of Boolean satisfiability is O( that makes it difficult to scale up for an increasing number of tests.

iv. Variants of 0-1 Knapsack: The 0-1 Knapsack algorithm has different variants that are explained below:

1. Bounded Knapsack: This algorithm allows selecting the same item multiple times, but has an upper bound on how many times the same item can be selected. However, this conflicts with the purpose of test selection. The purpose of the test selection algorithm is to select a test only if it adds to the coverage, so selecting the same test again does not add anything to the coverage. Hence, this alternative was discarded.

2. Unbounded Knapsack: Unlike bounded Knapsack, there is no upper limit on how many times the same test can be selected. This renders it useless to be used for test selection as it allows selecting the same test as many times without any addition to the coverage.

Based on decision 5, a modified 0-1 Knapsack with dynamic programming is selected to solve the combinatorial problem here. The section below describes how to solve the 0-1 knapsack problem with dynamic programming, which is later modified to fit the domain of this project. In this context, we call the modified algorithm as the modified 0-1 Knapsack algorithm.
6.2.1. Knapsack Algorithm

The Knapsack algorithm [6] is used to find the solution for a combinatorial problem given a constraint. For a given a set of items, each item having a weight and a value, Knapsack determines which items need to be selected such that the total weight of the selected items is not larger than the total capacity of the knapsack and the total value of the selected items is maximum. 0-1 knapsack allows either selecting the item fully or not selecting it at all. Given the values below:

- \( n \) = number of items
- \( w \) = weight of an item
- \( v \) = value of an item expressed as an integer
- \( W \) = the capacity of the knapsack.

The objective of Knapsack is to select the items to put inside knapsack such that the total combined value of selected items in knapsack is maximized, and the combined weights of the selected items do not exceed \( W \).

The Knapsack algorithm can be solved using dynamic programming. There are two main attributes that a problem must have for dynamic programming to be applicable: optimal substructure and overlapping sub-problems. We cite the definition of these attributes from [7]:

“Optimal substructure means that the solution to a given optimization problem can be acquired by the combination of optimal solutions to its sub-problems.

(…)

Overlapping sub-problems means that the space of sub-problems must be small; that is, any recursive algorithm solving the problem should solve the same sub-problems over and over, rather than generating new sub-problems.”

Intuitively, the overlapping sub-problem is the decision problem of picking up an item or not. This is based on the following aspects:

1. Does the item fit in the knapsack?
2. Is it beneficial to pick up the item?

The overlapping sub-problem has been proven to be an optimal substructure for the Knapsack algorithm [8].

Dynamic programming allows not only finding the optimal solution, but it also enables finding an optimal solution faster as compared to checking all possible solutions brute force. Also, as dynamic programming solves the subproblem only once and stores it for later use, this makes it faster. However, the memory consumption in case of dynamic programming can be higher as compared to the greedy approach as it stores the solution of the subproblem to reuse later while that does not happen in case of the greedy approach.

On the next page, we explain the 0-1 Knapsack algorithm with dynamic programming. This explanation and the pseudo code is based on [9].
Input:
- Values (stored in array v)
- Weights (stored in array w)
- Number of distinct items (n)
- Knapsack capacity (W)

Output: the combination of items with the maximum combined value that fits in knapsack capacity.

Arrays v and w are assumed to store all relevant values starting at index 1.

Matrix m[i,j] stores the maximum value we can get while selecting among first i items such that the weight does not exceed W.

The weight of each item is a positive number (for all i, w[i] > 0).

1. \textbf{for} j from 0 to W \textbf{do}:
2. \hspace{1em} m[0, j] := 0
3. \textbf{for} i from 1 to n \textbf{do}:
4. \hspace{1em} \textbf{for} j from 0 to W \textbf{do}:
   
   If the weight of the current item is larger than the available capacity of the knapsack, then don’t pick the item. Hence, the value in knapsack would be same as before:
   
5. \hspace{1em} \textbf{if} w[i] > j \textbf{then}:
6. \hspace{2em} m[i, j] := m[i-1, j]

If the weight of the item is less than or equal to the available capacity of the knapsack, check using the max function if selecting or rejecting an item gives higher value in the knapsack. If selecting an item gives higher value, then add the value of the current item to previous values in knapsack. Else, do not pick the item, and hence the value in knapsack remains same as before.

7. \hspace{1em} \textbf{else}:
8. \hspace{2em} m[i, j] := \max(m[i-1, j], m[i-1, j-w[i]] + v[i])

After the matrix m is filled, it is traversed to determine which items are selected for the given capacity. For this, we traverse the matrix from the bottom right to the top left. Array s holds the indices for the items that are selected.

9. \hspace{1em} x := W
10. \hspace{1em} s := []
11. \textbf{for} i from n to 1 \textbf{do}:
   
   If the current item has contributed to the value of the knapsack, we pick it up, and we subtract its weight from the remaining available capacity of the knapsack:
   
12. \hspace{1em} \textbf{if} m[i, x] != m[i-1, x] \textbf{then}:
13. \hspace{2em} s.append(i)
14. \hspace{2em} x := x – w[i]

When we have evaluated all items, we return those that were selected:

15. \textbf{return} s
6.2.2. Modified algorithm

The 0-1 Knapsack is modified to fit in the domain of the project. In the context of this project, the items are tests. The weight for an item is the time taken to execute the test. The value of the item is its coverage. The capacity of the knapsack is the time available for testing.

Coverage values are represented as a sequence of bits. Each bit represents a feature that is defined in the coverage model. The bit is set to 1 if the feature is covered (observed), and 0 otherwise.

This means that we have modified the original algorithm as follows:

a. The values in the cells of the matrix m are sequences of bits instead of integers (as discussed above).

b. As a pre-processing step, items are sorted in descending order the number of 1-bits of their value. The original idea behind this was that it would make the algorithm give optimal results. However, later, a counterexample was found that shows that this is not the case. This counterexample is presented in Section 6.2.4.

c. The + operator that is used to determine if selecting an item gives a higher value is replaced with the bitwise-OR operator |

d. The max(x, y) function that is used for selecting or rejecting an item is modified to count the number of 1-bits in x and y. The max function, therefore, returns the argument that has the highest number of 1 bit.

e. We terminate the selection loop when the final coverage has been achieved. This is the case when the bitwise-OR over the values of the selected tests (v[i] for i in s) is equal to the value in the bottom-right cell of the matrix (m[n, W]).

As a result this, the algorithm now looks like this:

1. for j from 0 to W do:
2. m[0, j] := 0
3. for i from 1 to n do:
4.   for j from 0 to W do:
5.     if w[i] > j then:
6.        m[i, j] := m[i-1, j]
7.     else:
8.        m[i, j] := max(countSetBit(m[i-1, j]), countSetBit(m[i-1, j-w[i]] | v[i]))
9. x := W
10. s := []
11. C := []
12. for i from n to 1 do:
13.   if m[i, x] != m[i-1, x] then:
14.     s.append(i)
15.     x := x - w[i]
16.     C := C + C[i]
17.   if C == m[n, W]
18.     break
19. return

where function countSetBit(x) returns the number of bits in x that are 1, and function bitwise-OR(x) returns the sequence of bits that is the bitwise-OR of values in array x.
6.2.3. Example

Input:
- \( v := [011, 100, 101, 110] \) (values/ test coverage bit sequences)
- \( w := [2, 3, 4, 5] \) (weights/ test durations)
- \( n := 4 \) (number of items/ tests)
- \( W := 5 \) (knapsack capacity/ available test time in hours)

Output: a selection of tests that can be run in 5 hours.

When we follow the algorithm, the values of the first row and first column of \( m \) are guaranteed to be 0:

<table>
<thead>
<tr>
<th>i</th>
<th>j</th>
<th>0</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>2</td>
<td>0</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>3</td>
<td>0</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>4</td>
<td>0</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

First of all, we sort the inputs based on coverage values in descending order.

\( v := [110, 011, 101, 100] \)
\( w := [5, 2, 4, 3] \)

The first item \( i \) and capacity \( j \) for which the item can be selected, is \( i=1 \) and \( j=5 \), because the weight of item 1 is 5. The value for item 1 is 110. Here, 2 bits are set to 1, so selecting item 1 gives higher value:

<table>
<thead>
<tr>
<th>i</th>
<th>j</th>
<th>0</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>110</td>
</tr>
<tr>
<td>2</td>
<td>0</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>3</td>
<td>0</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>4</td>
<td>0</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

The next interesting cell is \( m[2, 5] \). The item (2) we are considering has value 011 and weight 2. When the current capacity (j) is 5, then this item fits in the knapsack. The equation for deciding to pick up this item is therefore:

\[
m[i, j] := \max(m[i-1, j], m[i-1, j-w[i]] + v[i])
\]
\[= m[i-1, j] = m[1, 5] = 110
\]
\[= m[i-1, j-w[i]] = m[1, 2] = 0
\]
\]
\[= m[2, 5] := \max(110, 0 | 011) = 110 \text{ (here both choices have same number of } 1\text{'s, this is an ambiguous choice to make, in this case we pick up the previous item.)}
\]

<table>
<thead>
<tr>
<th>i</th>
<th>j</th>
<th>0</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>110</td>
</tr>
<tr>
<td>2</td>
<td>0</td>
<td>0</td>
<td>011</td>
<td>011</td>
<td>011</td>
<td>110</td>
<td></td>
</tr>
<tr>
<td>3</td>
<td>0</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>4</td>
<td>0</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
The completed matrix looks as follows, and therefore the final coverage is \( m[4,5] = 111 \).

\[
\begin{array}{cccccc}
0 & 1 & 2 & 3 & 4 & 5 \\
0 & 0 & 0 & 0 & 0 & 0 \\
1 & 0 & 0 & 0 & 0 & 0 & 0 & 0 & 110 \\
2 & 0 & 0 & 001 & 001 & 001 & 110 \\
3 & 0 & 0 & 011 & 011 & 011 & 110 \\
4 & 0 & 0 & 011 & 011 & 011 & 111 \\
\end{array}
\]

Once the matrix is filled in with all values, the selection of tests needs to be done. In order to do so, following steps needs to be followed:

\[
\begin{array}{cccccc}
0 & 1 & 2 & 3 & 4 & 5 \\
1 & 0 & 0 & 0 & 0 & 0 & 0 & 0 & 0 & 0 & 110 \\
2 & 0 & 0 & 011 & 011 & 011 & 110 \\
3 & 0 & 0 & 011 & 011 & 011 & 110 \\
4 & 0 & 0 & 011 & 011 & 011 & 111 \\
\end{array}
\]

Now we determine which tests to select. We start from \( m[n, W] = m[i, x] = m[4, 5] \) and go up until the following condition holds: \( m[i, x] \neq m[i-1, x] \). This is true for \( i=4 \) and \( x=5 \). Therefore, we pick up test 4 and subtract its weight from the current capacity: \( x = 5 - 3 = 2 \). The next item (2) is also picked up for the same reason. Hence the selected tests are 2 and 4. The coverage for these tests is 011 and 100, respectively. Therefore, the final coverage is 011 | 100 = 111.

6.2.4. Counterexample

At first, it seemed that sorting the inputs gives optimal results. However, the following counterexample suggests that it is not the case. For our modified algorithm, the optimal substructure property cannot be guaranteed, and hence the outcome of the algorithm might not be optimal.

In this section, we present a counterexample that shows that the algorithm is not optimal.

Input:
- \( v := [011110, 111000, 000111] \) (values/ test coverage bit sequences)
- \( w := [1, 2, 3] \) (weights/ test durations)
- \( n := 3 \) (number of items/ tests)
- \( W := 5 \) (knapsack capacity/ available test time in hours)

When running the algorithm as described for this data, we get the following matrix, and items 1 and 2 are selected. The combined value (coverage) for these items is 111110. However, if the algorithm were to give optimal results, then items 2 and 3 should have been selected, giving combined coverage as 111111.
The reason that the algorithm does not give the optimal solution is that first, the optimal result (111111 in this case) does not appear as a solution to any of the subproblem. Secondly, doing bitwise OR instead of the addition operation and counting number of set bits to determine maximum out of two numbers in line 8 of the algorithm alters the algorithm in a way that it no longer possesses optimal substructure property and hence does not give the optimal result.

<table>
<thead>
<tr>
<th></th>
<th>0</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
<td>011110</td>
<td>011110</td>
<td>011110</td>
<td>011110</td>
<td>011110</td>
</tr>
<tr>
<td>2</td>
<td>0</td>
<td>011110</td>
<td>011110</td>
<td>111110</td>
<td>111110</td>
<td>111110</td>
</tr>
<tr>
<td>3</td>
<td>0</td>
<td>011110</td>
<td>011110</td>
<td>111110</td>
<td>111110</td>
<td>111110</td>
</tr>
</tbody>
</table>
6.3 Example of an integrated solution

Below is an example showing the working of the proposed system having two modules: Defining and calculating coverage, and test selection.

The example mentioned in Figure 13 has the following data:

**Scenario:** Find test set, given: max time to execute tests is 6 hours. The dataset consists of the test logs for Test 1, Test 2, and Test3.

**Procedure:**
*Step 1:* Input test logs to the test log parser.
*Step 2:* Test log parser generates data for the coverage models.
*Step 3:* Binary 1 or 0 is assigned to the observable nodes of the coverage trees depending on if a feature is observed or not in the test log.

Test 1 and Test 2 selected with coverage (0110) | (1000) = 1110. total time = 2+3 = 5 hr.

Test 1 = 0110, T = 2
Test 2 = 1000, T = 3

Figure 13 Example of working of the proposed solution
**Step 4:** The coverage trees for tests assign the value to the observable nodes the test.

**Step 5:** Based on the assigned coverage values, the coverage model calculates the coverage for the test as follows:

<table>
<thead>
<tr>
<th>Step</th>
<th>Test</th>
<th>Coverage</th>
<th>Time</th>
</tr>
</thead>
</table>
| 1    | Test 1 | 0110     | 2 hr.
| 2    | Test 2 | 1010     | 3 hr.
| 3    | Test 3 | 0010     | 1 hr.

**Step 6:** The coverage values with the time taken by the tests are stored in the coverage database.

**Step 7:** The test selection algorithm reads the coverage values from the coverage database.

**Step 8:** The test selection algorithm takes max time to execute tests from the user; in this case, 6 hr.

**Step 9:** The test selection algorithm operates on the coverage data and time taken by the tests. Here for the given data, Test 1 is selected as it covers maximum features (two out of four). Out of Test 2 and Test 3, Test 2 is selected as Test 2 covers a feature that Test 1 and Test 3 do not cover. The given time limit is 6 hours. After the selection of Test 1 and Test 2, we still have time left to choose Test 3. However, choosing Test 3 does not add to the coverage, and hence Test 3 is discarded.

**Step 10:** The result of test selection is displayed to the user.
6.4 Technological choices
To develop the project according to the architecture and the design choices, the tools and technologies were selected. This selection was made during the architecture phase. This section explains the choices for selecting tools and technologies to develop this project.

6.4.1 Defining and calculating coverage
For defining and calculating coverage, a model-based approach is used. The technology choice pertaining to the model-based approach is as follows:

<table>
<thead>
<tr>
<th>Technological choice 1:</th>
<th>“JetBrains MPS 2018.3 is used for modeling DSL.”</th>
</tr>
</thead>
<tbody>
<tr>
<td>Rationale:</td>
<td></td>
</tr>
<tr>
<td>i.</td>
<td>JetBrains MPS had a projection-based.</td>
</tr>
<tr>
<td>ii.</td>
<td>MPS can be used to generate code that is not the only base language, which is Java-like but other programming languages as well. For this project, the code is generated in Python.</td>
</tr>
</tbody>
</table>

Discarded alternative:
- i. **Xtext**: The first reason to discard Xtext was the VirtualFab group wanted to use MPS explicitly over Xtext in order to explore MPS. Xtext is a traditional parser-based approach that works with ordinary textual files. The main difference is that in MPS, you can edit the model directly, while in Xtext, one can edit the syntax, and the model is generated/parsed. Working directly on the model in the case of MPS makes it more powerful.

<table>
<thead>
<tr>
<th>Technological choice 2:</th>
<th>“Python2.7 code is generated from the coverage models.”</th>
</tr>
</thead>
<tbody>
<tr>
<td>Rationale:</td>
<td></td>
</tr>
<tr>
<td>i.</td>
<td>The generated code needs to be modified or further developed by the testers for the purpose of coverage calculation. Python 2.7 is the most preferred programming language for the VirtualFab group to work on. In order to use Python 2.7 as code generation language in MPS, the plaintextgen plugin needs to be installed in MPS.</td>
</tr>
</tbody>
</table>

Discarded alternative:
- ii. **Code generation in Java**: MPS JetBrains, by default, generates code in Java-like language. However, the VirtualFab group is more acquainted with Python 2.7, and hence this alternative was discarded.
Technological choice 3:
“Use ANTLR 4.0 to parse test logs.”
Rationale:
   i. The test logs are used to check if a feature is tested by a test or not. However, the test logs are in plain text. This needs to extract and group the information for the test log, which can confirm the observance of the feature.
   ii. ANTLR is a powerful parser generator. From a grammar, which is a formal language description, ANTLR generates a parser. This parser can automatically build the parse trees. ANTLR also enables creating the tree walkers, which can traverse the parse tree and access the nodes of the tree for further processing. Using ANTLR makes it easy to write a parser that can be adapted to changes merely by changing grammar rules.
Discarded alternative:
   i. Writing a parser from scratch using programming language: Writing a parser from scratch using a programming language not only takes a lot of effort but is also less flexible to changes. For making new changes, the amount of effort required would be more as compared to using a framework like ANTLR

Technological choice 4:
“Use MongoDB to store coverage values of the tests.”
Rationale:
   iii. MongoDB is a NoSQL Database. This enables having a dynamic schema for unstructured data. This is particularly beneficial for this project because the schema of coverage data can change over a period.
   iv. MongoDB is horizontally scalable, which helps reduce the workload and scale with ease. Horizontal scaling means scaling is done by adding more machines into the pool of resources. Dynamically scaling up is easier with horizontal scaling.
Discarded alternative:
   i. Using relational Database: The scaling in a relational database is vertical. This means to scale up one needs to add more power in terms of CPU and RAM to an existing machine. This limits the scaling based on the capacity of a single machine. Also, there might be issues with downtime if one machine is down. Apart from this, relational databases need to define the schema early on, and making changes to the existing schema is not easier as compared to a non-relational database like MongoDB. Hence this choice was discarded.
6.4.2 Test selection Algorithm
The technological choice for developing the test selection algorithm is as follows:

**Technological choice 5:***

*The test selection algorithm is implemented using Python 2.7.*

**Rationale:**

i. The stakeholders are more acquainted with Python 2.7. Hence, the algorithm is implemented using Python. So later, it becomes more convenient for stakeholders to modify and maintain the test selection algorithm with their current skill set.
7. Implementation and Validation

7.1 Introduction
The implementation of the project is based on system architecture and system design. There are two main parts in implementation: 1. The DSL and model, and Test Log Parser 2. Test Selection Algorithm. The below section describes the implementation details of these two parts.

7.2 Measuring coverage

7.2.1 Domain-Specific Language and Models
The purpose of domain-specific language (DSL) is to allow the users to describe their own notion of coverage using domain-specific words. This DSL is created using MPS JetBrains 2018.3. Dialects and domain-specific lingo help people to communicate specifically and effectively. MPS brings the same flexibility into the world of programming languages. Unlike traditional programming languages with strict syntax and semantics, MPS allows a language to be created, altered, or extended by its users[10]. The below figure shows the sample concept from DSL.

```plaintext
concept Tree extends BaseConcept
  implements INamedConcept
  IMainClass

instance can be root: true
alias: tree
short description: A tree describes a decomposition of a coverage concept.

properties:
<< ... >>

children:
domain : Domain[0..1]
allowed_child_domains : Domain[0..n]
root : AbstractNode[1]

references:
<< ... >>
```

Figure 14 Tree concept from DSL

Above Figure. 14 shows the concept Tree from the DSL. The DSL has various concepts like Tree, which is the root node, Category Node, which allows users to allocate the category of coverage tree, Observable Node, which allows defining what needs to be observed in order to confirm coverage, and Reference Node which allows referring other Trees. Apart from these, two other concepts called domain and allowed_child_domain are also part of DSL. The domain allows the user to define the domain of a particular coverage tree, where examples of the domain can be TWINSCAN, YieldStar, etc. The field allowed_child_domain describes the domains of the other Trees that a Tree is allowed to reference.

Using the DSL, users can make Models. Models are actual instances created using the DSL. Below a sample model for SECS communication can be seen. This Tree can be referenced by Trees for TWINSCAN or YieldStar, which involves SECS Communication. The root node of the tree is Communication, which belongs to domain SECS and allowed domain is SECS. Allowed domain SECS determines that the Communication tree can have reference to other trees that also belong to the SECS domain.
In Figure 15, a user first needs to create the model using the DSL. Python code is generated for each model. This python code then reads the data from the Test Log via the Parser. But since the Abstract Syntax Tree (AST) transformation of the Parse Tree is missing, the generated code is not able to read the observables directly from the parser. Implementation of AST transformation is part of future work. In the absence of this transformation, testers currently need to manually enter the values of observable in the generated code. Once the user enters the values of observable in the generated code, the coverage values are calculated and stored in the MongoDB database.
7.2.2 Parser for Test Logs

The parser for the test logs is created using ANTLR 4. ANTLR (ANother Tool for Language Recognition) is a powerful parser generator for reading, processing, executing, or translating structured text or binary files. It's widely used to build languages, tools, and frameworks. From a grammar, ANTLR generates a parser that can build and walk parse trees\[1\]. Currently, the parser has some grammar rules which enable us to parse the test log to an AST. Below figure 16 shows the sample of AST generated for a sample test log.

![Sample test log](image)

**Figure 16 Sample test log**

The AST shown in Figure 17 can be traversed through the TreeVisitor created in ANTLR. The TreeVisitor allows us to traverse and extract information from the AST. This extracted information is useful to provide values for observable in the coverage model.

7.2.3 Test Coverage Database

A test coverage database is created using MongoDB 4.0.10. MongoDB had a collection which can be seen as a table in SQL. In place of records or rows in SQL, MongoDB has documents.

Test Coverage Database currently has 100,000 documents. Each document has the fields as shown in figure 18.
Figure 18 Structure of document in Test Coverage Database.

Figure 18 shows that each document has object_id, which is a default field in MongoDB. Test coverage has a datatype string. Test coverage is in a binary stream, and hence it should have Int64 as its datatype. However, Int64 allows having the number of observables of length, only 8 bytes. While storing the coverage data as a string makes it possible to store much larger bitstreams than 8 bytes. Currently, the bitstream with 100,000 bits is converted into a string and stored in a database which otherwise with Int64 could only have been 64 bits.

7.3 Test Selection Algorithm

For the test selection algorithm, a modified 0-1 Knapsack algorithm is implemented using dynamic programming. This algorithm is implemented using Python 2.7. The algorithm reads the coverage values in bitstream from the coverage database in MongoDB. Apart from reading coverage values, the algorithm needs one user input, and that is the maximum time available to run the test set.

Below experiments are conducted with 100,000 tests, each having 64 observables. The data for the same is generated randomly since there is no real data available. However, on the availability of real data, there shall be no changes in solution as the fabricated data is created to have a similar format as the real data.

Below Figure 19 shows the database created in MongoDB. Dataset for each test is stored in one document; hence, for 100,000 test data, 100,000 documents are created in the database. The total size of the database is 8.6mb, which indicates that storing the coverage data of tests in MongoDB is not heavy on memory.

Figure 19 Test Coverage Database having 100,000 test coverage entries.
A detailed view of the sample data inside a coverage database can be seen in Figure 20. In MongoDB, each document is given a unique id which can be seen in the _id field in Figure 20.

![Figure 20 Detailed view of data in Coverage Database.](image)

The Test Selection Algorithm reads data from the above-mentioned Coverage Database. Figure 21 shows the screen of the Test Selection Algorithm. The GUI is made in python using the TKinter package.

![Figure 21 Test Selection Algorithm](image)
Figure 22, Figure 23, and Figure 24 shows the output of the Test Selection Algorithm for 8 hours and 16 hours, respectively. The time taken to execute the algorithm with database operations can also be along with a selection of the tests.

Figure 22 Test Selection Algorithm for 8 hours of total time to execute the tests.

Figure 23 Test Selection Algorithm for 16 hours of total time to execute the tests.
Figure 24 Test Selection Algorithm for 24 hours of total time to execute the tests.

Above Figure. 24 is a screenshot captured for the Test Selection Algorithm when a total of 24 hours are available to execute the tests. The above results show that out of 100,000 tests, 6 tests are selected based on their coverage values when available time is 24 hours. The algorithm took 145.45 seconds to display the result of test selection.

The following results show the execution time of the Test Selection Algorithm. For the sake of this experiment, the number of observables each test has is 1000.
Figure 45 Graph of no of tests vs. execution time for Test Selection Algorithm for 10,000 tests and 1000 observables
Figure 26 Graph of no of tests vs. execution time for Test Selection Algorithm for 100,000 tests and 1000 observables

Figure 25 and 26 shows the execution time of the Test Selection Algorithm. From the graphs, it can be seen that for 100,000 tests, each test having 1000 observable and max time to execute selected time are 24 hours, then the Test Selection Algorithm selects the tests in 58.48 mins. It is not feasible for a human to go through 100,000 tests and determine which tests to select based on their coverage values. The algorithm is scalable in terms of handling the number of tests and the number of observables.

7.3.1. Analyzing the results of Test Selection Algorithm

The test selection algorithm proposed as a solution is a modified 0-1 Knapsack algorithm with dynamic programming. The time complexity of the proposed Test Selection Algorithm is O(NTM) where:

N = Number of tests
T = Total time available to execute the tests
M = Total number of observables each test has.

We cite pseudo-polynomial time from the source[12]:

“In computational complexity theory, a numeric algorithm runs in pseudo-polynomial time if its running time is a polynomial in the length of the input (the number of bits required to represent it) and the numeric value of the input (the largest integer present in the input). In general, the numeric value of the input is exponential in the input length, which is why a pseudo-polynomial time algorithm does not necessarily run in polynomial time with respect to the input length”.

The proposed solution runs in the pseudo-polynomial time since the number “T” that is Total time available to execute the tests, requires log T bits to represent T.
7.4 Pros and cons of the proposed solution

The pros and cons of the proposed solution are as follows:

Pros:
1. The proposed solution allows users to define their own notion of coverage. This makes the solution usable for a different notion of coverages.
2. The domain experts can use domain specific keywords, which they are more acquainted with, to describe the notion of coverage instead of using a general programming language.
3. A uniformity about the notion of coverage can be established across the team using the proposed solution.
4. The coverage module and the test selection module can be used independently as long as the coverage is represented in bitstream format.
5. The proposed test selection algorithm adds benefit over manual test selection by making the test selection process automatic and scalable.
6. The test selection algorithm has an execution time that is fairly acceptable by stakeholders.
7. The resource consumption by the algorithm is low as compared to the resources consumed to execute actual tests.

Cons:
1. The users must be acquainted with the model-driven approach to use the proposed coverage module.
2. The proposed test selection algorithm does not guarantee an optimal solution.
3. The execution time and hence, the time complexity of the proposed test selection algorithm depends on the value of the maximum available time and the number of tests. So in case of higher values for maximum available time and the number of tests, the execution time would be slower.
8. Conclusion

Due to technological advancements, the systems at ASML are becoming more complex. It is crucial for ASML to test the systems such as TWINSCAN, YieldStar, and LCP to ensure the quality of its customers. It is essential to test that these three systems are interoperable. The VirtualFab group at ASML carries out the interoperability tests. With new features and changes being made to these systems, the number of tests is exponentially increasing. However, the resources to handle these tests are not increasing exponentially. This leads to a test explosion. In spite of the test explosion, the quality of the testing is not guaranteed because an increased number of tests does not necessarily mean that the test coverage is increasing. This leads to inefficient testing. The proposed solution, “Increasing Test Efficiency,” deals with the problem of inefficient testing.

The proposed solution enables the users to describe their own notion of coverage and calculate coverage using a Domain Specific Language (DSL). The generic nature of the DSL allows it to be used for other domains and environments where expressing and calculating coverage is essential. Based on the calculated coverage, the algorithm “Modified 0-1 Knapsack with Dynamic Programming” does the test selection. The test selection is made so as to avoid the execution of those tests which do not increase the test coverage. This algorithm selects the test set in such a way that the tests are selected based on their coverage in a given amount of time. The proposed test selection algorithm is independent of the notion of coverage; in this case, the algorithm works for any notion of coverage expressed in bitstreams. This also allows the algorithm to adapt easily to changes in the notion of coverage.

The proposed solution decreases the number of tests to be executed by selecting the tests based on their coverage values. This makes the proposed solution cost-effective as it selects tests and hence decreases the unnecessary usage of resources. Also, the proposed solution is fast as it can be executed in pseudo-polynomial time with time complexity of $O(NTM)$ where $N =$ number of tests, $T =$ maximum time available to conduct tests, and $M =$ number of observables in each test. The modular nature of the solution enables the solution to be easily adaptable to the changes. This project shows that it is beneficial for ASML to use and develop further on the proposed solution.
9. Future Work and Recommendation

This project is a proof of concept that in order to increase test efficiency, it is essential to know the coverage of the tests and make test selection. The results show that the proposed solution can be used to define and calculate coverage and carry out test selection even in case of a large number of tests. However, the proposed solution has not been validated yet. We suggest to first compare the outcome of the proposed solution to the current way of working (manual test selection), to determine what the value is.

In addition, we give some suggestions to extend the current solution:

**Integration with test execution framework:** The current system can be interfaced with the test execution framework. So that the selected tests can be automatically executed by the test execution framework.

**Report generation:** The current solution can be extended to be able to generate reports for coverage and test selection based on which view on data that is required by the stakeholders. Such scenarios can include but not limited to:

1. The report can be generated to give suggestions on how much coverage can be increased if there would be more time to execute the tests. With such a report, the user can decide if they want to increase the maximum time to have better coverage.

2. The report that can show the changes in coverage of tests over a period of time can be generated. This can help to get more insight into parameters affecting the change in coverage of a test.

**Predictive coverage:** The coverage database can also be used as a training dataset for a predictive coverage algorithm. The predictive algorithm can look at the coverage of the new test and can predict as how much coverage can be increased for a given time if the new test is selected.

**Reverse selection:** The algorithm can be modified to take coverage as input, and the output of the algorithm should be how much time would be required to achieve that coverage and using which tests.

**Feature priority:** The algorithm can be modified for tests to be selected based on coverage and (variable) feature priority by pre-processing the input data.

Assume the coverage model describes six features, of which the first three are not important for the upcoming test execution. Then the feature priority can be represented by the following sequence of bits:

\[ p = 000111 \]

Assume we have three test cases with the following coverage; then we can pre-process these values by doing a bitwise-AND with the priority bits \( p \).

<table>
<thead>
<tr>
<th>Input</th>
<th>Priority (p)</th>
<th>Pre-processed input</th>
</tr>
</thead>
<tbody>
<tr>
<td>011100</td>
<td>000111</td>
<td>000100</td>
</tr>
<tr>
<td>001110</td>
<td></td>
<td>000110</td>
</tr>
<tr>
<td>000111</td>
<td></td>
<td>000111</td>
</tr>
</tbody>
</table>

The algorithm does not have to be modified to use the pre-processed input.
10. Project Management

This section elaborates on the project management activities carried out during the lifetime of the project.

10.1 Work-Breakdown Structure (WBS)

In this section, the Work-Breakdown Structure of the project is discussed. The project is divided into four main categories: Planning and Management, Analysis, Design and Implementation, and Documentation. Figure 27 shows the detailed activities conducted in each category.

![Work-Breakdown Structure of the Project](image)

10.2 Project plan

The project is planned according to the work breakdown structure. The planning was updated during the lifetime of the project in case of early or late completion of the task. The project planning was done using Gantt-chart created using excel.

Every month, a Progress Steering group (PSG) meeting was held to update the stakeholders about the status of the project. The meetings allowed the supervisors to give feedback on the work and the planning of the project. Necessary changes were made to incorporate the feedbacks of the supervisors. Figure 28 shows only high-level project planning. The major activities described in high-level planning was further divided into concrete tasks. For planning the tasks, the Jira board was used. Jira is a proprietary issue tracking software, in which sprints can be planned, and for each task, Jira tickets can be made and kept track of. For this project, Jira tickets were made to keep track of the tasks over a period of sprints where each sprint was of 2 weeks duration.

The two weeks sprints during the first half of the project were essential, as working in sprints helped to define clear short-term goals. This was necessary during the early stages of the project.
when the uncertainties and vagueness of the tasks were higher as compared to the mid and later part of the project. The uncertainties and vagueness were higher. Once an initial proof of concept was ready, the uncertainty about the chosen approach was reduced.

Figure 28 High-level project planning

The snippet of detailed planning for documentation can be seen in Figure 29.

Figure 29 Snippet of detailed planning for documentation
## 10.3 Risk Management

Identifying risks and managing risks is essential for a project to succeed. The identified risks and actions to be taken for avoiding the risks are shown in Table 7.

<table>
<thead>
<tr>
<th>Risks</th>
<th>Who might be harmed, and how?</th>
<th>What are you already doing?</th>
<th>Do you need anything else to control risk?</th>
<th>Action by Who?</th>
<th>Action by when?</th>
</tr>
</thead>
<tbody>
<tr>
<td>A different idea of the “expected” result of the project.</td>
<td>Stakeholders and Me. I might deliver something which was not expected.</td>
<td>Regular meetings to be on the same page</td>
<td>No.</td>
<td>Me</td>
<td>After regular meetings</td>
</tr>
<tr>
<td>The end product might not be usable for the team</td>
<td>Team and Me</td>
<td>Verification by demonstrating to supervisors at regular intervals.</td>
<td>To demo the first version and get feedback from the team</td>
<td>Me</td>
<td>Regularly</td>
</tr>
<tr>
<td>Enough data might not be available for processing</td>
<td>The result of the project might not be verifiable.</td>
<td>Talked to stakeholders about arranging the data.</td>
<td>Yes, to have a regular follow up on this.</td>
<td>Me, Roger Lahaye, Rick Smetters</td>
<td>Changed the scope of the project after the first two months.</td>
</tr>
<tr>
<td>The learning curve for technologies might be high</td>
<td>The project deliverables might get delayed.</td>
<td>Learning technologies</td>
<td>No.</td>
<td>Me</td>
<td>Regular during the entire duration</td>
</tr>
<tr>
<td>Leaking confidential data</td>
<td>ASML, Me,TU/e</td>
<td>Following the NDA</td>
<td>No</td>
<td>Me</td>
<td>Regular action of correctly labeling the data confidential, not sharing confidential data. Getting approval from ASML technical Board before publishing or sharing content.</td>
</tr>
<tr>
<td>Issue</td>
<td>Responsible Party</td>
<td>Action Plan</td>
<td>Monitoring Plan</td>
<td>Frequency</td>
<td></td>
</tr>
<tr>
<td>----------------------------------------------------------------------</td>
<td>-------------------</td>
<td>-------------------------------------</td>
<td>-----------------------------------</td>
<td>----------------------------------------</td>
<td></td>
</tr>
<tr>
<td>Not being able to finish the project on time</td>
<td>ASML, Me, TU/e</td>
<td>Plan and execute. Prioritize the tasks and de-scope if necessary</td>
<td>Regularly monitoring progress to check if deadlines are met</td>
<td>Regularly during the project lifetime.</td>
<td></td>
</tr>
</tbody>
</table>
11. Project Retrospective

This chapter reflects upon the overall experience of working on this project. Moreover, this chapter also revisits the design criteria to show the convergence of decided design criteria and actual design.

The project initially started as a vague statement, “Increasing test efficiency.” Being completely new to the domain of the company and the team, it was first essential for me to understand the context of the problem statement. The first few weeks were spent understanding the domain, the problem, and what stakeholders want. This process went on smoothly for me due to cooperation from stakeholders. The challenge was to come up with the solution, which is generic enough to be adaptable for a different domain of testing. The learning curve of the technologies used for the project was steep. However, investing more time in technologies made things work better over a period of time.

The uncertainty about the chosen approach for the project was higher during the first half of the project. This was because there existed no proof of concept for the proposed ideas. However, a proof of concept of the partial solution was created during the early stages of the project. This gave more confidence in the chosen approach for the proposed solution. The planning had to be revised during the creation of the proof of concept as the exact estimations of the efforts required to construct the proof of concept were non-trivial. This was due to the fact that understanding the domain and using new technologies had a steep learning curve. The most challenging part of the project was to construct the Domain-specific language such that it is generic enough to be used to define coverage for other domains that need to be tested. This was because a DSL is supposed to be adhering to the domain. However, here, the goal was to give a generic DSL, which in itself would not be dependent on the domain and still unable to capture the domain.

This project allowed me to learn things on higher as well as lower abstraction. This project, in particular, made me aware of the work culture and team dynamics in ASML. This experience will help me with my carrier henceforth.

Below section revisits the design criteria mentioned in section 4.2.3

11.1 Revisiting design criteria

The design criteria mentioned in section 4.2.3 is the criteria that this project should be addressing. This section reflects upon how well the design criteria are reflected in the actual design.

**Loose coupling:** The coverage definition and calculation module and test selection module are designed in a way that allows these modules to be used independently. These modules are connected through a coverage database. The coverage module calculates the coverage and stores in the coverage database. The test selection module reads from the coverage database. Hence, the change in one module does not affect another module.

**Ease of use:** The proposed solution involves domain specific language. This allows the domain experts to define coverage using domain-specific words, which makes it easier for them to describe the coverage as compared to using traditional programming language. Also, the code is generated based on the coverage models, which makes it easier for tests to use the coverage models as they don’t have to code from scratch.

**Scalability:** The proposed solution currently works for 100,000 tests. However, the solution is designed such that it can work for an increasing number of tests. To achieve this, the test selection algorithm is optimized such that it takes the test coverage as bitstream and then operates
on the bitstream. The operations on bitstream are faster as compared to other complex data. This allows executing the algorithm for an increasing number of tests.
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