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A B S T R A C T
The reliance on asymmetric public key cryptography (PKC) and symmetric encryption for cyber-security in current telecommunication networks is threatened by the emergence of powerful quantum computing technology. This is due to the ability of quantum computers to efficiently solve problems such as factorization or discrete logarithms, which are the basis for classical PKC schemes. Thus, the assumption that communications networks are secure no longer holds true. Quantum Key Distribution (QKD) and post-quantum cryptography (PQC) are the first cyber-security technologies that allow communications to resist the attacks of a quantum computer. To achieve quantum-resistant communications, the aforementioned technologies need to be incorporated into a network security protocol such as Transport Layer Security (TLS). In this paper, we describe and implement two novel, hybrid solutions in which QKD and PQC are combined inside TLS for achieving quantum-resistant authenticated key exchange: Concatenation and Exclusively-OR (XOR). We present the results, in terms of complexity and security enhancement, of integrating state-of-the-art QKD and PQC technologies into a practical, industry-ready TLS implementation. Our findings demonstrate that the adoption of a PQC-only approach enhances the TLS handshake performance by approximately 9% compared to classical methods. Furthermore, our hybrid PQC-QKD quantum-resistant TLS comes at a performance cost of approximately 117% during the key establishment process. In return, we substantially augment the security of the handshake, paving the road for the development of future-proof quantum-resistant communication systems based on QKD and PQC.

1. Introduction
Quantum-resistant cryptography and communications have emerged as the response to withstand the potential security attacks by an adversary using quantum computers. Although the time-frame for such a threat to materialize is still unknown, there are already major concerns in regard to cybercrime and privacy because, for most Internet users, information is transported over public infrastructures handled by third parties. Hence, extremely sensitive data is often exposed to vulnerable communication channels.

Currently, the security of critical information is provided primarily by a mix of asymmetric public key cryptography (PKC) and symmetric encryption schemes. PKC schemes include Rivest–Shamir–Adleman (RSA), Elliptic-curve Diffie–Hellman (ECDH) or the Digital Signature Algorithm (DSA), while a predominantly employed symmetric encryption algorithm is the Advanced Encryption Standard (AES) [1–5]. In essence, PKC schemes agree upon and share a session key, which is later on used for symmetric encryption, a technique still considered to be quantum-resistant [6].

The security guarantees of PKC rely on the computational difficulty associated with solving specific mathematical problems (e.g., factorization, discrete logarithms) within a reasonable amount of time. However, since the publication of Shor’s algorithm [7,8], it is well known that the development of powerful-enough quantum computers can compromise classical PKC schemes, making current data communications vulnerable. In addition, the development of such systems might not be very distant: massive investments have been launched across the world and scenarios where modern encryption systems are affected by quantum attacks are relatively likely to occur within the next decades.

Indeed, the National Institute of Standards and Technology (NIST) estimates, supported by [9], that there is a 50% chance that a quantum computer capable of breaking RSA-2048 will be built by 2031 [10].

Therefore, the vulnerabilities of classical cryptography in regards to quantum attacks require immediate attention. With strategies such as...
Networking scenario. Our contributions can be summarized as follows: achieving enhanced security. We also aim to analyze the performance of TLS protocol in which QKD and PQC can complement each other for securing communications, now protected by two different quantum-resistant cryptographic assumptions.

The remainder of the paper is structured as follows. Section 2 gives an overview of QKD and PQC and related work on quantum-resistant communications. Section 3 addresses the transition from classical to quantum-resistant TLS via the aforementioned technologies. Section 4 introduces our proposed quantum-resistant TLS architecture and illustrates two ways in which QKD and PQC can be combined. Section 5 presents the obtained results and the corresponding analysis. Finally, Section 6 summarizes and concludes the article.

2. Background and state of the art

The quantum computing threat has recently raised the need for current networks to transition towards implementing quantum-resistant communications. In this regard, there are industry, academic and governmental projects that are pushing towards the adoption of both QKD and PQC within network security protocols such as TLS.

2.1. Quantum Key Distribution

QKD is a cryptographic technique that aims at the secure distillation of a secret key as a result of successfully transmitting quantum signals among authenticated partners [18]. In any given QKD scenario, there are at least two authorized partners (transmitter and receiver), connected via two channels. First, a quantum channel that is used to transmit the quantum signals that are later on used to distill a secret key. In addition, an authenticated service channel is used for both key distillation and post-processing. The authenticated channel allows both the transmitter and receiver to perform tasks such as error correction and privacy amplification on the key. The calculated quantum bit error rate (QBER) can be used to accurately estimate the amount of information leaked during the exchange, and allows transmitter and receiver to limit this leakage as much as desired [19].

While classical and QPC cryptography algorithms rely on the mathematical complexity of solving a given problem (e.g., factorization, discrete logarithms, shortest vector problem, etc.), the security of QKD relies on two theorems of quantum physics. The no-cloning theorem [20] and Heisenberg’s uncertainty principle [21]. The first states that it is impossible to obtain an identical copy of an arbitrary unknown quantum state. The second explains that the measurement of a quantum signal causes a perturbation in its state that cannot be recovered. Hence, any attempt to eavesdrop in the quantum channel will inevitably alter the state of the quantum signals exchanged, alerting the involved parties of the presence of an eavesdropper.

After the transmission of the quantum signals has happened, both the transmitter (Alice) and receiver (Bob) can execute a series of post-processing operations in which it is estimated how much information about the quantum signals has been leaked to an outside party. If the post-processing operations reveal the presence of an eavesdropper on the quantum channel during the transmission of quantum signals, Alice and Bob abort the protocol. Otherwise, Alice and Bob can distill a key whose security is guaranteed by the laws of quantum physics [18].

Upon completing the process, the resulting shared keys are stored symmetrically in both the transmitter and receiver’s key management...
systems (KMS), from which both client and server applications can retrieve the same QKD-based key via the application programming interface (API) defined in [22]. Guaranteeing the security of this interface is essential for the correct implementation of a QKD system. In this regard, the secure application entities (SAE) requesting keys must be located within the same secure point-of-presence as its corresponding QKD nodes, thus providing the key delivery API with an extra intrinsic security [22]. The QKD key retrieval API is used to retrieve both a base64 encoded key and its corresponding key identifier (key ID). The key ID is a 36-bytes universally unique identifier (UUID) that must be transmitted through a classical communication channel.

Fig. 2 presents a simplified architectural overview highlighting the essential elements required for integrating QKD into a network security protocol. Such a system encompasses at least a pair of QKD modules, key management servers, and secure application entities (e.g., TLS client and TLS server). Fig. 2 also highlights three main steps that allow the same quantum key to be obtained at both endpoints of the communication: (1) key retrieval on client’s side; (2) key id notification; and (3) key retrieval on server’s side. These steps are common to any network security protocol, including TLS, prospect to use QKD-based keys. Upon the successful completion of the process, the resultant QKD-based key must be used as a common, shared secret that allows it to perform symmetric encryption. If implemented properly, QKD is an information-theoretic secure (ITS) primitive independent of any future algorithmic advance, including the development of machines with unbounded computing power [23].

It must be noted that, in order to take full advantage of the ITS primitive that QKD offers, it must be used in combination with an ITS symmetric encryption primitive, such as the one-time pad (OTP) [24]. While OTP encryption is theoretically secure, it has practical limitations for use in current communications. OTP encryption requires a truly random secret key that must be at least as long as the message itself. In addition, to provide statistical security, session keys can be used only once for encryption. The key generation process required by OTP introduces significant time overhead before a message can be encrypted. Therefore, OTP is suitable for scenarios where short messages with high security requirements are encrypted, but is less practical than other symmetric encryption algorithms when encrypting long messages that would require equally long keys. Nonetheless, although the combination of QKD with a quantum-resistant authenticated encryption with associated data (AEAD) encryption algorithm (e.g., AES-256 GCM) does not provide ITS security, it is still resistant to quantum computers [25].

The main challenge for QKD lies in the existing trade-off between secret key rate (SKR) generation and distance among QKD nodes. As the distance and corresponding optical fiber channel loss increase, the SKR decays exponentially [26]. In this regard, significant progress is being made towards overcoming the SKR-distance trade-off limitations of QKD [26,27]. Another significant challenge for QKD is the implementation of a remote key delivery API. Although remote key delivery is a desirable feature that would largely improve the usability of QKD keys, it would require the secure delivery of the key between the SAE and QKD node to be done via classical or post-quantum cryptography. However, this would undermine the security of the system as the key will already be exposed via a ‘weaker’ cryptographic algorithm. Therefore, the current standard [22] determines that both the QKD node and requesting SAE must be in the same point-of-presence.

2.2. Post-quantum cryptography

PQC is a set of novel cryptographic algorithms that remains secure under the assumption that an attacker has access to a fault-tolerant quantum computer. Unlike QKD, PQC maintains the same functional principles seen in classical asymmetric cryptography, such as key-pair generation, digital signatures, key-establishment or key encapsulation/decapsulation [28]. While the mathematical problems that are the base for classical cryptography (e.g., large factorization and discrete logarithms) have been proven insecure against quantum computers [8], PQC has identified and based its security on mathematical operations such as lattice-based or hash-based cryptography, for which quantum algorithms offer little to no advantage in speed [29].

NIST has recently conducted a contest for quantum-resistant alternatives to current pre-quantum cryptography. The algorithms that entered the competition were designed for two main tasks for which PKC is normally used. General public-key encryption, used to protect information that is exchanged through a public network, and digital signatures, used for identity authentication and verification of message authenticity among other purposes. As a result, in July 2022, NIST announced the winning algorithms of the competition. For both public-key encryption and digital signatures, NIST has selected algorithms of the ‘Cryptographic Suite for Algebraic Lattices’ (CRYSTALS) family. CRYSTALS security is based on hard problems over module lattices and is designed to withstand attacks by large quantum computers. Regarding digital signatures, NIST has selected three different algorithms, CRYSTALS-Dilithium, Falcon and SPHINCS+ (read as ‘Sphincs plus’) and recommends using CRYSTALS-Dilithium as the primary digital signature algorithm. For public-key encryption, NIST has selected CRYSTALS-Kyber,a key-encapsulation mechanism (KEM) that is secure against indistinguishably under adaptive chosen-plaintext attacks (IND-CCA2). This selection was due to its optimal encryption key size and the efficiency of its operations, crucial features for ensuring secure and fast encryption [30–32].

The central challenge for some post-quantum algorithms is to meet the demands for usability and scalability of systems while remaining safe against quantum computers. Longer key and signature required by different PQC algorithms might give rise to performance and scalability issues that might demand modifications to protocols and infrastructures [28,33]. Given that PQC represents a novel area in cryptography with ongoing research efforts, there is a risk that algorithms thought to be quantum-resistant might become vulnerable to future algorithmic breakthroughs [34].

As an example, in February 2022, Ward et al. [35] introduced a key recovery attack against Rainbow [36], one of the three third round finalists of the NIST PQC standardization project for digital signatures. The authors claim that breaking Rainbow takes approximately 53 h with a laptop. Moreover, regarding others PQC-based algorithms involved in the NIST standardization project, Castryck et al. [37] presented an efficient key recovery attack on the Supersingular Isogeny Diffie–Hellman protocol (SIDH). These findings make evident the increasing risks associated with only implementing PQC-based algorithms whose security might be challenged by emerging cryptanalytic attacks.
2.3. Related work

In the context of quantum-resistant communications based on QKD and PQC, numerous studies have emerged for finding resilient alternatives to classical authentication and key exchange mechanisms inside TLS. These studies are summarized in Table 1.

Paquin et al. [38] presented a hybrid classical-PQ solution for securing TLS connections within an emulated network scenario developed via the Linux kernel. The analysis presented determined that the TLS handshake completion time was mainly dominated by the cost of both classical and PQ PKC. It was also mentioned that unreliable networks are affected by maximum transmission unit (MTU) size, normally set at 1500 bytes, which is an issue to take into account when implementing PQ primitives with large message sizes. This translated into an increase in the number of network packets exchanged per handshake.

In the same line, Sikieridis et al. [39] assessed the overhead of PQ cryptography on both TLS and the secure shell (SSH) protocols. Dilithium and SPHINCS+ were tested for digital signatures, and Kyber and NewHope were tested for the PQ key exchange. RSA 2048 and ECDH with curve SECP256 were used as a control group for benchmarking PQ-based solutions against classical TLS. The experiment concluded that a hybrid PQ TLS handshake combining SECP256 ECDH with AVX2-optimized kyber512 for the key exchange had a minimal impact on the handshake duration, with approximately ≈1ms of added latency. Finally, the impact of TCP initial congestion window on the overall handshake duration is explained.

The work presented by Nasopoulos et al. [40] explored the implementation of PQ cryptography on resource-constrained devices. The implementation was based on WolfSSL and evaluated the adoption of PQ cryptography in terms of execution speed, memory requirements and size of communication packets. In the study, it is acknowledged that although the performance of certain PQ algorithms might be better than others, bandwidth increases considerably with stronger algorithms.

Mink et al. [41] presented a study on both QKD and the network security protocols in which QKD can be integrated, such as TLS or Internet protocol security (IPsec). The work stated that quantum-resistant public key cryptography (commonly known as PQC) are based on security assumptions of unproven computational complexity, and if those assumptions are shown to be false, the algorithms would be insecure. Thus, incorporating QKD into such protocols is the solution that provides more confidence for the future. To conclude the study, the authors theoretically explained how the QKD-based secret can be integrated into TLS via the pre-master or master secrets, and what changes would be necessary to make.

Buruaga et al. [42] recently described a mechanism to integrate QKD with open-source interfaces, so that the integration of QKD in a network environment will no longer rely on vendor specific implementations. To this end, the authors in [42] investigated the integration of QKD-derived keys into virtual private networks (VPN) technologies via the OpenVPN library, which uses TLS as a mechanism to encrypt information. A methodology for integrating QKD-derived keys into TLS and OpenVPN. However, no results or practical implementation are shown.

Hubermann et al. [43] also presented a mechanism to integrate QKD into TLS as an alternative for adopting quantum-resistant cryptography, thus allowing quantum-secure internet services. The strategy shown aimed to map the QKD key material as the pre-shared key (PSK) for creating a TLS session. It was also claimed in the paper that through the ETSI QKD key retrieval API, the available on-demand QKD keys do not incur in additional latency for performing a TLS handshake. While Hubermann et al. used the same equipment as we do, our practical experiments presented in Section 5 show otherwise. Finally, a proof-of-concept was shown in this work, in which a QKD-TLS tunnel is implemented via NodeJS v13.6.6 and ID Quantique Clavis 3 QKD equipment. Nonetheless, no experimental results, analysis or evaluation of the impact of integrating QKD in TLS was shown.

Regarding implementations that take into account the combination of PQC and QKD for hybrid key exchange, Dowling et al. [44] suggested a mechanism for integrating various cryptographic methods – including classical, post-quantum (PQ) cryptography, and QKD – to achieve quantum-secure hybrid key exchanges. The presented work remarks the importance of building quantum-resistant protocols that can protect both against catastrophic failures and future cryptanalytic attacks, as NIST has already ruled out 13 of the original submissions due to lack of confidence. Furthermore, the authors explained that QKD is an alternate solution that offers unconditional security and because of that, should be taken into account, especially in point-to-point applications such as data center-to-data center communications or metropolitan networks. Different from what we propose, the experiments were performed with simulated QKD equipment, and have not integrated the authenticated key exchange (AKE) proposal into a network protocol such as TLS. Moreover, QKD is used as a source of pre-shared keys that can authenticate the post-quantum key exchange.

Huang et al. [45] described a theoretical mechanism for integrating classical, PQ cryptography and QKD into a network protocol, thus achieving hybrid ‘triple-security’. The study proposes this method to be implemented in solutions such as IPsec or TLS for achieving quantum-resistant communications. Nonetheless, no results or analysis are presented on handshake performance or communication size, nor any practical implementation of the aforementioned protocols.

Shim et al. [46] proposed a system in which PQC and QKD are combined for augmented security. However, this was not done in a hybrid fashion, since the proposed implementation suggests to employ QKD secure communications at the backbone of the network, while PQ cryptography is used to secure communications end-to-end.

Finally, the work presented by Giron et al. [47] provided an analysis of the challenges related with designing a post-quantum hybrid key exchange, and propose to establish a “transitional security”, where the need for establishing a quantum-resistant key exchange is more
TLS Record protocols: established by TLS should provide [52].

At the core, TLS is built on top of a reliable transport layer protocol ensuring privacy and data integrity between the two applications. This way prevents eavesdropping, tampering or message forgery, thus providing security that allows client/server applications to communicate in a confidential manner over the internet between two communicating parties.

3.1. Transport Layer Security

TLS is a network security protocol designed to provide secure communication channels over the internet between two communicating applications. TLS can be added on top of any system, providing a layer of security that allows client/server applications to communicate in a way that prevents eavesdropping, tampering or message forgery, thus ensuring privacy and data integrity between the two applications. At its core, TLS is built on top of a reliable transport layer protocol such as the transmission control protocol (TCP) [51]. The secure channel established by TLS should provide [52]:

- **Authentication**: Communicating peers’ identity needs to be verified before communication can be established. The server side of the channel must always be authenticated. Client-side authentication is optional.
- **Confidentiality**: The data sent over the secure channel travels encrypted, and must only be visible to the rightful endpoints of the communication.
- **Integrity**: Data sent over the channel, even if encrypted, cannot be tampered with or modified by an external attacker without both endpoints noticing, ensuring that the data remains accurate, complete, and trustworthy during transmission.

The TLS protocol consists of two distinct layers: TLS Handshake and TLS Record protocols.

3.1.1. TLS Handshake

As depicted in Fig. 3, the TLS handshake allows communicating parties (client and server) to securely exchange a series of messages for identity verification and negotiation of the cryptographic modes, security parameters and shared key material that will be used for encrypting upcoming communication. The handshake phase must ensure that an attacker cannot interfere during the negotiation of the cryptographic parameters nor have access to the negotiated key material used for encryption. During the handshake, a series of messages are exchanged for completing both authentication and AKE phases. Messages highlighted in red use classical PKC algorithms not resistant to quantum attacks, and thus, need to be replaced by quantum-resistant alternatives.

**Authentication**: In current digital communications, authentication is the process in which two communicating parties can identify each other as the rightful endpoint of the communications. This process is usually done by means of PKC, as it is the only way to engage in communications with an unknown peer, and it is something ubiquitous in almost all existing network security protocols.

For example, TLS provides authentication via X.509 public key infrastructure (PKI) certificates [53]. Such certificates are issued by trusted third parties, commonly known as certificate authorities (CA), and are used to verify the peer’s identity and obtain the public key inside the certificate by leveraging a chain of certificates that goes all the way to a trusted root CA. TLS supports three different authentication modes: authentication of both peers, server-only authentication, and total anonymity.

In the most common TLS authentication scenario, server-only authentication, the server possesses a key-pair (private and public keys) to authenticate itself as a trusted endpoint. The server’s public key is used by other peers (clients) to encrypt communications. This ensures that only the server, who owns the private key, can decrypt the messages that have been encrypted with the matching public key. It must be noted that, by nature, public keys are not designed to be confidential, and can be easily found either in public key servers or embedded within certificates.

Table 2 displays an estimate of the sizes of public keys and signed certificates to be exchanged during the authentication process for the most commonly used algorithms, as recommended by [54]. Longer key sizes can achieve higher security levels, but at the cost of directly
impacting message sizes and processing time, thus adding extra latency to the handshake (shown in Section 5). Therefore, it is crucial to find a balance between the achieved security level and key sizes. In a common authentication scenario, where certificates contain both public key and signature, the presented parameters can be used to calculate the approximate size of the certificate message exchanged during the authentication phase of TLS. The 'certificate' field shown in Table 2 assumes certificates containing only one signature and one public key.

The authentication phase in TLS involves the exchange of several messages between the client and server. As shown in Fig. 3, the messages exchanged during this phase include the client hello, server hello, certificate, server key exchange (for certain ciphersuites), and server hello done messages.

During the exchange of the client hello and server hello messages, the client and server agree on, among other things, the protocol version, selected ciphersuite, and random values to be used later in the protocol. The server's certificate is then sent to the client to allow the client to verify the server's identity using the certificate's signature. The server key exchange message is used in both authentication and key exchange. Within the authentication phase, the client can verify that the public key received belongs to the server whose identity has been previously verified. The server hello done message is sent by the server to indicate the completion of the authentication phase of the handshake. This message signals to the client that it can proceed with the next phase of the key exchange [13].

While the difficulty of deriving the relationship between private keys, public keys and digital signatures has been secure enough until now, the emergence of quantum computers makes these relations 'trivial' to solve, as Shor's algorithm has polynomial time complexity. Thus, potentially allowing attackers to use Shor's algorithm as a way to obtain a private key and impersonate the endpoint of the communications, which can lead users to suffer attacks such as man-in-the-middle (MITM), in which an attacker can insert itself into the communication channel among two endpoints [55]. Then he can establish TLS connections with each victim, relaying the messages among them without either party being aware of the attacker's presence. This setup allows the attacker to gain access to all the plain text exchanged among parties, and even selectively modify the transmitted data. Since both the client and server consider the channel to be safe, all incoming data is considered trustworthy. As a result, an attacker could severely alter the behavior of networks and users, with catastrophic consequences [55].

Authenticated Key Exchange (AKE): Process in which both participating parties generate the cryptographic material needed to establish a secure, shared secret, also known as the master secret. As explained in [13], the negotiation of a shared secret must generate a byte array that is completely unavailable to any eavesdropper. Several asymmetric cryptography algorithms such as RSA and Elliptic-curve Diffie–Hellman ephemeral (ECDHE) are currently used for establishing shared secret key material between authenticated parties. Similar to the behavior of digital signature algorithms represented in Table 2, Table 3 shows that the choice of stronger security levels for key exchange increases the size of the exchanged messages, potentially introducing extra processing and transmission overhead to the handshake when agreeing on a shared secret.

### Table 2

<table>
<thead>
<tr>
<th>Algorithm</th>
<th>Private key</th>
<th>Public key</th>
<th>Digital signature</th>
<th>Certificate (approx.)</th>
</tr>
</thead>
<tbody>
<tr>
<td>RSA 1024</td>
<td>128</td>
<td>128</td>
<td>128</td>
<td>523</td>
</tr>
<tr>
<td>RSA 2048</td>
<td>256</td>
<td>256</td>
<td>256</td>
<td>784</td>
</tr>
<tr>
<td>RSA 4096</td>
<td>512</td>
<td>512</td>
<td>512</td>
<td>1296</td>
</tr>
<tr>
<td>SECP384r1</td>
<td>48</td>
<td>96</td>
<td>103</td>
<td>454</td>
</tr>
<tr>
<td>SECP521r1</td>
<td>65</td>
<td>132</td>
<td>139</td>
<td>529</td>
</tr>
<tr>
<td>PQC - Dilithium1</td>
<td>2096</td>
<td>896</td>
<td>1387</td>
<td>2570</td>
</tr>
<tr>
<td>PQC - Dilithium3</td>
<td>3504</td>
<td>1472</td>
<td>2701</td>
<td>4460</td>
</tr>
</tbody>
</table>

### Table 3

<table>
<thead>
<tr>
<th>Algorithm</th>
<th>Private key</th>
<th>Public key</th>
<th>CipherText/Key ID</th>
</tr>
</thead>
<tbody>
<tr>
<td>ECDHE – x25519</td>
<td>32</td>
<td>32</td>
<td>–</td>
</tr>
<tr>
<td>ECDHE – SECP256r1</td>
<td>32</td>
<td>64</td>
<td>–</td>
</tr>
<tr>
<td>ECDHE – SECP384r1</td>
<td>48</td>
<td>96</td>
<td>–</td>
</tr>
<tr>
<td>ECDHE – SECP521r1</td>
<td>65</td>
<td>132</td>
<td>–</td>
</tr>
<tr>
<td>PQC - Kyber512</td>
<td>1632</td>
<td>800</td>
<td>736</td>
</tr>
<tr>
<td>PQC - Kyber768</td>
<td>2400</td>
<td>1184</td>
<td>1088</td>
</tr>
<tr>
<td>QKD</td>
<td>–</td>
<td>–</td>
<td>36</td>
</tr>
</tbody>
</table>

Tables 2 and 3 can be used to estimate the size of the server key exchange and client key exchange messages exchanged during the AKE phase. Message size corresponds both to the algorithm chosen to perform the AKE, as well as the digital signature algorithm employed by the server to sign the server key exchange message.

The AKE phase includes the server key exchange (for certain ciphersuites), client key exchange, client's change cipher spec, client's finished, server's change cipher spec and server's finished messages. The server key exchange message takes care of delivering the public key. It also includes a digital signature, so that the client can verify the trustworthy origin of the message. Then, the client key exchange message provides the server with the remaining information needed for the AKE. Both client and server's change cipher spec messages indicate that the delivering peer has derived the necessary keys for encryption and decryption, and will switch to the negotiated and newly established security parameters for all future communications. Finally, the finished message is always sent immediately after the change cipher spec to verify that both authentication and key exchange processes were successful. After client and server have received and validated the finished message from its peer, both parties may begin sending and receiving encrypted application data [13].

As it happened with authentication, the algorithms currently used by TLS for the key exchange/negotiation process are based on classical cryptography. If a quantum attacker gains access to the shared-secret, any effort to implement a secure symmetric encryption algorithm becomes useless.

#### 3.1.2. TLS record

The TLS record protocol is responsible for the secure transmission of data between communicating peers. The protocol operates by collecting the data to be transmitted, fragmenting it into manageable blocks, compressing it if necessary, applying a message authentication code (MAC) to ensure the integrity of the data, encrypting with the already derived session keys and transmitting the resulting data to the other peer. The master secret negotiated during the handshake, as well as other security parameters, are used to generate the session keys that can be used within an Aead symmetric encryption algorithm such as AES-256 Galois-counter mode (GCM) for the exchange of encrypted application data between client and server. The security parameters and secret values of a TLS connection are set via:
processes relying on the successful exchange of server hello, certificate, quantum-resistant communications.

QKD connection among client and server allows for the negotiation of the properties given by the quantum channel, having a pre-established classical cryptography and PQC do (with digital signatures), thanks to does not provide a natural way of authenticating client and server like security of the key exchange process, as shown in Fig. 4. Although QKD quantum-resistant authentication and key exchange [30]. However, in been selected as the proposed standards by NIST for implementing quantum-resistant communications are negotiated. The operations involved during this phase for authentication and key exchange (e.g., digital signature, digital signature verification, ephemeral key-pair generation, key encapsulation, key exchange, key decapsulation, etc.) are currently PKC based and, therefore, face the threat of quantum computing.

In contrast, the TLS Record sub-protocol makes use of the previously negotiated cryptographic keys to implement symmetric encryption (e.g., AES-256). Although AES encryption algorithm might also be questioned by Grover’s search algorithm [56], its efficiency can be mitigated via key expansion, thus AES encryption (with sufficiently long keys) can be considered quantum-resistant [6]. Given that TLS is practically ubiquitous in today’s internet and infrastructure and its underlying symmetric encryption using AES is considered quantum-safe, it is highly desirable to adapt the TLS handshake so the processes of authentication and key exchange also become quantum-resistant.

Most of the studies done in the literature focus on PQC-based solutions for developing quantum-resistant communications in TLS. Specifically, Dilithium and Kyber are commonly used, as they have been selected as the proposed standards by NIST for implementing quantum-resistant authentication and key exchange [30]. However, in this work, we identify QKD as a key technology for enhancing the security of the key exchange process, as shown in Fig. 4. Although QKD does not provide a natural way of authenticating client and server like classical cryptography and PQC do (with digital signatures), thanks to the properties given by the quantum channel, having a pre-established QKD connection among client and server allows for the negotiation of shared, quantum-resistant secret keys, which then can be integrated into the protocol and combined with PQC cryptography for augmented quantum-resistant communications.

In such a system depicted in Fig. 4, authentication can be done via PQC, with the identity verification and cryptographic mode negotiation processes relying on the successful exchange of server hello, certificate, server key exchange and server hello messages. The aforementioned messages can be adapted to negotiate the use of PQC-based algorithms at the cost of increased message size. On the other hand, the key exchange can be enabled by means of PQC, QKD, or both technologies combined. Similar to the authentication process, PQC-based key exchange can be performed at the cost of increased client key exchange message size. In the case of combining QKD and PQC, an additional round trip is required, allowing both client and server to communicate with their respective QKD nodes via the key retrieval API [22] to obtain the same QKD-based key.

3.3. Security assumptions of quantum-resistant TLS

A detailed security analysis of both the CRYSTALS-Kyber and CRYSTALS-Dilithium algorithms has been presented in the literature [57,58]. Moreover, a security model for QKD is described in [59]. This security model presents an intricate examination of the assumptions, strengths, and potential vulnerabilities of QKD, suggesting an integration of QKD with classical cryptography to enhance the ultimate security of the entire system. In our case, we go a step further and propose the combination of QKD with PQC.

In the context of authentication and key exchange, PQC is specifically designed to offer robust security against the potential threats posed by quantum computers, thus ensuring security within the random oracle model [60]. Particularly, in the context of key exchange, QKD provides an inherently secure environment resistant to any exhaustive key search or cryptanalytic attacks, even those originating from quantum computers.

By combining QKD and PQC in the key exchange, we can ensure that the key remains safe as long as one of the algorithms is secure, thus addressing the problem of the key exchange. Quantum-resistant key exchange is a more urgent issue than quantum-resistant authentication; Impersonation cannot happen retroactively and, therefore, it is not a major threat until a sufficiently powerful quantum computer exists. However, in the context of key exchange, “harvest now, decrypt later attacks” [11] can already take place, thereby resulting in a critical need for implementing quantum-resistant key exchange now [39].

We envision that the combination of both technologies allows, for example, to alleviate the existing fear towards adopting PQC-based quantum-resistant communications for AKE in the advent of possible algorithmic breakthroughs, to enable crypto-agile communication systems, and to considerably augment the security of the TLS protocol via multiple quantum-resistant cryptographic assumptions. Furthermore, our approach immediately confronts and mitigates the risks associated with potential “harvest now, decrypt later attacks” attacks, addressing an already significant security vulnerability in the current landscape of quantum computing.

4. Quantum-resistant TLS architecture

QKD and PQC are cryptographic techniques that address different challenges. While PQC targets both authentication and key exchange by means of different quantum-resistant algorithms, QKD is only suitable for enabling quantum resistant key exchange. Our work, shown in Fig. 4, proposes the following methodology: To use PQC for authentication (CRYSTALS-Dilithium), and to use both PQC (CRYSTALS-Kyber) and QKD for the AKE. To further strengthen the protocol against “harvest now, decrypt later attacks”, directly related with the key exchange, we propose and analyze two novel ways in which QKD and PQC can be combined in the TLS AKE phase. The concatenation approach at the premaster secret level, and the XOR approach at the master secret level.
4.1. Quantum-resistant authentication

PQC is the first quantum-resistant authentication technology mature enough to be considered as an alternative for implementing authentication within the TLS handshake. In our implementation, and following the recommendations from NIST [30], CRYSTALS-Dilithium is used for digital signatures and signature verification. Table 2 shows a comparison of the Dilithium1 and Dilithium3 algorithms used in our experiments for digital signatures and digital signature verification, as well as the practical message sizes in comparison with some of the most commonly used classical algorithms. Within the TLS handshake, Dilithium is used by the server to sign the server’s ephemeral public key. On the client side, Dilithium is used for both verifying the signature on the server’s certificate, as well as to verify the signature of the server’s ephemeral public key.

4.2. Hybrid quantum-resistant AKE

Regarding the AKE, we explain the two main mechanisms in which we believe that QKD and CRYSTALS-Kyber (or other PQC algorithm) could be combined together for augmented quantum security, and we explain how we could further integrate any other cryptographic algorithm for key exchange into our system. It must be noted that, as discussed in Section 2.1, both requesting SAE and corresponding QKD node must be located within the same point-of-presence.

Once both parties have successfully completed the QKD key retrieval process and generated a shared secret based on PQC, both client and server will have two secrets generated via different cryptographic assumptions. In our proposed hybrid quantum-resistant TLS architecture, the quantum-based secret keys can be used in several ways that are explained in the following subsections:

4.2.1. QKD-PQC AKE: premaster secret

In the first scenario that we propose, we explore the ‘concatenation-based’ approach. This line of work aligns with what is presented by [61] and depicted in Fig. 5. Here, each hybrid key exchange combination is considered a single, new key exchange method. In this context, we refer to the hybrid key exchange as the use of two (or more) key exchange algorithms that are based on different cryptographic assumptions, such as the combination of QKD and CRYSTALS-Kyber. The main motivation for using hybrid key exchange algorithms is allowing early adopters of either QKD or PQC security to include these quantum-resistant mechanisms into communication systems, guaranteeing that systems remain secure as long as at least one of the cryptographic algorithms remains unbroken.

The ‘concatenation-based’ approach employed in our protocol is summarized in Fig. 5. In our proposal, after the transmission of the necessary messages, both Kyber-based and QKD-based shared secrets are derived. Those two byte arrays are concatenated together into a single, cryptographically secure ‘quantum premaster secret’, which serves as the input key material (IKM) to the key schedule process. The ‘quantum premaster secret’ is fed into a PRF, as described in Section 3.1 to generate a 48 byte master secret, known as the ‘quantum master secret’. The ‘quantum master secret’ is finally introduced into another PRF, which derives the necessary output key material (OKM) to be used in an AEAD symmetric encryption as session keys. This scenario also guarantees the security of the session keys used for the AEAD as long as one of the cryptographic algorithms used to generate the quantum-hybrid master secret remains unbroken.

To achieve an hybrid key exchange, it is recommended that PQC-based systems should combine next-generation (quantum-resistant) algorithms with pre-quantum cryptography, due to the fact that new PQC-based quantum-resistant algorithms are very recent and have not been subject to the same depth of study as other pre-quantum algorithms (e.g., RSA and ECC). Consequently, any potential algorithmic breakthrough that compromises the security of PQC algorithms may not entirely undermine the system’s security but would rather only affect the security assumptions provided by PQC. Our current implementation rather includes QKD in combination with PQC for the authenticated key exchange, thus attaining hybrid quantum-resistance by means of two different quantum-resistant cryptographic assumptions.

In the proposed scenario, once the client has verified the identity of the server, the client triggers the communication with its corresponding QKD node by requesting a key. Once the client has obtained both a QKD-based key and a PQC-based key, the two byte arrays are concatenated to form the quantum-hybrid premaster secret. The
resulting client key exchange message must contain both the ciphertext generated by CRYS-TALS-Kyber and the key ID required by QKD. On the server side, this message can be used to obtain both the same QKD-based key and the PQC-based key, and thus to derive the same quantum-hybrid master secret. This can be used to derive the same quantum-resistant master secret at both sides, and distill the necessary session key material. In this way we can achieve a mechanism whose AKE is protected by two different quantum-resistant cryptographic assumptions. An estimated size of the messages exchanged during each version of our hybrid quantum-resistant TLS handshake can be calculated via Tables 2 and 3.

4.2.2. QKD-PQC AKE: master secret

In the scenario presented in Fig. 6, we explore the XOR approach, in which the QKD-based key is introduced inside the protocol at the master secret level, just after the first pseudo random function. This is a different version of the hybrid key exchange combination, in which the main motivation is to generate a key whose security is guaranteed by two different quantum-resistant cryptographic assumptions, but introducing them at different stages of the protocol.

As it happened with the aforementioned key schedule, the first step is the transmission of the necessary messages to derive the Kyber and QKD-based shared secrets, which will serve as IKM needed to derive the session keys. In this method, the Kyber-based shared secret is employed as the premaster secret. As shown in Fig. 6, the Kyber-based premaster secret is fed into a PRF, from which a ‘post-quantum master secret’ is derived. This secret is then XORed with the previously derived QKD-based master secret, generating what is known as the ‘quantum master secret’. The quantum-hybrid master secret is then used in a PRF as described in Section 3.1.2 to derive the necessary OKM. As it happened in the previously described case, the TLS record protocol continues by performing symmetric encryption, and thus again guaranteeing that two quantum-resistant cryptographic assumptions need to be broken before the master secret becomes vulnerable.

5. Results and discussion on experimental quantum-resistant TLS architecture

The presented statistics and performance analysis are directly collected from experiments done in the Eindhoven QKD testbed [62,63]. As illustrated in Fig. 7, our experimental setup integrates two Raspberry Pi 4 Model B devices, each equipped with a 64-bit quad-core ARM Cortex-A72 processor running at 1.5 GHz, two IDQuantique Clavis3 QKD nodes and a switch in a restricted networking scenario. That means, all the equipment has been located in a single Virtual local area network (VLAN), creating an isolated logical network. This approach ensures that only authorized devices can access the VLAN, which helps to maintain the accuracy and reliability of the experiment results. The network time measurements have been collected via Wireshark [64], a widely known free and open-source packet tool for capturing and analyzing network traffic.

In this configuration, the communications on both quantum and service channels take place over individual optical fibers, in a direct point-to-point link between Alice and Bob. The classical communications among client, server, QKD Alice and QKD Bob happen through a gigabit Ethernet network switch. Within our experimental scenario, the reference implementations of CRYS-TALS-Dilithium [48] and CRYS-TALS-Kyber [49] PQC algorithms have been incorporated into a well known, industry-ready TLS library: Mbed-TLS [50]. The Raspberry Pi devices utilize the customized library to function as both a TLS client and a TLS server, enabling quantum-resistant communication within the testbed.

The remainder of this section is devoted to discussing the performance of classical cryptography and PQC within TLS 1.2, as well as the performance and added value of our hybrid QKD-PQC quantum resistant TLS. Additionally, this section introduces existing challenges and research gaps associated with our work.

5.1. Performance analysis of classical and PQC cryptographic alternatives for TLS

While the adoption of quantum-resistant cryptography alternatives for TLS is the main motivation for our work, performance is a critical factor in real-world network applications, thus it is imperative to evaluate the effectiveness of incorporating quantum-resistant cryptography alternatives into TLS from a performance perspective. For that, a performance evaluation of QKD and PQC in regards to classical cryptography has been conducted. Fig. 8 and Table 4 displays the mean network time measurements for each step of the TLS 1.2 handshake process of both classical and PQC cryptography, as depicted in Fig. 3. For the classical control groups, we selected several versions of both RSA and EC listed in Table 4, and compare those against quantum-resistant ciphersuites that use a combination of Dilithium1, Dilithium3, Kyber512, Kyber768 and QKD.
Within our PQC-based solution, and before the server key exchange is delivered, CRYSTALS-Kyber is used for generating an ephemeral key pair – private key and public key – which is then signed by the server’s static CRYSTALS-Dilithium private key and sent to the client. On the client’s side, signature verification first and key encapsulation thereafter are the most time-consuming steps before the client key exchange message is successfully delivered. As it can be seen in Fig. 8 and Table 4, the use of PQC-based cryptography not only provides the TLS protocols with quantum-resilience, but also improves the performance of the handshake. In fact, the comparison between PQC group Dilithium3 + Kyber768 and the classical control group SECP384 + x25519 determines that the PQC-based ciphersuite is 10 ms faster, which represents approximately a 9% improvement. The PQC control group also outperforms other classical ciphersuites that are widely used to protect network communications, such as RSA2048 + x25519, RSA2048 + SECP256, SECP384 + SECP256 or SECP384 + x25519 by 20%, 16%, 11% and 13% respectively.

In general, as seen in Table 4, all the PQC-only based alternatives presented, with different levels of strength and key size, outperform most of the presented classical alternatives. In both PQC and classical cases, the main difference among ciphersuites becomes evident during the processes of both generating the server key exchange and the client key exchange messages. In our experiments, the verification of the server’s certificate signature by the client does not affect the total time of the handshake, as it happens right after the certificate is exchanged, and in parallel to the server’s ephemeral key-pair generation and signature processes.

However, the verification of the server’s public key does affect the total time of the handshake, as it needs to happen before the client sends the encapsulated premaster secret. For example, in the previously described comparison, certificate exchange takes more time when using Dilithium. This is normal as the Dilithium certificates are considerably bigger than either RSA or EC-based certificates. Nonetheless, it can be observed that the time taken by the PQC-based ciphersuites to generate and send both client and server key exchange messages is considerably faster – 5 ms and 5 ms respectively – compared to the classical ciphersuites. This is attributed to the Dilithium and Kyber cryptographic operations being more efficient than their classical counterparts. It is in this context where the major performance differences among classical and post-quantum ciphersuites can be appreciated. The cryptographic operations referred above include, among others, public key-pair generation, key encapsulation, key decapsulation, digital signature, and digital signature verification.

After the master secret has been generated, the processes of creating the session keys and verifying the success of the handshake – change cipher spec and finished messages respectively – have approximately the same duration for each ciphersuite. This is due to the fact that all tested ciphersuites use the same processes outlined in the TLS record protocol for generating the session keys and encrypting messages, as the finished message needs to be sent encrypted.

Overall, only the classical ciphersuite which combines RSA-1024 for digital signatures and ECDHE-SECP256 for key establishment beats our proposed Dilithium3 and Kyber768-based post-quantum ciphersuite. In this case, the difference is minimal, with the classical group taking approximately 99 ms, while the post-quantum ciphersuite takes 101 ms. It must be noted that the aforementioned classical ciphersuite is not considered secure, and thus, it is not used in practice. Even in that scenario, the lighter version of our post-quantum solution (Dilithium1 + Kyber512) remains as the fastest ciphersuite for generating a client key exchange and server key exchange in the same restricted conditions, with a difference of 11 ms over its classical equivalent (RSA1024 + SECP256).

5.2. Performance analysis of hybrid QKD-PQC quantum-resistant TLS

As mentioned in Section 3, there is still some mistrust regarding the potential of quantum computing. To address this concern, it is relevant to analyze the overhead added by combining two quantum-resistant key exchange methods within the handshake. This approach not only provides augmented security, but also ensures fallback security in case one of the implemented cryptographic assumptions is compromised. To address this issue, we present two different versions of a hybrid quantum-resistant AKE, in which both QKD and Kyber are combined in the process of generating a master secret. QKD-PQC AKE: master secret and QKD-PQC AKE: premaster secret.

For the aforementioned versions of the protocol, Fig. 8 and Table 4 show a noticeable difference in delivering two specific messages during the handshake when QKD is used: Client key exchange and...
server’s change cipher spec messages. This is due to the fact that the QKD key retrieval API implementation exposed by the QKD nodes to retrieve keys is used before these two steps are completed [22]. Given the present equipment, proposed networking environment and the obtained results, we can affirm that the QKD key retrieval API performs slow in comparison to the other aspects of the handshake, adding an average of ≈100 ms per key retrieval call.

From our analysis, we can conclude that the integration of QKD in combination with PQC generates an added overhead of approximately 117 % in regards to the classical control group used for comparisons (SECP384 + x25519). Since both Kyber512 and Kyber768 (PQC) perform fairly well, we concluded that the overall time of the handshake depends mainly on the overhead added by QKD. Also, the two methods in which we combine QKD and PQC for the key exchange, either by concatenating both premaster secrets or by XORing two master secrets, have negligible differences in terms of performance (less than 1 ms).

The strength of our quantum-resistant TLS protocol is that multiple quantum-resistant cryptography assumptions are used to calculate the master secret. That provides TLS with assurance that the protocol remains secure in the face of future quantum computing advances, since two quantum-resistant cryptographic assumptions must be broken before the protocol becomes vulnerable. Moreover, the scenario described for combining QKD and PQC is flexible enough to also introduce classical cryptography algorithms for the key exchange. In the same fashion that QKD and PQC keys for the key exchange were concatenated or XORed, a third byte array, generated by a pre-quantum key exchange algorithm could be employed to generate the master secret, whose security would then be guaranteed by three different cryptographic assumptions.

As a limitation, the performance of the QKD key retrieval API performs slower in relation to the rest of the handshake. However, we believe that this key retrieval process could be reduced to a latency of around ≈10 ms, as it is a purely local exchange within a secured node, opening the door for more performant quantum-resistant TLS implementations.

5.3 Challenges and research gaps

It must be noted that our proposed solution has been developed on top of TLS 1.2. The reasons for this choice are compatibility, availability and simplicity, since this version of the protocol is widely deployed within current networking infrastructure. Moreover, the architecture of TLS 1.2 is currently more suitable than TLS 1.3 for adopting QKD as a method for the key exchange.

5.3.1 Key exhaustion attacks on QKD

As explained in Section 2.1, it is crucial for any QKD-based implementation to maintain the use of QKD keys as efficiently as possible. Due to the distance and SKR generation limitations of current QKD equipment, the number of QKD-based available is limited. When including QKD into TLS (or any other network security protocol), it becomes critical that the client is fully aware of the other peer’s identity before requesting a key from its corresponding QKD node. This is usually done via authentication between client and server. By having confirmation of the truthful identity of the communicating peer before triggering the QKD key retrieval process, both parties can ensure that any key requested from the QKD nodes will be efficiently used and not wasted, preventing denial of service (DoS) key exhaustion attacks [65]. This issue needs to be taken into consideration when migrating the proposed architectures to TLS 1.3.

High-speed TLS connections represent another challenge for using QKD as a method for key exchange. The latest standard of TLS establishes a limit on the volume of plaintext that can be securely encrypted using a specific set of session keys. For a quantum-resistant algorithm such as AES-GCM 256, it is possible to encrypt up to approximately 379 GB of data using keys derived from the same secret. After that, keys need to be updated [52].

To illustrate this in the context of high-speed TLS connections, assuming a data rate of 100 Gb/s, and key updates of 256 bits each, along with our QKD equipment average SKR of 2.5 kbps, we can use Eq. (1) to calculate the key renewal interval for high-speed AES-GCM. With this information, Eq. (2) can be applied to estimate the capacity for simultaneous user connections (UC) of our quantum-hybrid TLS protocol.

\[
\text{Renewal Interval (s)} = \frac{\text{Key usage limit (GB)}}{\text{High-speed connection (Gb/s)}}.
\]

\[
\text{UC} = \frac{\text{QKD SKR (bits/s)} \times \text{Renewal Interval (s)}}{\text{Key Size (bits)}}.
\]

According to our calculations, our protocol can sustain up to 292 simultaneous high-speed UC effectively while avoiding the issue of key exhaustion on QKD.

In any other case where the SKR is not sufficiently high to support TLS connections, QKD-enabled systems should employ a fallback mechanism for the AKE. This entails either using PQC or a combination of classical cryptography and PQC, until the SKR returns to an acceptable value.

5.3.2 TLS 1.2 vs TLS 1.3 for integrating QKD

The TLS 1.2 protocol currently allows the client to have confirmation of the authentic identity of the server before starting the QKD
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Table 4

<table>
<thead>
<tr>
<th>Algorithm</th>
<th>CH</th>
<th>SH</th>
<th>Cert.</th>
<th>SKE</th>
<th>SHD</th>
<th>KKE</th>
<th>CKE</th>
<th>UCSCS</th>
<th>Fin.</th>
<th>SCCS</th>
<th>Fin.</th>
<th>Total time</th>
</tr>
</thead>
<tbody>
<tr>
<td>DILL KYBER512</td>
<td>0.0</td>
<td>0.31</td>
<td>0.48</td>
<td>2.30</td>
<td>0.21</td>
<td>0.52</td>
<td>42.47</td>
<td>0.31</td>
<td>42.27</td>
<td>88.88</td>
<td></td>
<td></td>
</tr>
<tr>
<td>DILL KYBER768</td>
<td>0.0</td>
<td>0.32</td>
<td>0.48</td>
<td>2.76</td>
<td>0.21</td>
<td>7.21</td>
<td>42.35</td>
<td>0.31</td>
<td>42.16</td>
<td>95.80</td>
<td></td>
<td></td>
</tr>
<tr>
<td>RSA2048 SECP256</td>
<td>0.0</td>
<td>0.29</td>
<td>0.15</td>
<td>7.97</td>
<td>0.14</td>
<td>5.51</td>
<td>42.56</td>
<td>0.30</td>
<td>42.62</td>
<td>99.55</td>
<td></td>
<td></td>
</tr>
<tr>
<td>RSA2048 SECP768</td>
<td>0.0</td>
<td>0.33</td>
<td>0.79</td>
<td>5.32</td>
<td>0.19</td>
<td>8.09</td>
<td>42.08</td>
<td>0.31</td>
<td>43.72</td>
<td>100.83</td>
<td></td>
<td></td>
</tr>
<tr>
<td>RSA1024 x25519</td>
<td>0.0</td>
<td>0.30</td>
<td>0.16</td>
<td>10.72</td>
<td>0.13</td>
<td>8.29</td>
<td>42.27</td>
<td>0.31</td>
<td>43.88</td>
<td>106.05</td>
<td></td>
<td></td>
</tr>
<tr>
<td>SECP384 SECP256</td>
<td>0.0</td>
<td>0.29</td>
<td>0.15</td>
<td>6.81</td>
<td>0.13</td>
<td>14.34</td>
<td>43.16</td>
<td>0.31</td>
<td>42.65</td>
<td>107.85</td>
<td></td>
<td></td>
</tr>
<tr>
<td>SECP384 x25519</td>
<td>0.0</td>
<td>0.29</td>
<td>0.15</td>
<td>10.33</td>
<td>0.14</td>
<td>13.26</td>
<td>42.40</td>
<td>0.30</td>
<td>44.05</td>
<td>110.91</td>
<td></td>
<td></td>
</tr>
<tr>
<td>RSA2048 SECP256</td>
<td>0.0</td>
<td>0.29</td>
<td>0.16</td>
<td>18.95</td>
<td>0.14</td>
<td>9.44</td>
<td>42.17</td>
<td>0.31</td>
<td>42.70</td>
<td>114.15</td>
<td></td>
<td></td>
</tr>
<tr>
<td>SECP521 SECP256</td>
<td>0.0</td>
<td>0.29</td>
<td>0.15</td>
<td>8.90</td>
<td>0.14</td>
<td>21.43</td>
<td>42.58</td>
<td>0.31</td>
<td>41.56</td>
<td>115.15</td>
<td></td>
<td></td>
</tr>
<tr>
<td>SECP521 x25519</td>
<td>0.0</td>
<td>0.29</td>
<td>0.15</td>
<td>11.70</td>
<td>0.11</td>
<td>20.25</td>
<td>41.21</td>
<td>0.30</td>
<td>43.13</td>
<td>117.14</td>
<td></td>
<td></td>
</tr>
<tr>
<td>SECP521 SECP384</td>
<td>0.0</td>
<td>0.29</td>
<td>0.15</td>
<td>9.98</td>
<td>0.13</td>
<td>22.63</td>
<td>42.14</td>
<td>0.30</td>
<td>42.68</td>
<td>118.29</td>
<td></td>
<td></td>
</tr>
<tr>
<td>RSA2048 SECP384</td>
<td>0.0</td>
<td>0.29</td>
<td>0.15</td>
<td>19.20</td>
<td>0.14</td>
<td>13.05</td>
<td>42.83</td>
<td>0.30</td>
<td>42.90</td>
<td>118.86</td>
<td></td>
<td></td>
</tr>
<tr>
<td>RSA2048 x25519</td>
<td>0.0</td>
<td>0.30</td>
<td>0.17</td>
<td>20.31</td>
<td>0.14</td>
<td>11.71</td>
<td>42.65</td>
<td>0.31</td>
<td>43.89</td>
<td>119.48</td>
<td></td>
<td></td>
</tr>
<tr>
<td>SECP521 SECP521</td>
<td>0.0</td>
<td>0.29</td>
<td>0.16</td>
<td>11.19</td>
<td>0.12</td>
<td>25.69</td>
<td>42.08</td>
<td>0.28</td>
<td>41.27</td>
<td>121.07</td>
<td></td>
<td></td>
</tr>
<tr>
<td>RSA2048 SECP521</td>
<td>0.0</td>
<td>0.29</td>
<td>0.16</td>
<td>20.39</td>
<td>0.14</td>
<td>18.89</td>
<td>42.97</td>
<td>0.28</td>
<td>41.16</td>
<td>124.27</td>
<td></td>
<td></td>
</tr>
<tr>
<td>RSA4096 x25519</td>
<td>0.0</td>
<td>0.30</td>
<td>0.17</td>
<td>71.63</td>
<td>0.18</td>
<td>14.48</td>
<td>41.37</td>
<td>0.30</td>
<td>43.90</td>
<td>172.34</td>
<td></td>
<td></td>
</tr>
<tr>
<td>RSA4096 SECP251</td>
<td>0.0</td>
<td>0.30</td>
<td>0.17</td>
<td>71.12</td>
<td>0.17</td>
<td>20.04</td>
<td>42.60</td>
<td>0.27</td>
<td>41.21</td>
<td>175.88</td>
<td></td>
<td></td>
</tr>
<tr>
<td>DILL1 QKD-KYBER512 Premaster secret</td>
<td>0.0</td>
<td>0.30</td>
<td>0.48</td>
<td>2.52</td>
<td>0.19</td>
<td>120.47</td>
<td>42.14</td>
<td>74.51</td>
<td>0.17</td>
<td>240.78</td>
<td></td>
<td></td>
</tr>
<tr>
<td>DILL1 QKD-KYBER512 Master secret</td>
<td>0.0</td>
<td>0.32</td>
<td>0.49</td>
<td>2.44</td>
<td>0.19</td>
<td>121.04</td>
<td>42.63</td>
<td>74.46</td>
<td>0.17</td>
<td>241.74</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
protocol by verifying the signature on the server key exchange message, thus preventing any possible key exhaustion attacks from an unknown malicious party. On the other hand, the newer TLS 1.3 architecture does not currently allow either the client or server to verify the identity of the other communicating party (without major modifications) before triggering the QKD key retrieval process, thus the process becomes susceptible to key exhaustion attacks. In this regard, the integration of QKD and PQC inside TLS 1.2 allows for a smoother, faster transition, allowing every device to immediately switch to quantum-resistant communications without waiting for TLS 1.3 to be widely adopted. In the meantime, new approaches can be studied towards moving this quantum-resistant solution to the latest version of the protocol.

5.3.3. Suitability of QKD only key exchange: QKD AKE

As explained above, it is crucial to maintain the use of QKD keys as efficiently as possible due to the limitations of current equipment. To avoid possible QKD key exhaustion attacks, the client (or the entity requesting keys) should only retrieve QKD-based keys once it has verified the identity of the communicating peer via authentication. In a possible QKD-only AKE scenario, the client should be able to authenticate one of the messages sent by the server to establish the key material. By using the previously exchanged certificate and PQC-based (CRYSTALS-Dilithium) public key, the client could verify that the signature present on the certificate corresponds to the same entity that is signing the dynamically generated message, thus gaining confirmation that the server is trusted and making sure that the QKD-based keys will be efficiently used.

With classical cryptography (e.g., ECDHE) and PQC (e.g., CRYSTALS-Kyber), this can be done by signing the server key exchange message, which contains the key material needed to derive the premaster and master secrets. In the hybrid implementations where QKD and PQC are combined for the key exchange, this is done equally. However, if using QKD by itself as a mechanism for the key exchange in a server-only authentication scenario, and by doing a ‘natural’ mapping of QKD to both classical and PQC cryptography, the only element that could be signed and that would link the QKD key material to the ongoing TLS session would be the key ID. This imposes two main limitations:

- The server could be the one who starts the QKD key retrieval process, including the key ID inside the signed server key exchange message. However, the server would retrieve a QKD-based key each time a client ‘claims’ to have a QKD connection available with the server. Thus, a malicious client attacker could potentially do a DoS attack in the form of QKD key exhaustion.
- If the client is the peer who starts the QKD key retrieval process, there is no natural way without modifying the TLS handshake in which the client has the guarantee of the identity of the server (it cannot verify the other communicating entity other than after spending one QKD key, in which the result might be that the server is who he claims to be, or not) before triggering the QKD key retrieval API. Additionally, to link the QKD key material retrieved to the current session, the key ID should be signed dynamically before it is sent to the server. However, in a server-only authentication scenario (most commonly-used in current networks), the client does not have the capability to sign the key ID, nor the server to verify the signature provided by the client.

As a result, for the current TLS 1.2 version of the handshake and if no major modifications should be made to the protocol, QKD keys should always be used in a hybrid fashion in combination with another PQC based key exchange algorithm.

6. Conclusions and future works

In this work, we introduce a novel scheme for integrating PQC and QKD into TLS. Our proposed architecture allows the combination of QKD and PQC technologies to not only augment the security of TLS against quantum computing threats but also to maintain high performance in session key generation. We observe that, in restricted network conditions, PQC itself outperforms classical cryptographic algorithms by approximately 10% of the overall handshake time. Regarding the authenticated key exchange process, we conclude that the use of QKD-based keys on top of PQC adds a considerable overhead of approximately 117%. Our analysis indicates that such limitation is due to the performance of the key retrieval API that is exposed by our QKD equipment. However, for the presented scenario, the added overhead is well justified by the fact that the resultant master secret’s security is now guaranteed by two different quantum-resistant cryptographic assumptions.

Both presented approaches for integrating QKD-based keys in the handshake perform similarly in terms of performance, with negligible differences (less than 1%) among concatenating two byte arrays at the premaster secret level or XORing two byte arrays at the master secret level.

Furthermore, our work introduces a quantum-resistant TLS architecture that can combine QKD-based keys on both client and server sides with any other classical or PQC cryptographic algorithm of choice. This approach paves the way towards combining multiple cryptographic algorithms to achieve maximum security, not only against already well-known classical and quantum attacks, but also against other future not-known-yet attacks.

For the presented experimental solution to become widely used in real communication networks, there are still open research questions and challenges that require further investigation. First, the integration of the proposed solution into TLS 1.3 must be studied. Furthermore, due to the dynamic nature of QKD, it is expected that future implementations can communicate with network controllers in real-time, so that optical quantum links can be optimally deployed between client and servers according to changing network conditions. This requires the integration of quantum-resistant solutions like the one presented in this paper with SDN networks. Finally, as an engineering research question, our experiments concluded that the key retrieval API imposes the biggest performance limitations. Ultra-fast key retrieval APIs must be developed to reduce the performance cost of QKD as much as possible, fostering a new era of robust, fast and adaptable quantum-resistant communications.
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